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# Learning Objectives

* The basics of machine learning
* How to perform cross-validation to avoid overtraining
* Several popular machine learning algorithms
* How to build a recommendation system
* What regularization is and why it is useful

## Course Overview

There are six major sections in this course: introduction to machine learning; machine learning basics; linear regression for prediction, smoothing, and working with matrices; distance, knn, cross validation, and generative models; classification with more than two classes and the caret package; and model fitting and recommendation systems.

### Introduction to Machine Learning

In this section, you’ll be introduced to some of the terminology and concepts you’ll need going forward.

### Machine Learning Basics

In this section, you’ll learn how to start building a machine learning algorithm using training and test data sets and the importance of conditional probabilities for machine learning.

### Linear Regression for Prediction, Smoothing, and Working with Matrices

In this section, you’ll learn why linear regression is a useful baseline approach but is often insufficiently flexible for more complex analyses, how to smooth noisy data, and how to use matrices for machine learning.

### Distance, Knn, Cross Validation, and Generative Models

In this section, you’ll learn different types of discriminative and generative approaches for machine learning algorithms.

### Classification with More than Two Classes and the Caret Package

In this section, you’ll learn how to overcome the curse of dimensionality using methods that adapt to higher dimensions and how to use the caret package to implement many different machine learning algorithms.

### Model Fitting and Recommendation Systems

In this section, you’ll learn how to apply the machine learning algorithms you have learned.

# Section 1 - Introduction to Machine Learning Overview

In the **Introduction to Machine Learning** section, you will be introduced to machine learning.

After completing this section, you will be able to:

* Explain the difference between the **outcome** and the **features**.
* Explain when to use **classification** and when to use **prediction**.
* Explain the importance of **prevalence**.
* Explain the difference between **sensitivity** and **specificity**.

This section has one part: **introduction to machine learning**.

## Notation

There is a link to the relevant section of the textbook: [Notation](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#notation-1)

**Key points**

* denote the features, denotes the outcomes, and denotes the predictions.
* Machine learning prediction tasks can be divided into **categorical** and **continuous** outcomes. We refer to these as **classification** and **prediction**, respectively.

## An Example

There is a link to the relevant section of the textbook: [An Example](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#an-example)

**Key points**

* = an outcome for observation or index i.
* We use boldface for to distinguish the vector of predictors from the individual predictors .
* When referring to an arbitrary set of features and outcomes, we drop the index i and use and bold .
* Uppercase is used to refer to variables because we think of predictors as random variables.
* Lowercase is used to denote observed values. For example, .

## Comprehension Check - Introduction to Machine Learning

1. True or False: A key feature of machine learning is that the algorithms are built with data.

* ☒ A. True
* ☐ B. False

1. True or False: In machine learning, we build algorithms that take feature values (X) and train a model using known outcomes (Y) that is then used to predict outcomes when presented with features without known outcomes.

* ☒ A. True
* ☐ B. False

# Section 2 - Machine Learning Basics Overview

In the **Machine Learning Basics** section, you will learn the basics of machine learning.

After completing this section, you will be able to:

* Start to use the **caret** package.
* Construct and interpret a **confusion matrix**.
* Use **conditional probabilities** in the context of machine learning.

This section has two parts: **basics of evaluating machine learning algorithms** and **conditional probabilities**.

## Caret package, training and test sets, and overall accuracy

There is a link to the relevant sections of the textbook: [Training and test sets](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#training-and-test-sets) and [Overall accuracy](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#overall-accuracy)

**Key points**

* Note: the set.seed() function is used to obtain reproducible results. If you have R 3.6 or later, please use the sample.kind = "Rounding" argument whenever you set the seed for this course.
* To mimic the ultimate evaluation process, we randomly split our data into two — a training set and a test set — and act as if we don’t know the outcome of the test set. We develop algorithms using only the training set; the test set is used only for evaluation.
* The createDataPartition() function from the **caret** package can be used to generate indexes for randomly splitting data.
* Note: contrary to what the documentation says, this course will use the argument p as the percentage of data that goes to testing. The indexes made from createDataPartition() should be used to create the test set. Indexes should be created on the outcome and not a predictor.
* The simplest evaluation metric for categorical outcomes is overall accuracy: the proportion of cases that were correctly predicted in the test set.

*Code*

if(!require(tidyverse)) install.packages("tidyverse")

## Loading required package: tidyverse

## Warning: package 'tidyverse' was built under R version 3.6.3

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.0 v dplyr 1.0.5  
## v tidyr 1.1.3 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## Warning: package 'tibble' was built under R version 3.6.3

## Warning: package 'tidyr' was built under R version 3.6.3

## Warning: package 'readr' was built under R version 3.6.3

## Warning: package 'purrr' was built under R version 3.6.3

## Warning: package 'dplyr' was built under R version 3.6.3

## Warning: package 'forcats' was built under R version 3.6.3

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

if(!require(caret)) install.packages("caret")

## Loading required package: caret

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

if(!require(dslabs)) install.packages("dslabs")

## Loading required package: dslabs

## Warning: package 'dslabs' was built under R version 3.6.3

library(tidyverse)  
library(caret)  
library(dslabs)  
data(heights)  
  
# define the outcome and predictors  
y <- heights$sex  
x <- heights$height  
  
# generate training and test sets  
set.seed(2, sample.kind = "Rounding") # if using R 3.5 or earlier, remove the sample.kind argument

## Warning in set.seed(2, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(y, times = 1, p = 0.5, list = FALSE)  
test\_set <- heights[test\_index, ]  
train\_set <- heights[-test\_index, ]  
  
# guess the outcome  
y\_hat <- sample(c("Male", "Female"), length(test\_index), replace = TRUE)  
y\_hat <- sample(c("Male", "Female"), length(test\_index), replace = TRUE) %>%   
 factor(levels = levels(test\_set$sex))  
  
# compute accuracy  
mean(y\_hat == test\_set$sex)

## [1] 0.5238095

heights %>% group\_by(sex) %>% summarize(mean(height), sd(height))

## # A tibble: 2 x 3  
## sex `mean(height)` `sd(height)`  
## <fct> <dbl> <dbl>  
## 1 Female 64.9 3.76  
## 2 Male 69.3 3.61

y\_hat <- ifelse(x > 62, "Male", "Female") %>% factor(levels = levels(test\_set$sex))  
mean(y == y\_hat)

## [1] 0.7933333

# examine the accuracy of 10 cutoffs  
cutoff <- seq(61, 70)  
accuracy <- map\_dbl(cutoff, function(x){  
 y\_hat <- ifelse(train\_set$height > x, "Male", "Female") %>%   
 factor(levels = levels(test\_set$sex))  
 mean(y\_hat == train\_set$sex)  
})  
data.frame(cutoff, accuracy) %>%   
 ggplot(aes(cutoff, accuracy)) +   
 geom\_point() +   
 geom\_line()
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max(accuracy)

## [1] 0.8361905

best\_cutoff <- cutoff[which.max(accuracy)]  
best\_cutoff

## [1] 64

y\_hat <- ifelse(test\_set$height > best\_cutoff, "Male", "Female") %>%   
 factor(levels = levels(test\_set$sex))  
y\_hat <- factor(y\_hat)  
mean(y\_hat == test\_set$sex)

## [1] 0.8171429

## Comprehension Check - Basics of Evaluating Machine Learning Algorithms

1. For each of the following, indicate whether the outcome is continuous or categorical.

* Digit reader - categorical
* Height - continuous
* Spam filter - categorical
* Stock prices - continuous
* Sex - categorical

1. How many features are available to us for prediction in the mnist digits dataset?

You can download the mnist dataset using the read\_mnist() function from the **dslabs** package.

mnist <- read\_mnist()  
ncol(mnist$train$images)

## [1] 784

## Confusion matrix

There is a link to the relevant section of the textbook: [Confusion Matrix](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#the-confusion-matrix)

**Key points**

* Overall accuracy can sometimes be a deceptive measure because of unbalanced classes.
* A general improvement to using overall accuracy is to study sensitivity and specificity separately. **Sensitivity**, also known as the true positive rate or recall, is the proportion of actual positive outcomes correctly identified as such. **Specificity**, also known as the true negative rate, is the proportion of actual negative outcomes that are correctly identified as such.
* A confusion matrix tabulates each combination of prediction and actual value. You can create a confusion matrix in R using the table() function or the confusionMatrix() function from the **caret** package.

*Code*

# tabulate each combination of prediction and actual value  
table(predicted = y\_hat, actual = test\_set$sex)

## actual  
## predicted Female Male  
## Female 50 27  
## Male 69 379

test\_set %>%   
 mutate(y\_hat = y\_hat) %>%  
 group\_by(sex) %>%   
 summarize(accuracy = mean(y\_hat == sex))

## # A tibble: 2 x 2  
## sex accuracy  
## <fct> <dbl>  
## 1 Female 0.420  
## 2 Male 0.933

prev <- mean(y == "Male")  
  
confusionMatrix(data = y\_hat, reference = test\_set$sex)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Female Male  
## Female 50 27  
## Male 69 379  
##   
## Accuracy : 0.8171   
## 95% CI : (0.7814, 0.8493)  
## No Information Rate : 0.7733   
## P-Value [Acc > NIR] : 0.008354   
##   
## Kappa : 0.4041   
##   
## Mcnemar's Test P-Value : 2.857e-05   
##   
## Sensitivity : 0.42017   
## Specificity : 0.93350   
## Pos Pred Value : 0.64935   
## Neg Pred Value : 0.84598   
## Prevalence : 0.22667   
## Detection Rate : 0.09524   
## Detection Prevalence : 0.14667   
## Balanced Accuracy : 0.67683   
##   
## 'Positive' Class : Female   
##

## Balanced accuracy and F1 score

There is a link to the relevant section of the textbook: [Balanced accuracy and F1 Score](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#balanced-accuracy-and-f_1-score)

**Key points**

* For optimization purposes, sometimes it is more useful to have a one number summary than studying both specificity and sensitivity. One preferred metric is **balanced accuracy**. Because specificity and sensitivity are rates, it is more appropriate to compute the *harmonic* average. In fact, the **F1-score**, a widely used one-number summary, is the harmonic average of precision and recall.
* Depending on the context, some type of errors are more costly than others. The **F1-score** can be adapted to weigh specificity and sensitivity differently.
* You can compute the **F1-score** using the F\_meas() function in the **caret** package.

*Code*

# maximize F-score  
cutoff <- seq(61, 70)  
F\_1 <- map\_dbl(cutoff, function(x){  
 y\_hat <- ifelse(train\_set$height > x, "Male", "Female") %>%   
 factor(levels = levels(test\_set$sex))  
 F\_meas(data = y\_hat, reference = factor(train\_set$sex))  
})  
  
data.frame(cutoff, F\_1) %>%   
 ggplot(aes(cutoff, F\_1)) +   
 geom\_point() +   
 geom\_line()
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max(F\_1)

## [1] 0.6142322

best\_cutoff <- cutoff[which.max(F\_1)]  
best\_cutoff

## [1] 66

y\_hat <- ifelse(test\_set$height > best\_cutoff, "Male", "Female") %>%   
 factor(levels = levels(test\_set$sex))  
sensitivity(data = y\_hat, reference = test\_set$sex)

## [1] 0.6806723

specificity(data = y\_hat, reference = test\_set$sex)

## [1] 0.8349754

## Prevalence matters in practice

There is a link to the relevant section of the textbook: [Prevalence matters in practice](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#prevalence-matters-in-practice)

**Key points**

* A machine learning algorithm with very high sensitivity and specificity may not be useful in practice when prevalence is close to either 0 or 1. For example, if you develop an algorithm for disease diagnosis with very high sensitivity, but the prevalence of the disease is pretty low, then the precision of your algorithm is probably very low based on Bayes’ theorem.

## ROC and precision-recall curves

There is a link to the relevant section of the textbook: [ROC and precision-recall curves](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#roc-and-precision-recall-curves)

**Key points**

* A very common approach to evaluating accuracy and F1-score is to compare them graphically by plotting both. A widely used plot that does this is the **receiver operating characteristic (ROC) curve**. The ROC curve plots sensitivity (TPR) versus 1 - specificity or the false positive rate (FPR).
* However, ROC curves have one weakness and it is that neither of the measures plotted depend on prevalence. In cases in which prevalence matters, we may instead make a **precision-recall plot**, which has a similar idea with ROC curve.

*Code*

Note: your results and plots may be slightly different.

p <- 0.9  
n <- length(test\_index)  
y\_hat <- sample(c("Male", "Female"), n, replace = TRUE, prob=c(p, 1-p)) %>%   
 factor(levels = levels(test\_set$sex))  
mean(y\_hat == test\_set$sex)

## [1] 0.7180952

# ROC curve  
probs <- seq(0, 1, length.out = 10)  
guessing <- map\_df(probs, function(p){  
 y\_hat <-   
 sample(c("Male", "Female"), n, replace = TRUE, prob=c(p, 1-p)) %>%   
 factor(levels = c("Female", "Male"))  
 list(method = "Guessing",  
 FPR = 1 - specificity(y\_hat, test\_set$sex),  
 TPR = sensitivity(y\_hat, test\_set$sex))  
})  
guessing %>% qplot(FPR, TPR, data =., xlab = "1 - Specificity", ylab = "Sensitivity")
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cutoffs <- c(50, seq(60, 75), 80)  
height\_cutoff <- map\_df(cutoffs, function(x){  
 y\_hat <- ifelse(test\_set$height > x, "Male", "Female") %>%   
 factor(levels = c("Female", "Male"))  
 list(method = "Height cutoff",  
 FPR = 1-specificity(y\_hat, test\_set$sex),  
 TPR = sensitivity(y\_hat, test\_set$sex))  
})  
  
# plot both curves together  
bind\_rows(guessing, height\_cutoff) %>%  
 ggplot(aes(FPR, TPR, color = method)) +  
 geom\_line() +  
 geom\_point() +  
 xlab("1 - Specificity") +  
 ylab("Sensitivity")
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if(!require(ggrepel)) install.packages("ggrepel")

## Loading required package: ggrepel

## Warning: package 'ggrepel' was built under R version 3.6.3

library(ggrepel)  
map\_df(cutoffs, function(x){  
 y\_hat <- ifelse(test\_set$height > x, "Male", "Female") %>%   
 factor(levels = c("Female", "Male"))  
 list(method = "Height cutoff",  
 cutoff = x,   
 FPR = 1-specificity(y\_hat, test\_set$sex),  
 TPR = sensitivity(y\_hat, test\_set$sex))  
}) %>%  
 ggplot(aes(FPR, TPR, label = cutoff)) +  
 geom\_line() +  
 geom\_point() +  
 geom\_text\_repel(nudge\_x = 0.01, nudge\_y = -0.01)
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# plot precision against recall  
guessing <- map\_df(probs, function(p){  
 y\_hat <- sample(c("Male", "Female"), length(test\_index),   
 replace = TRUE, prob=c(p, 1-p)) %>%   
 factor(levels = c("Female", "Male"))  
 list(method = "Guess",  
 recall = sensitivity(y\_hat, test\_set$sex),  
 precision = precision(y\_hat, test\_set$sex))  
})  
  
height\_cutoff <- map\_df(cutoffs, function(x){  
 y\_hat <- ifelse(test\_set$height > x, "Male", "Female") %>%   
 factor(levels = c("Female", "Male"))  
 list(method = "Height cutoff",  
 recall = sensitivity(y\_hat, test\_set$sex),  
 precision = precision(y\_hat, test\_set$sex))  
})  
  
bind\_rows(guessing, height\_cutoff) %>%  
 ggplot(aes(recall, precision, color = method)) +  
 geom\_line() +  
 geom\_point()

## Warning: Removed 1 row(s) containing missing values (geom\_path).

## Warning: Removed 1 rows containing missing values (geom\_point).
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guessing <- map\_df(probs, function(p){  
 y\_hat <- sample(c("Male", "Female"), length(test\_index), replace = TRUE,   
 prob=c(p, 1-p)) %>%   
 factor(levels = c("Male", "Female"))  
 list(method = "Guess",  
 recall = sensitivity(y\_hat, relevel(test\_set$sex, "Male", "Female")),  
 precision = precision(y\_hat, relevel(test\_set$sex, "Male", "Female")))  
})  
  
height\_cutoff <- map\_df(cutoffs, function(x){  
 y\_hat <- ifelse(test\_set$height > x, "Male", "Female") %>%   
 factor(levels = c("Male", "Female"))  
 list(method = "Height cutoff",  
 recall = sensitivity(y\_hat, relevel(test\_set$sex, "Male", "Female")),  
 precision = precision(y\_hat, relevel(test\_set$sex, "Male", "Female")))  
})  
bind\_rows(guessing, height\_cutoff) %>%  
 ggplot(aes(recall, precision, color = method)) +  
 geom\_line() +  
 geom\_point()

## Warning: Removed 1 row(s) containing missing values (geom\_path).  
  
## Warning: Removed 1 rows containing missing values (geom\_point).

![](data:image/png;base64,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)

## Comprehension Check - Practice with Machine Learning, Part 1

The following questions all ask you to work with the dataset described below.

The reported\_heights and heights datasets were collected from three classes taught in the Departments of Computer Science and Biostatistics, as well as remotely through the Extension School. The Biostatistics class was taught in 2016 along with an online version offered by the Extension School. On 2016-01-25 at 8:15 AM, during one of the lectures, the instructors asked student to fill in the sex and height questionnaire that populated the reported\_heights dataset. The online students filled out the survey during the next few days, after the lecture was posted online. We can use this insight to define a variable which we will call type, to denote the type of student, inclass or online.

The code below sets up the dataset for you to analyze in the following exercises:

if(!require(dplyr)) install.packages("dplyr")  
if(!require(lubridate)) install.packages("lubridate")

## Loading required package: lubridate

## Warning: package 'lubridate' was built under R version 3.6.3

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

library(dplyr)  
library(lubridate)  
data(reported\_heights)  
  
dat <- mutate(reported\_heights, date\_time = ymd\_hms(time\_stamp)) %>%  
 filter(date\_time >= make\_date(2016, 01, 25) & date\_time < make\_date(2016, 02, 1)) %>%  
 mutate(type = ifelse(day(date\_time) == 25 & hour(date\_time) == 8 & between(minute(date\_time), 15, 30), "inclass","online")) %>%  
 select(sex, type)  
  
y <- factor(dat$sex, c("Female", "Male"))  
x <- dat$type

1. The type column of dat indicates whether students took classes in person (“inclass”) or online (“online”). What proportion of the inclass group is female? What proportion of the online group is female?

Enter your answer as a percentage or decimal (eg “50%” or “0.50”) to at least the hundredths place.

dat %>% group\_by(type) %>% summarize(prop\_female = mean(sex == "Female"))

## # A tibble: 2 x 2  
## type prop\_female  
## <chr> <dbl>  
## 1 inclass 0.667  
## 2 online 0.378

1. In the course videos, height cutoffs were used to predict sex. Instead of height, use the type variable to predict sex. Assume that for each class type the students are either all male or all female, based on the most prevalent sex in each class type you calculated in Q1. Report the accuracy of your prediction of sex based on type. You do not need to split the data into training and test sets.

Enter your accuracy as a percentage or decimal (eg “50%” or “0.50”) to at least the hundredths place.

y\_hat <- ifelse(x == "online", "Male", "Female") %>%   
 factor(levels = levels(y))  
mean(y\_hat==y)

## [1] 0.6333333

1. Write a line of code using the table() function to show the confusion matrix between y\_hat and y. Use the **exact** format function(a, b) for your answer and do not name the columns and rows. Your answer should have exactly one space.

table(y\_hat, y)

## y  
## y\_hat Female Male  
## Female 26 13  
## Male 42 69

1. What is the sensitivity of this prediction? You can use the sensitivity() function from the **caret** package. Enter your answer as a percentage or decimal (eg “50%” or “0.50”) to at least the hundredths place.

sensitivity(y\_hat, y)

## [1] 0.3823529

1. What is the specificity of this prediction? You can use the specificity() function from the **caret** package. Enter your answer as a percentage or decimal (eg “50%” or “0.50”) to at least the hundredths place.

specificity(y\_hat, y)

## [1] 0.8414634

1. What is the prevalence (% of females) in the dat dataset defined above? Enter your answer as a percentage or decimal (eg “50%” or “0.50”) to at least the hundredths place.

mean(y == "Female")

## [1] 0.4533333

## Comprehension Check - Practice with Machine Learning, Part 2

We will practice building a machine learning algorithm using a new dataset, iris, that provides multiple predictors for us to use to train. To start, we will remove the setosa species and we will focus on the versicolor and virginica iris species using the following code:

data(iris)  
iris <- iris[-which(iris$Species=='setosa'),]  
y <- iris$Species

The following questions all involve work with this dataset.

1. First let us create an even split of the data into train and test partitions using createDataPartition() from the **caret** package. The code with a missing line is given below:

# set.seed(2) # if using R 3.5 or earlier  
set.seed(2, sample.kind="Rounding") # if using R 3.6 or later  
# line of code  
test <- iris[test\_index,]  
train <- iris[-test\_index,]

Which code should be used in place of # line of code above?

* ☐ A. test\_index <- createDataPartition(y,times=1,p=0.5)
* ☐ B. test\_index <- sample(2,length(y),replace=FALSE)
* ☒ C. test\_index <- createDataPartition(y,times=1,p=0.5,list=FALSE)
* ☐ D. test\_index <- rep(1,length(y))

# set.seed(2) # if using R 3.5 or earlier  
set.seed(2, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(2, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(y,times=1,p=0.5,list=FALSE)

## Warning in createDataPartition(y, times = 1, p = 0.5, list = FALSE): Some  
## classes have no records ( setosa ) and these will be ignored

test <- iris[test\_index,]  
train <- iris[-test\_index,]

1. Next we will figure out the singular feature in the dataset that yields the greatest overall accuracy when predicting species. You can use the code from the introduction and from Q7 to start your analysis.

Using only the train iris dataset, for each feature, perform a simple search to find the cutoff that produces the highest accuracy, predicting virginica if greater than the cutoff and versicolor otherwise. Use the seq function over the range of each feature by intervals of 0.1 for this search.

Which feature produces the highest accuracy?

foo <- function(x){  
 rangedValues <- seq(range(x)[1],range(x)[2],by=0.1)  
 sapply(rangedValues,function(i){  
 y\_hat <- ifelse(x>i,'virginica','versicolor')  
 mean(y\_hat==train$Species)  
 })  
}  
predictions <- apply(train[,-5],2,foo)  
sapply(predictions,max)

## Sepal.Length Sepal.Width Petal.Length Petal.Width   
## 0.70 0.62 0.96 0.94

* ☐ A. Sepal.Length
* ☐ B. Sepal.Width
* ☒ C. Petal.Length
* ☐ D. Petal.Width

1. For the feature selected in Q8, use the smart cutoff value from the training data to calculate overall accuracy in the test data. What is the overall accuracy?

predictions <- foo(train[,3])  
rangedValues <- seq(range(train[,3])[1],range(train[,3])[2],by=0.1)  
cutoffs <-rangedValues[which(predictions==max(predictions))]  
  
y\_hat <- ifelse(test[,3]>cutoffs[1],'virginica','versicolor')  
mean(y\_hat==test$Species)

## [1] 0.9

1. Notice that we had an overall accuracy greater than 96% in the training data, but the overall accuracy was lower in the test data. This can happen often if we overtrain. In fact, it could be the case that a single feature is not the best choice. For example, a combination of features might be optimal. Using a single feature and optimizing the cutoff as we did on our training data can lead to overfitting.

Given that we know the test data, we can treat it like we did our training data to see if the same feature with a different cutoff will optimize our predictions.

Which feature best optimizes our overall accuracy?

foo <- function(x){  
 rangedValues <- seq(range(x)[1],range(x)[2],by=0.1)  
 sapply(rangedValues,function(i){  
 y\_hat <- ifelse(x>i,'virginica','versicolor')  
 mean(y\_hat==test$Species)  
 })  
}  
predictions <- apply(test[,-5],2,foo)  
sapply(predictions,max)

## Sepal.Length Sepal.Width Petal.Length Petal.Width   
## 0.78 0.64 0.90 0.94

* ☐ A. Sepal.Length
* ☐ B. Sepal.Width
* ☐ C. Petal.Length
* ☒ D. Petal.Width

1. Now we will perform some exploratory data analysis on the data.

Notice that Petal.Length and Petal.Width in combination could potentially be more information than either feature alone.

Optimize the the cutoffs for Petal.Length and Petal.Width separately in the train dataset by using the seq function with increments of 0.1. Then, report the overall accuracy when applied to the test dataset by creating a rule that predicts virginica if Petal.Length is greater than the length cutoff OR Petal.Width is greater than the width cutoff, and versicolor otherwise.

What is the overall accuracy for the test data now?

data(iris)  
iris <- iris[-which(iris$Species=='setosa'),]  
y <- iris$Species  
  
plot(iris,pch=21,bg=iris$Species)
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# set.seed(2) # if using R 3.5 or earlier  
set.seed(2, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(2, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(y,times=1,p=0.5,list=FALSE)

## Warning in createDataPartition(y, times = 1, p = 0.5, list = FALSE): Some  
## classes have no records ( setosa ) and these will be ignored

test <- iris[test\_index,]  
train <- iris[-test\_index,]  
   
petalLengthRange <- seq(range(train$Petal.Length)[1],range(train$Petal.Length)[2],by=0.1)  
petalWidthRange <- seq(range(train$Petal.Width)[1],range(train$Petal.Width)[2],by=0.1)  
  
length\_predictions <- sapply(petalLengthRange,function(i){  
 y\_hat <- ifelse(train$Petal.Length>i,'virginica','versicolor')  
 mean(y\_hat==train$Species)  
 })  
length\_cutoff <- petalLengthRange[which.max(length\_predictions)] # 4.7  
  
width\_predictions <- sapply(petalWidthRange,function(i){  
 y\_hat <- ifelse(train$Petal.Width>i,'virginica','versicolor')  
 mean(y\_hat==train$Species)  
 })  
width\_cutoff <- petalWidthRange[which.max(width\_predictions)] # 1.5  
  
y\_hat <- ifelse(test$Petal.Length>length\_cutoff | test$Petal.Width>width\_cutoff,'virginica','versicolor')  
mean(y\_hat==test$Species)

## [1] 0.88

## Conditional probabilities

There is a link to the relevant section of the textbook: [Conditional probabilities](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#conditional-probabilities-1)

**Key points**

* Conditional probabilities for each class:
* In machine learning, this is referred to as **Bayes’ Rule**. This is a theoretical rule because in practice we don’t know . Having a good estimate of the will suffice for us to build optimal prediction models, since we can control the balance between specificity and sensitivity however we wish. In fact, estimating these conditional probabilities can be thought of as the main challenge of machine learning.

## Conditional expectations and loss function

There is a link to the relevant sections of the textbook: [Conditional expectations](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#conditional-expectations) and [Loss functions](https://rafalab.github.io/dsbook/introduction-to-machine-learning.html#conditional-expectation-minimizes-squared-loss-function)

**Key points**

* Due to the connection between **conditional probabilities** and **conditional expectations**:

we often only use the expectation to denote both the conditional probability and conditional expectation.

* For continuous outcomes, we define a loss function to evaluate the model. The most commonly used one is **MSE (Mean Squared Error)**. The reason why we care about the conditional expectation in machine learning is that the expected value minimizes the MSE:

Due to this property, a succinct description of the main task of machine learning is that we use data to estimate for any set of features. **The main way in which competing machine learning algorithms differ is in their approach to estimating this expectation**.

## Comprehension Check - Conditional Probabilities, Part 1

1. In a previous module, we covered Bayes’ theorem and the Bayesian paradigm. Conditional probabilities are a fundamental part of this previous covered rule.

We first review a simple example to go over conditional probabilities.

Assume a patient comes into the doctor’s office to test whether they have a particular disease.

* The test is positive 85% of the time when tested on a patient with the disease (high sensitivity):
* The test is negative 90% of the time when tested on a healthy patient (high specificity):
* The disease is prevalent in about 2% of the community:

Using Bayes’ theorem, calculate the probability that you have the disease if the test is positive.

The following 4 questions (Q2-Q5) all relate to implementing this calculation using R.

We have a hypothetical population of 1 million individuals with the following conditional probabilities as described below:

* The test is positive 85% of the time when tested on a patient with the disease (high sensitivity):
* The test is negative 90% of the time when tested on a healthy patient (high specificity):
* The disease is prevalent in about 2% of the community:

Here is some sample code to get you started:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

disease <- sample(c(0,1), size=1e6, replace=TRUE, prob=c(0.98,0.02))  
test <- rep(NA, 1e6)  
test[disease==0] <- sample(c(0,1), size=sum(disease==0), replace=TRUE, prob=c(0.90,0.10))  
test[disease==1] <- sample(c(0,1), size=sum(disease==1), replace=TRUE, prob=c(0.15, 0.85))

1. What is the probability that a test is positive?

mean(test)

## [1] 0.114509

1. What is the probability that an individual has the disease if the test is negative?

mean(disease[test==0])

## [1] 0.003461356

1. What is the probability that you have the disease if the test is positive? Remember: calculate the conditional probability the disease is positive assuming a positive test.

mean(disease[test==1]==1)

## [1] 0.1471762

1. Compare the prevalence of disease in people who test positive to the overall prevalence of disease.

If a patient’s test is positive, by how many times does that increase their risk of having the disease? First calculate the probability of having the disease given a positive test, then divide by the probability of having the disease.

mean(disease[test==1]==1)/mean(disease==1)

## [1] 7.389106

## Comprehension Check - Conditional Probabilities, Part 2

1. We are now going to write code to compute conditional probabilities for being male in the heights dataset. Round the heights to the closest inch. Plot the estimated conditional probability .

Part of the code is provided here:

data("heights")  
# MISSING CODE  
 qplot(height, p, data =.)

Which of the following blocks of code can be used to replace **# MISSING CODE** to make the correct plot?

* ☐ A.

heights %>%   
 group\_by(height) %>%  
 summarize(p = mean(sex == "Male")) %>%

* ☐ B.

heights %>%   
 mutate(height = round(height)) %>%  
 group\_by(height) %>%  
 summarize(p = mean(sex == "Female")) %>%

* ☐ C.

heights %>%   
 mutate(height = round(height)) %>%  
 summarize(p = mean(sex == "Male")) %>%

* ☒ D.

heights %>%   
 mutate(height = round(height)) %>%  
 group\_by(height) %>%  
 summarize(p = mean(sex == "Male")) %>%

data("heights")  
heights %>%   
 mutate(height = round(height)) %>%  
 group\_by(height) %>%  
 summarize(p = mean(sex == "Male")) %>%  
 qplot(height, p, data =.)
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1. In the plot we just made in Q6 we see high variability for low values of height. This is because we have few data points. This time use the quantile and the cut() function to assure each group has the same number of points. Note that for any numeric vector x, you can create groups based on quantiles like this: cut(x, quantile(x, seq(0, 1, 0.1)), include.lowest = TRUE).

Part of the code is provided here:

ps <- seq(0, 1, 0.1)  
heights %>%   
 # MISSING CODE  
 group\_by(g) %>%  
 summarize(p = mean(sex == "Male"), height = mean(height)) %>%  
 qplot(height, p, data =.)

Which of the following lines of code can be used to replace **# MISSING CODE** to make the correct plot?

* ☐ A.

mutate(g = cut(male, quantile(height, ps), include.lowest = TRUE)) %>%

* ☒ B.

mutate(g = cut(height, quantile(height, ps), include.lowest = TRUE)) %>%

* ☐ C.

mutate(g = cut(female, quantile(height, ps), include.lowest = TRUE)) %>%

* ☐ D.

mutate(g = cut(height, quantile(height, ps))) %>%

ps <- seq(0, 1, 0.1)  
heights %>%   
 mutate(g = cut(height, quantile(height, ps), include.lowest = TRUE)) %>%  
 group\_by(g) %>%  
 summarize(p = mean(sex == "Male"), height = mean(height)) %>%  
 qplot(height, p, data =.)
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1. You can generate data from a bivariate normal distrubution using the **MASS** package using the following code:

if(!require(MASS)) install.packages("MASS")

## Loading required package: MASS

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

Sigma <- 9\*matrix(c(1,0.5,0.5,1), 2, 2)  
dat <- MASS::mvrnorm(n = 10000, c(69, 69), Sigma) %>%  
 data.frame() %>% setNames(c("x", "y"))

And you can make a quick plot using plot(dat).

plot(dat)
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Using an approach similar to that used in the previous exercise, let’s estimate the conditional expectations and make a plot. Part of the code has again been provided for you:

ps <- seq(0, 1, 0.1)  
dat %>%   
 # MISSING CODE  
 qplot(x, y, data =.)

Which of the following blocks of code can be used to replace **# MISSING CODE** to make the correct plot?

* ☒ A.

mutate(g = cut(x, quantile(x, ps), include.lowest = TRUE)) %>%  
group\_by(g) %>%  
summarize(y = mean(y), x = mean(x)) %>%

* ☐ B.

mutate(g = cut(x, quantile(x, ps))) %>%  
group\_by(g) %>%  
summarize(y = mean(y), x = mean(x)) %>%

* ☐ C.

mutate(g = cut(x, quantile(x, ps), include.lowest = TRUE)) %>%  
summarize(y = mean(y), x = mean(x)) %>%

* ☐ D.

mutate(g = cut(x, quantile(x, ps), include.lowest = TRUE)) %>%  
group\_by(g) %>%  
summarize(y =(y), x =(x)) %>%

ps <- seq(0, 1, 0.1)  
dat %>%   
 mutate(g = cut(x, quantile(x, ps), include.lowest = TRUE)) %>%  
 group\_by(g) %>%  
 summarize(y = mean(y), x = mean(x)) %>%  
 qplot(x, y, data =.)

![](data:image/png;base64,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)

# Section 3 - Linear Regression for Prediction, Smoothing, and Working with Matrices Overview

In the **Linear Regression for Prediction, Smoothing, and Working with Matrices Overview** section, you will learn why linear regression is a useful baseline approach but is often insufficiently flexible for more complex analyses, how to smooth noisy data, and how to use matrices for machine learning.

After completing this section, you will be able to:

* Use **linear regression for prediction** as a baseline approach.
* Use **logistic regression** for categorical data.
* Detect trends in noisy data using **smoothing** (also known as **curve fitting** or **low pass filtering**).
* Convert predictors to **matrices** and outcomes to **vectors** when all predictors are numeric (or can be converted to numerics in a meaningful way).
* Perform basic **matrix algebra** calculations.

This section has three parts: **linear regression for prediction**, **smoothing**, and **working with matrices**.

## Linear Regression for Prediction

There is a link to the relevant section of the textbook: [Linear regression for prediction](https://rafalab.github.io/dsbook/examples-of-algorithms.html#linear-regression)

**Key points**

* Linear regression can be considered a machine learning algorithm. Although it can be too rigid to be useful, it works rather well for some challenges. It also serves as a baseline approach: if you can’t beat it with a more complex approach, you probably want to stick to linear regression.

*Code*

Note: the seed was not set before createDataPartition so your results may be different.

if(!require(HistData)) install.packages("HistData")

## Loading required package: HistData

## Warning: package 'HistData' was built under R version 3.6.3

library(HistData)  
  
galton\_heights <- GaltonFamilies %>%  
 filter(childNum == 1 & gender == "male") %>%  
 dplyr::select(father, childHeight) %>%  
 rename(son = childHeight)  
  
y <- galton\_heights$son  
test\_index <- createDataPartition(y, times = 1, p = 0.5, list = FALSE)  
  
train\_set <- galton\_heights %>% slice(-test\_index)  
test\_set <- galton\_heights %>% slice(test\_index)  
  
avg <- mean(train\_set$son)  
avg

## [1] 70.50114

mean((avg - test\_set$son)^2)

## [1] 6.034931

# fit linear regression model  
fit <- lm(son ~ father, data = train\_set)  
fit$coef

## (Intercept) father   
## 34.8934373 0.5170499

y\_hat <- fit$coef[1] + fit$coef[2]\*test\_set$father  
mean((y\_hat - test\_set$son)^2)

## [1] 4.632629

## Predict Function

There is a link to the relevant section of the textbook: [Predict function](https://rafalab.github.io/dsbook/examples-of-algorithms.html#the-predict-function)

**Key points**

* The predict() function takes a fitted object from functions such as lm() or glm() and a data frame with the new predictors for which to predict. We can use predict like this:

y\_hat <- predict(fit, test\_set)

* predict() is a generic function in R that calls other functions depending on what kind of object it receives. To learn about the specifics, you can read the help files using code like this:

?predict.lm # or ?predict.glm

*Code*

y\_hat <- predict(fit, test\_set)  
mean((y\_hat - test\_set$son)^2)

## [1] 4.632629

# read help files  
?predict.lm

## starting httpd help server ... done

?predict.glm

## Comprehension Check - Linear Regression

1. Create a data set using the following code:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

n <- 100  
Sigma <- 9\*matrix(c(1.0, 0.5, 0.5, 1.0), 2, 2)  
dat <- MASS::mvrnorm(n = 100, c(69, 69), Sigma) %>%  
 data.frame() %>% setNames(c("x", "y"))

We will build 100 linear models using the data above and calculate the mean and standard deviation of the combined models. First, set the seed to 1 again (make sure to use sample.kind="Rounding" if your R is version 3.6 or later). Then, within a replicate() loop, (1) partition the dataset into test and training sets with p = 0.5 and using dat$y to generate your indices, (2) train a linear model predicting y from x, (3) generate predictions on the test set, and (4) calculate the RMSE of that model. Then, report the mean and standard deviation (SD) of the RMSEs from all 100 models.

Report all answers to at least 3 significant digits.

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

rmse <- replicate(100, {  
 test\_index <- createDataPartition(dat$y, times = 1, p = 0.5, list = FALSE)  
 train\_set <- dat %>% slice(-test\_index)  
 test\_set <- dat %>% slice(test\_index)  
 fit <- lm(y ~ x, data = train\_set)  
 y\_hat <- predict(fit, newdata = test\_set)  
 sqrt(mean((y\_hat-test\_set$y)^2))  
})  
  
mean(rmse)

## [1] 2.488661

sd(rmse)

## [1] 0.1243952

1. Now we will repeat the exercise above but using larger datasets. Write a function that takes a size n, then (1) builds a dataset using the code provided at the top of Q1 but with n observations instead of 100 and without the set.seed(1), (2) runs the replicate() loop that you wrote to answer Q1, which builds 100 linear models and returns a vector of RMSEs, and (3) calculates the mean and standard deviation of the 100 RMSEs.

Set the seed to 1 (if using R 3.6 or later, use the argument sample.kind="Rounding") and then use sapply() or map() to apply your new function to n <- c(100, 500, 1000, 5000, 10000).

Hint: You only need to set the seed once before running your function; do not set a seed within your function. Also be sure to use sapply() or map() as you will get different answers running the simulations individually due to setting the seed.

# set.seed(1) # if R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

n <- c(100, 500, 1000, 5000, 10000)  
res <- sapply(n, function(n){  
 Sigma <- 9\*matrix(c(1.0, 0.5, 0.5, 1.0), 2, 2)  
 dat <- MASS::mvrnorm(n, c(69, 69), Sigma) %>%  
 data.frame() %>% setNames(c("x", "y"))  
 rmse <- replicate(100, {  
 test\_index <- createDataPartition(dat$y, times = 1, p = 0.5, list = FALSE)  
 train\_set <- dat %>% slice(-test\_index)  
 test\_set <- dat %>% slice(test\_index)  
 fit <- lm(y ~ x, data = train\_set)  
 y\_hat <- predict(fit, newdata = test\_set)  
 sqrt(mean((y\_hat-test\_set$y)^2))  
 })  
 c(avg = mean(rmse), sd = sd(rmse))  
})  
  
res

## [,1] [,2] [,3] [,4] [,5]  
## avg 2.4977540 2.72095125 2.55554451 2.62482800 2.61844227  
## sd 0.1180821 0.08002108 0.04560258 0.02309673 0.01689205

1. What happens to the RMSE as the size of the dataset becomes larger?

* ☒ A. On average, the RMSE does not change much as n gets larger, but the variability of the RMSE decreases.
* ☐ B. Because of the law of large numbers the RMSE decreases; more data means more precise estimates.
* ☐ C. n = 10000 is not sufficiently large. To see a decrease in the RMSE we would need to make it larger.
* ☐ D. The RMSE is not a random variable.

1. Now repeat the exercise from Q1, this time making the correlation between x and y larger, as in the following code:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

n <- 100  
Sigma <- 9\*matrix(c(1.0, 0.95, 0.95, 1.0), 2, 2)  
dat <- MASS::mvrnorm(n = 100, c(69, 69), Sigma) %>%  
 data.frame() %>% setNames(c("x", "y"))

Note what happens to RMSE - set the seed to 1 as before.

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

rmse <- replicate(100, {  
 test\_index <- createDataPartition(dat$y, times = 1, p = 0.5, list = FALSE)  
 train\_set <- dat %>% slice(-test\_index)  
 test\_set <- dat %>% slice(test\_index)  
 fit <- lm(y ~ x, data = train\_set)  
 y\_hat <- predict(fit, newdata = test\_set)  
 sqrt(mean((y\_hat-test\_set$y)^2))  
})  
  
mean(rmse)

## [1] 0.9099808

sd(rmse)

## [1] 0.06244347

1. Which of the following best explains why the RMSE in question 4 is so much lower than the RMSE in question 1?

* ☐ A. It is just luck. If we do it again, it will be larger.
* ☐ B. The central limit theorem tells us that the RMSE is normal.
* ☒ C. When we increase the correlation between x and y, x has more predictive power and thus provides a better estimate of y.
* ☐ D. These are both examples of regression so the RMSE has to be the same.

1. Create a data set using the following code.

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

Sigma <- matrix(c(1.0, 0.75, 0.75, 0.75, 1.0, 0.25, 0.75, 0.25, 1.0), 3, 3)  
dat <- MASS::mvrnorm(n = 100, c(0, 0, 0), Sigma) %>%  
 data.frame() %>% setNames(c("y", "x\_1", "x\_2"))

Note that y is correlated with both x\_1 and x\_2 but the two predictors are independent of each other, as seen by cor(dat).

Set the seed to 1, then use the **caret** package to partition into test and training sets with p = 0.5. Compare the RMSE when using just x\_1, just x\_2 and both x\_1 and x\_2. Train a single linear model for each (not 100 like in the previous questions).

Which of the three models performs the best (has the lowest RMSE)?

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(dat$y, times = 1, p = 0.5, list = FALSE)  
train\_set <- dat %>% slice(-test\_index)  
test\_set <- dat %>% slice(test\_index)  
  
fit <- lm(y ~ x\_1, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.600666

fit <- lm(y ~ x\_2, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.630699

fit <- lm(y ~ x\_1 + x\_2, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.3070962

* ☐ A. x\_1
* ☐ B. x\_2
* ☒ C. x\_1 and x\_2

1. Report the lowest RMSE of the three models tested in Q6.

fit <- lm(y ~ x\_1 + x\_2, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.3070962

1. Repeat the exercise from Q6 but now create an example in which x\_1 and x\_2 are highly correlated.

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

Sigma <- matrix(c(1.0, 0.75, 0.75, 0.75, 1.0, 0.95, 0.75, 0.95, 1.0), 3, 3)  
dat <- MASS::mvrnorm(n = 100, c(0, 0, 0), Sigma) %>%  
 data.frame() %>% setNames(c("y", "x\_1", "x\_2"))

Set the seed to 1, then use the **caret** package to partition into a test and training set of equal size. Compare the RMSE when using just x\_1, just x\_2, and both x\_1 and x\_2.

Compare the results from Q6 and Q8. What can you conclude?

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(dat$y, times = 1, p = 0.5, list = FALSE)  
train\_set <- dat %>% slice(-test\_index)  
test\_set <- dat %>% slice(test\_index)  
  
fit <- lm(y ~ x\_1, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.6592608

fit <- lm(y ~ x\_2, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.640081

fit <- lm(y ~ x\_1 + x\_2, data = train\_set)  
y\_hat <- predict(fit, newdata = test\_set)  
sqrt(mean((y\_hat-test\_set$y)^2))

## [1] 0.6597865

* ☐ A. Unless we include all predictors we have no predictive power.
* ☐ B. Adding extra predictors improves RMSE regardless of whether the added predictors are correlated with other predictors or not.
* ☐ C. Adding extra predictors results in over fitting.
* ☒ D. Adding extra predictors can improve RMSE substantially, but not when the added predictors are highly correlated with other predictors.

## Regression for a Categorical Outcome

There is a link to the relevant section of the textbook: [Regression for a categorical outcome](https://rafalab.github.io/dsbook/examples-of-algorithms.html#logistic-regression)

**Key points**

* The regression approach can be extended to categorical data. For example, we can try regression to estimate the conditional probability:
* Once we have estimates and , we can obtain an actual prediction . Then we can define a specific decision rule to form a prediction.

*Code*

data("heights")  
y <- heights$height  
  
set.seed(2) #if you are using R 3.5 or earlier  
set.seed(2, sample.kind = "Rounding") #if you are using R 3.6 or later

## Warning in set.seed(2, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(y, times = 1, p = 0.5, list = FALSE)  
train\_set <- heights %>% slice(-test\_index)  
test\_set <- heights %>% slice(test\_index)  
  
train\_set %>%   
 filter(round(height)==66) %>%  
 summarize(y\_hat = mean(sex=="Female"))

## y\_hat  
## 1 0.2424242

heights %>%   
 mutate(x = round(height)) %>%  
 group\_by(x) %>%  
 filter(n() >= 10) %>%  
 summarize(prop = mean(sex == "Female")) %>%  
 ggplot(aes(x, prop)) +  
 geom\_point()
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lm\_fit <- mutate(train\_set, y = as.numeric(sex == "Female")) %>% lm(y ~ height, data = .)  
p\_hat <- predict(lm\_fit, test\_set)  
y\_hat <- ifelse(p\_hat > 0.5, "Female", "Male") %>% factor()  
confusionMatrix(y\_hat, test\_set$sex)$overall["Accuracy"]

## Accuracy   
## 0.7851711

## Logistic Regression

There is a link to the relevant section of the textbook: [Logistic regression](https://rafalab.github.io/dsbook/examples-of-algorithms.html#logistic-regression)

**Key points**

* **Logistic regression** is an extension of linear regression that assures that the estimate of conditional probability is between 0 and 1. This approach makes use of the logistic transformation:
* With logistic regression, we model the conditional probability directly with:
* Note that with this model, we can no longer use least squares. Instead we compute the **maximum likelihood estimate (MLE)**.
* In R, we can fit the logistic regression model with the function glm() (generalized linear models). If we want to compute the conditional probabilities, we want type="response" since the default is to return the logistic transformed values.

*Code*

heights %>%   
 mutate(x = round(height)) %>%  
 group\_by(x) %>%  
 filter(n() >= 10) %>%  
 summarize(prop = mean(sex == "Female")) %>%  
 ggplot(aes(x, prop)) +  
 geom\_point() +   
 geom\_abline(intercept = lm\_fit$coef[1], slope = lm\_fit$coef[2])
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range(p\_hat)

## [1] -0.397868 1.123309

# fit logistic regression model  
glm\_fit <- train\_set %>%   
 mutate(y = as.numeric(sex == "Female")) %>%  
 glm(y ~ height, data=., family = "binomial")  
  
p\_hat\_logit <- predict(glm\_fit, newdata = test\_set, type = "response")  
  
tmp <- heights %>%   
 mutate(x = round(height)) %>%  
 group\_by(x) %>%  
 filter(n() >= 10) %>%  
 summarize(prop = mean(sex == "Female"))   
logistic\_curve <- data.frame(x = seq(min(tmp$x), max(tmp$x))) %>%  
 mutate(p\_hat = plogis(glm\_fit$coef[1] + glm\_fit$coef[2]\*x))  
tmp %>%   
 ggplot(aes(x, prop)) +  
 geom\_point() +  
 geom\_line(data = logistic\_curve, mapping = aes(x, p\_hat), lty = 2)
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y\_hat\_logit <- ifelse(p\_hat\_logit > 0.5, "Female", "Male") %>% factor  
confusionMatrix(y\_hat\_logit, test\_set$sex)$overall[["Accuracy"]]

## [1] 0.7984791

## Case Study: 2 or 7

There is a link to the relevant section of the textbook: [Case study: 2 or 7](https://rafalab.github.io/dsbook/examples-of-algorithms.html#logistic-regression-with-more-than-one-predictor)

**Key points**

* In this case study we apply logistic regression to classify whether a digit is two or seven. We are interested in estimating a conditional probability that depends on two variables:
* Through this case, we know that logistic regression forces our estimates to be a **plane** and our boundary to be a **line**. This implies that a logistic regression approach has no chance of capturing the **non-linear** nature of the true . Therefore, we need other more flexible methods that permit other shapes.

*Code*

mnist <- read\_mnist()  
is <- mnist\_27$index\_train[c(which.min(mnist\_27$train$x\_1), which.max(mnist\_27$train$x\_1))]  
titles <- c("smallest","largest")  
tmp <- lapply(1:2, function(i){  
 expand.grid(Row=1:28, Column=1:28) %>%  
 mutate(label=titles[i],  
 value = mnist$train$images[is[i],])  
})  
tmp <- Reduce(rbind, tmp)  
tmp %>% ggplot(aes(Row, Column, fill=value)) +  
 geom\_raster() +  
 scale\_y\_reverse() +  
 scale\_fill\_gradient(low="white", high="black") +  
 facet\_grid(.~label) +  
 geom\_vline(xintercept = 14.5) +  
 geom\_hline(yintercept = 14.5)
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data("mnist\_27")  
mnist\_27$train %>% ggplot(aes(x\_1, x\_2, color = y)) + geom\_point()
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is <- mnist\_27$index\_train[c(which.min(mnist\_27$train$x\_2), which.max(mnist\_27$train$x\_2))]  
titles <- c("smallest","largest")  
tmp <- lapply(1:2, function(i){  
 expand.grid(Row=1:28, Column=1:28) %>%  
 mutate(label=titles[i],  
 value = mnist$train$images[is[i],])  
})  
tmp <- Reduce(rbind, tmp)  
tmp %>% ggplot(aes(Row, Column, fill=value)) +  
 geom\_raster() +  
 scale\_y\_reverse() +  
 scale\_fill\_gradient(low="white", high="black") +  
 facet\_grid(.~label) +  
 geom\_vline(xintercept = 14.5) +  
 geom\_hline(yintercept = 14.5)
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fit\_glm <- glm(y ~ x\_1 + x\_2, data=mnist\_27$train, family = "binomial")  
p\_hat\_glm <- predict(fit\_glm, mnist\_27$test)  
y\_hat\_glm <- factor(ifelse(p\_hat\_glm > 0.5, 7, 2))  
confusionMatrix(data = y\_hat\_glm, reference = mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.76

mnist\_27$true\_p %>% ggplot(aes(x\_1, x\_2, fill=p)) +  
 geom\_raster()

![](data:image/png;base64,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)

mnist\_27$true\_p %>% ggplot(aes(x\_1, x\_2, z=p, fill=p)) +  
 geom\_raster() +  
 scale\_fill\_gradientn(colors=c("#F8766D","white","#00BFC4")) +  
 stat\_contour(breaks=c(0.5), color="black")
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p\_hat <- predict(fit\_glm, newdata = mnist\_27$true\_p)  
mnist\_27$true\_p %>%  
 mutate(p\_hat = p\_hat) %>%  
 ggplot(aes(x\_1, x\_2, z=p\_hat, fill=p\_hat)) +  
 geom\_raster() +  
 scale\_fill\_gradientn(colors=c("#F8766D","white","#00BFC4")) +  
 stat\_contour(breaks=c(0.5),color="black")
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p\_hat <- predict(fit\_glm, newdata = mnist\_27$true\_p)  
mnist\_27$true\_p %>%  
 mutate(p\_hat = p\_hat) %>%  
 ggplot() +  
 stat\_contour(aes(x\_1, x\_2, z=p\_hat), breaks=c(0.5), color="black") +  
 geom\_point(mapping = aes(x\_1, x\_2, color=y), data = mnist\_27$test)
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## Comprehension Check - Logistic Regression

1. Define a dataset using the following code:

# set.seed(2) #if you are using R 3.5 or earlier  
set.seed(2, sample.kind="Rounding") #if you are using R 3.6 or later

## Warning in set.seed(2, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

make\_data <- function(n = 1000, p = 0.5,   
 mu\_0 = 0, mu\_1 = 2,   
 sigma\_0 = 1, sigma\_1 = 1){  
  
y <- rbinom(n, 1, p)  
f\_0 <- rnorm(n, mu\_0, sigma\_0)  
f\_1 <- rnorm(n, mu\_1, sigma\_1)  
x <- ifelse(y == 1, f\_1, f\_0)  
   
test\_index <- createDataPartition(y, times = 1, p = 0.5, list = FALSE)  
  
list(train = data.frame(x = x, y = as.factor(y)) %>% slice(-test\_index),  
 test = data.frame(x = x, y = as.factor(y)) %>% slice(test\_index))  
}  
dat <- make\_data()

Note that we have defined a variable x that is predictive of a binary outcome y:

dat$train %>% ggplot(aes(x, color = y)) + geom\_density().

Set the seed to 1, then use the make\_data() function defined above to generate 25 different datasets with mu\_1 <- seq(0, 3, len=25). Perform logistic regression on each of the 25 different datasets (predict 1 if p > 0.5) and plot accuracy (res in the figures) vs mu\_1 (delta in the figures).

Which is the correct plot?

set.seed(1) #if you are using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") #if you are using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

delta <- seq(0, 3, len = 25)  
res <- sapply(delta, function(d){  
 dat <- make\_data(mu\_1 = d)  
 fit\_glm <- dat$train %>% glm(y ~ x, family = "binomial", data = .)  
 y\_hat\_glm <- ifelse(predict(fit\_glm, dat$test) > 0.5, 1, 0) %>% factor(levels = c(0, 1))  
 mean(y\_hat\_glm == dat$test$y)  
})  
qplot(delta, res)
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* ☒ A.
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* ☐ B.
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* ☐ C.
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## Introduction to Smoothing

There is a link to the relevant section of the textbook: [Smoothing](https://rafalab.github.io/dsbook/smoothing.html)

**Key points**

* **Smoothing** is a very powerful technique used all across data analysis. It is designed to detect trends in the presence of noisy data in cases in which the shape of the trend is unknown.
* The concepts behind smoothing techniques are extremely useful in machine learning because **conditional expectations/probabilities** can be thought of as **trends** of unknown shapes that we need to estimate in the presence of uncertainty.

*Code*

data("polls\_2008")  
qplot(day, margin, data = polls\_2008)
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## Bin Smoothing and Kernels

There is a link to the relevant sections of the textbook: [Bin smoothing](https://rafalab.github.io/dsbook/smoothing.html#bin-smoothing) and [Kernels](https://rafalab.github.io/dsbook/smoothing.html#kernels)

**Key points**

* The general idea of smoothing is to group data points into strata in which the value of can be assumed to be constant. We can make this assumption because we think changes slowly and, as a result, is almost constant in small windows of time.
* This assumption implies that a good estimate for is the average of the values in the window. The estimate is:
* In smoothing, we call the size of the interval satisfying the particular condition the window size, bandwidth or span.

*Code*

# bin smoothers  
span <- 7   
fit <- with(polls\_2008,ksmooth(day, margin, x.points = day, kernel="box", bandwidth =span))  
polls\_2008 %>% mutate(smooth = fit$y) %>%  
 ggplot(aes(day, margin)) +  
 geom\_point(size = 3, alpha = .5, color = "grey") +   
 geom\_line(aes(day, smooth), color="red")
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# kernel  
span <- 7  
fit <- with(polls\_2008, ksmooth(day, margin, x.points = day, kernel="normal", bandwidth = span))  
polls\_2008 %>% mutate(smooth = fit$y) %>%  
 ggplot(aes(day, margin)) +  
 geom\_point(size = 3, alpha = .5, color = "grey") +   
 geom\_line(aes(day, smooth), color="red")
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## Local Weighted Regression (loess)

There is a link to the relevant section of the textbook: [Local weighted regression](https://rafalab.github.io/dsbook/smoothing.html#local-weighted-regression-loess)

**Key points**

* A limitation of the bin smoothing approach is that we need small windows for the approximately constant assumptions to hold which may lead to imprecise estimates of . **Local weighted regression (loess)** permits us to consider larger window sizes.
* One important difference between loess and bin smoother is that we assume the smooth function is locally **linear** in a window instead of constant.
* The result of loess is a smoother fit than bin smoothing because we use larger sample sizes to estimate our local parameters.

*Code*

polls\_2008 %>% ggplot(aes(day, margin)) +  
 geom\_point() +   
 geom\_smooth(color="red", span = 0.15, method = "loess", method.args = list(degree=1))

## `geom\_smooth()` using formula 'y ~ x'
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## Comprehension Check - Smoothing

1. In the Wrangling course of this series, PH125.6x, we used the following code to obtain mortality counts for Puerto Rico for 2015-2018:

if(!require(purrr)) install.packages("purrr")  
if(!require(pdftools)) install.packages("pdftools")

## Loading required package: pdftools

## Warning: package 'pdftools' was built under R version 3.6.3

## Using poppler version 0.73.0

library(tidyverse)  
library(lubridate)  
library(purrr)  
library(pdftools)  
   
fn <- system.file("extdata", "RD-Mortality-Report\_2015-18-180531.pdf", package="dslabs")  
dat <- map\_df(str\_split(pdf\_text(fn), "\n"), function(s){  
 s <- str\_trim(s)  
 header\_index <- str\_which(s, "2015")[1]  
 tmp <- str\_split(s[header\_index], "\\s+", simplify = TRUE)  
 month <- tmp[1]  
 header <- tmp[-1]  
 tail\_index <- str\_which(s, "Total")  
 n <- str\_count(s, "\\d+")  
 out <- c(1:header\_index, which(n==1), which(n>=28), tail\_index:length(s))  
 s[-out] %>%  
 str\_remove\_all("[^\\d\\s]") %>%  
 str\_trim() %>%  
 str\_split\_fixed("\\s+", n = 6) %>%  
 .[,1:5] %>%  
 as\_data\_frame() %>%   
 setNames(c("day", header)) %>%  
 mutate(month = month,  
 day = as.numeric(day)) %>%  
 gather(year, deaths, -c(day, month)) %>%  
 mutate(deaths = as.numeric(deaths))  
}) %>%  
 mutate(month = recode(month, "JAN" = 1, "FEB" = 2, "MAR" = 3, "APR" = 4, "MAY" = 5, "JUN" = 6,   
 "JUL" = 7, "AGO" = 8, "SEP" = 9, "OCT" = 10, "NOV" = 11, "DEC" = 12)) %>%  
 mutate(date = make\_date(year, month, day)) %>%  
 dplyr::filter(date <= "2018-05-01")

## Warning: `as\_data\_frame()` was deprecated in tibble 2.0.0.  
## Please use `as\_tibble()` instead.  
## The signature and semantics have changed, see `?as\_tibble`.

## Warning: The `x` argument of `as\_tibble.matrix()` must have unique column names if `.name\_repair` is omitted as of tibble 2.0.0.  
## Using compatibility `.name\_repair`.

Use the loess() function to obtain a smooth estimate of the expected number of deaths as a function of date. Plot this resulting smooth function. Make the span about two months long.

Which of the following plots is correct?

span <- 60 / as.numeric(diff(range(dat$date)))  
fit <- dat %>% mutate(x = as.numeric(date)) %>% loess(deaths ~ x, data = ., span = span, degree = 1)  
dat %>% mutate(smooth = predict(fit, as.numeric(date))) %>%  
 ggplot() +  
 geom\_point(aes(date, deaths)) +  
 geom\_line(aes(date, smooth), lwd = 2, col = "red")

## Warning: Removed 1 rows containing missing values (geom\_point).
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* ☒ A.
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* ☐ B.
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1. Work with the same data as in Q1 to plot smooth estimates against day of the year, all on the same plot, but with different colors for each year.

Which code produces the desired plot?

dat %>%   
 mutate(smooth = predict(fit, as.numeric(date)), day = yday(date), year = as.character(year(date))) %>%  
 ggplot(aes(day, smooth, col = year)) +  
 geom\_line(lwd = 2)
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* ☐ A.

dat %>%   
 mutate(smooth = predict(fit), day = yday(date), year = as.character(year(date))) %>%  
 ggplot(aes(day, smooth, col = year)) +  
 geom\_line(lwd = 2)

* ☐ B.

dat %>%   
 mutate(smooth = predict(fit, as.numeric(date)), day = mday(date), year = as.character(year(date))) %>%  
 ggplot(aes(day, smooth, col = year)) +  
 geom\_line(lwd = 2)

* ☐ C.

dat %>%   
 mutate(smooth = predict(fit, as.numeric(date)), day = yday(date), year = as.character(year(date))) %>%  
 ggplot(aes(day, smooth)) +  
 geom\_line(lwd = 2)

* ☒ D.

dat %>%   
 mutate(smooth = predict(fit, as.numeric(date)), day = yday(date), year = as.character(year(date))) %>%  
 ggplot(aes(day, smooth, col = year)) +  
 geom\_line(lwd = 2)

1. Suppose we want to predict 2s and 7s in the mnist\_27 dataset with just the second covariate. Can we do this? On first inspection it appears the data does not have much predictive power.

In fact, if we fit a regular logistic regression the coefficient for x\_2 is not significant!

This can be seen using this code:

if(!require(broom)) install.packages("broom")

## Loading required package: broom

## Warning: package 'broom' was built under R version 3.6.3

library(broom)  
mnist\_27$train %>% glm(y ~ x\_2, family = "binomial", data = .) %>% tidy()

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) -0.0907 0.247 -0.368 0.713  
## 2 x\_2 0.685 0.827 0.829 0.407

Plotting a scatterplot here is not useful since y is binary:

qplot(x\_2, y, data = mnist\_27$train)
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Fit a loess line to the data above and plot the results. What do you observe?

mnist\_27$train %>%   
 mutate(y = ifelse(y=="7", 1, 0)) %>%  
 ggplot(aes(x\_2, y)) +   
 geom\_smooth(method = "loess")

## `geom\_smooth()` using formula 'y ~ x'
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* ☐ A. There is no predictive power and the conditional probability is linear.
* ☐ B. There is no predictive power and the conditional probability is non-linear.
* ☐ C. There is predictive power and the conditional probability is linear.
* ☒ D. There is predictive power and the conditional probability is non-linear.

## Matrices

There is a link to the relevant section of the textbook: [Matrices](https://rafalab.github.io/dsbook/large-datasets.html#matrix-algebra)

**Key points**

* The main reason for using matrices is that certain mathematical operations needed to develop efficient code can be performed using techniques from a branch of mathematics called **linear algebra**.
* **Linear algebra** and **matrix notation** are key elements of the language used in academic papers describing machine learning techniques.

*Code*

if(!exists("mnist")) mnist <- read\_mnist()  
  
class(mnist$train$images)

## [1] "matrix"

x <- mnist$train$images[1:1000,]   
y <- mnist$train$labels[1:1000]

## Matrix Notation

There is a link to the relevant section of the textbook: [Matrix notation](https://rafalab.github.io/dsbook/large-datasets.html#notation-2)

**Key points**

* In matrix algebra, we have three main types of objects: **scalars**, **vectors**, and **matrices**.
  + **Scalar:**
  + **Vector:**
  + **Matrix:**
* In R, we can extract the dimension of a matrix with the function dim(). We can convert a vector into a matrix using the function as.matrix().

*Code*

length(x[,1])

## [1] 1000

x\_1 <- 1:5  
x\_2 <- 6:10  
cbind(x\_1, x\_2)

## x\_1 x\_2  
## [1,] 1 6  
## [2,] 2 7  
## [3,] 3 8  
## [4,] 4 9  
## [5,] 5 10

dim(x)

## [1] 1000 784

dim(x\_1)

## NULL

dim(as.matrix(x\_1))

## [1] 5 1

dim(x)

## [1] 1000 784

## Converting a Vector to a Matrix

There is a link to the relevant section of the textbook: [Converting a vector to a matrix](https://rafalab.github.io/dsbook/large-datasets.html#converting-a-vector-to-a-matrix)

**Key points**

* In R, we can **convert a vector into a matrix** with the matrix() function. The matrix is filled in by column, but we can fill by row by using the byrow argument. The function t() can be used to directly transpose a matrix.
* Note that the matrix function **recycles values in the vector** without warning if the product of columns and rows does not match the length of the vector.

*Code*

my\_vector <- 1:15  
  
# fill the matrix by column  
mat <- matrix(my\_vector, 5, 3)  
mat

## [,1] [,2] [,3]  
## [1,] 1 6 11  
## [2,] 2 7 12  
## [3,] 3 8 13  
## [4,] 4 9 14  
## [5,] 5 10 15

# fill by row  
mat\_t <- matrix(my\_vector, 3, 5, byrow = TRUE)  
mat\_t

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 1 2 3 4 5  
## [2,] 6 7 8 9 10  
## [3,] 11 12 13 14 15

identical(t(mat), mat\_t)

## [1] TRUE

matrix(my\_vector, 5, 5)

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 1 6 11 1 6  
## [2,] 2 7 12 2 7  
## [3,] 3 8 13 3 8  
## [4,] 4 9 14 4 9  
## [5,] 5 10 15 5 10

grid <- matrix(x[3,], 28, 28)  
image(1:28, 1:28, grid)
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# flip the image back  
image(1:28, 1:28, grid[, 28:1])
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## Row and Column Summaries and Apply

There is a link to the relevant section of the textbook: [Row and column summaries](https://rafalab.github.io/dsbook/large-datasets.html#row-and-column-summaries)

**Key points**

* The function rowSums() computes the sum of each row.
* The function rowMeans() computes the average of each row.
* We can compute the column sums and averages using the functions colSums() and colMeans().
* The **matrixStats** package adds functions that performs operations on each row or column very efficiently, including the functions rowSds() and colSds().
* The apply() function lets you apply any function to a matrix. The first argument is the **matrix**, the second is the **dimension** (1 for rows, 2 for columns), and the third is the **function**.

*Code*

sums <- rowSums(x)  
avg <- rowMeans(x)  
  
data\_frame(labels = as.factor(y), row\_averages = avg) %>%  
 qplot(labels, row\_averages, data = ., geom = "boxplot")

## Warning: `data\_frame()` was deprecated in tibble 1.1.0.  
## Please use `tibble()` instead.
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avgs <- apply(x, 1, mean)  
sds <- apply(x, 2, sd)

## Filtering Columns Based on Summaries

There is a link to the relevant section of the textbook: [Filtering columns based on summaries](https://rafalab.github.io/dsbook/large-datasets.html#filtering-columns-based-on-summaries)

**Key points**

* The operations used to extract columns: x[,c(351,352)].
* The operations used to extract rows: x[c(2,3),].
* We can also use logical indexes to determine which columns or rows to keep: new\_x <- x[ ,colSds(x) > 60].
* **Important note:** if you select only one column or only one row, the result is no longer a matrix but a **vector**. We can **preserve the matrix class** by using the argument drop=FALSE.

*Code*

if(!require(matrixStats)) install.packages("matrixStats")

## Loading required package: matrixStats

##   
## Attaching package: 'matrixStats'

## The following object is masked from 'package:dplyr':  
##   
## count

library(matrixStats)  
  
sds <- colSds(x)  
qplot(sds, bins = "30", color = I("black"))
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image(1:28, 1:28, matrix(sds, 28, 28)[, 28:1])

![](data:image/png;base64,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)

#extract columns and rows  
x[ ,c(351,352)]

## [,1] [,2]  
## [1,] 70 0  
## [2,] 0 0  
## [3,] 0 0  
## [4,] 205 253  
## [5,] 8 78  
## [6,] 0 0  
## [7,] 253 253  
## [8,] 91 212  
## [9,] 254 143  
## [10,] 0 0  
## [11,] 254 254  
## [12,] 78 79  
## [13,] 254 248  
## [14,] 0 114  
## [15,] 254 109  
## [16,] 0 0  
## [17,] 0 0  
## [18,] 80 223  
## [19,] 0 0  
## [20,] 8 43  
## [21,] 109 109  
## [22,] 96 204  
## [23,] 0 0  
## [24,] 142 255  
## [25,] 32 254  
## [26,] 250 253  
## [27,] 0 0  
## [28,] 253 253  
## [29,] 0 0  
## [30,] 2 0  
## [31,] 253 253  
## [32,] 253 253  
## [33,] 0 0  
## [34,] 228 216  
## [35,] 225 0  
## [36,] 141 86  
## [37,] 107 0  
## [38,] 0 0  
## [39,] 0 15  
## [40,] 0 0  
## [41,] 253 253  
## [42,] 232 233  
## [43,] 0 182  
## [44,] 71 173  
## [45,] 253 203  
## [46,] 44 199  
## [47,] 0 154  
## [48,] 0 0  
## [49,] 169 254  
## [50,] 252 176  
## [51,] 254 254  
## [52,] 0 0  
## [53,] 0 0  
## [54,] 24 242  
## [55,] 71 122  
## [56,] 0 186  
## [57,] 0 0  
## [58,] 0 0  
## [59,] 111 189  
## [60,] 229 254  
## [61,] 0 0  
## [62,] 0 227  
## [63,] 0 0  
## [64,] 253 251  
## [65,] 0 0  
## [66,] 216 151  
## [67,] 128 128  
## [68,] 254 254  
## [69,] 0 0  
## [70,] 29 0  
## [71,] 253 122  
## [72,] 69 0  
## [73,] 254 204  
## [74,] 17 179  
## [75,] 253 252  
## [76,] 182 15  
## [77,] 254 254  
## [78,] 251 253  
## [79,] 173 253  
## [80,] 10 0  
## [81,] 252 253  
## [82,] 0 0  
## [83,] 0 0  
## [84,] 0 128  
## [85,] 0 0  
## [86,] 253 253  
## [87,] 253 253  
## [88,] 21 52  
## [89,] 0 0  
## [90,] 0 0  
## [91,] 0 0  
## [92,] 53 53  
## [93,] 0 0  
## [94,] 70 236  
## [95,] 38 0  
## [96,] 0 0  
## [97,] 0 26  
## [98,] 38 38  
## [99,] 253 240  
## [100,] 69 253  
## [101,] 0 0  
## [102,] 66 0  
## [103,] 254 95  
## [104,] 0 0  
## [105,] 251 0  
## [106,] 253 253  
## [107,] 0 0  
## [108,] 191 255  
## [109,] 0 0  
## [110,] 163 8  
## [111,] 78 253  
## [112,] 55 139  
## [113,] 252 253  
## [114,] 252 252  
## [115,] 0 0  
## [116,] 0 0  
## [117,] 0 15  
## [118,] 253 253  
## [119,] 0 0  
## [120,] 14 0  
## [121,] 0 0  
## [122,] 0 0  
## [123,] 0 150  
## [124,] 0 0  
## [125,] 253 233  
## [126,] 254 178  
## [127,] 0 0  
## [128,] 61 1  
## [129,] 253 253  
## [130,] 192 252  
## [131,] 254 247  
## [132,] 0 5  
## [133,] 253 253  
## [134,] 141 240  
## [135,] 253 251  
## [136,] 252 252  
## [137,] 254 179  
## [138,] 255 255  
## [139,] 244 253  
## [140,] 0 0  
## [141,] 0 0  
## [142,] 131 44  
## [143,] 0 0  
## [144,] 162 255  
## [145,] 72 142  
## [146,] 0 0  
## [147,] 0 34  
## [148,] 0 0  
## [149,] 0 0  
## [150,] 252 252  
## [151,] 221 254  
## [152,] 0 0  
## [153,] 232 254  
## [154,] 5 89  
## [155,] 253 213  
## [156,] 0 36  
## [157,] 0 0  
## [158,] 179 242  
## [159,] 50 50  
## [160,] 0 90  
## [161,] 254 254  
## [162,] 229 254  
## [163,] 0 0  
## [164,] 76 243  
## [165,] 0 0  
## [166,] 63 167  
## [167,] 0 0  
## [168,] 0 0  
## [169,] 253 252  
## [170,] 105 4  
## [171,] 37 168  
## [172,] 69 168  
## [173,] 255 152  
## [174,] 170 0  
## [175,] 252 253  
## [176,] 185 8  
## [177,] 254 253  
## [178,] 251 253  
## [179,] 0 0  
## [180,] 59 106  
## [181,] 0 178  
## [182,] 0 0  
## [183,] 176 253  
## [184,] 0 64  
## [185,] 253 226  
## [186,] 0 0  
## [187,] 0 0  
## [188,] 254 254  
## [189,] 0 0  
## [190,] 252 252  
## [191,] 167 254  
## [192,] 0 0  
## [193,] 0 0  
## [194,] 32 32  
## [195,] 0 0  
## [196,] 148 149  
## [197,] 0 0  
## [198,] 250 225  
## [199,] 104 252  
## [200,] 0 11  
## [201,] 253 169  
## [202,] 157 252  
## [203,] 100 247  
## [204,] 162 216  
## [205,] 0 0  
## [206,] 253 251  
## [207,] 0 0  
## [208,] 0 0  
## [209,] 253 253  
## [210,] 0 0  
## [211,] 0 0  
## [212,] 253 254  
## [213,] 199 253  
## [214,] 0 20  
## [215,] 0 0  
## [216,] 253 253  
## [217,] 0 0  
## [218,] 0 0  
## [219,] 106 239  
## [220,] 181 84  
## [221,] 0 0  
## [222,] 0 31  
## [223,] 152 244  
## [224,] 0 0  
## [225,] 0 61  
## [226,] 253 227  
## [227,] 0 136  
## [228,] 0 0  
## [229,] 0 0  
## [230,] 0 0  
## [231,] 0 0  
## [232,] 253 251  
## [233,] 0 0  
## [234,] 0 0  
## [235,] 0 2  
## [236,] 253 253  
## [237,] 0 0  
## [238,] 0 0  
## [239,] 0 0  
## [240,] 98 88  
## [241,] 253 252  
## [242,] 0 0  
## [243,] 254 254  
## [244,] 0 0  
## [245,] 0 169  
## [246,] 255 255  
## [247,] 0 0  
## [248,] 0 2  
## [249,] 254 252  
## [250,] 0 0  
## [251,] 0 1  
## [252,] 253 253  
## [253,] 253 252  
## [254,] 0 0  
## [255,] 254 254  
## [256,] 253 253  
## [257,] 253 171  
## [258,] 0 0  
## [259,] 0 0  
## [260,] 254 231  
## [261,] 0 0  
## [262,] 0 0  
## [263,] 0 0  
## [264,] 0 0  
## [265,] 0 0  
## [266,] 236 62  
## [267,] 77 0  
## [268,] 0 90  
## [269,] 0 93  
## [270,] 253 253  
## [271,] 251 57  
## [272,] 0 0  
## [273,] 125 168  
## [274,] 127 127  
## [275,] 232 8  
## [276,] 0 0  
## [277,] 191 254  
## [278,] 0 0  
## [279,] 245 254  
## [280,] 0 128  
## [281,] 0 51  
## [282,] 253 255  
## [283,] 0 0  
## [284,] 0 0  
## [285,] 253 253  
## [286,] 0 0  
## [287,] 253 253  
## [288,] 254 251  
## [289,] 0 0  
## [290,] 0 0  
## [291,] 252 253  
## [292,] 253 253  
## [293,] 2 45  
## [294,] 0 0  
## [295,] 0 0  
## [296,] 133 160  
## [297,] 0 0  
## [298,] 0 0  
## [299,] 253 253  
## [300,] 0 155  
## [301,] 42 235  
## [302,] 0 0  
## [303,] 0 0  
## [304,] 0 0  
## [305,] 29 29  
## [306,] 0 0  
## [307,] 100 176  
## [308,] 0 0  
## [309,] 0 0  
## [310,] 232 253  
## [311,] 235 254  
## [312,] 0 0  
## [313,] 183 102  
## [314,] 0 35  
## [315,] 0 0  
## [316,] 243 253  
## [317,] 255 255  
## [318,] 0 0  
## [319,] 241 224  
## [320,] 0 5  
## [321,] 0 0  
## [322,] 230 253  
## [323,] 0 0  
## [324,] 0 0  
## [325,] 0 0  
## [326,] 0 0  
## [327,] 0 0  
## [328,] 253 253  
## [329,] 45 0  
## [330,] 0 0  
## [331,] 70 70  
## [332,] 0 0  
## [333,] 0 0  
## [334,] 184 184  
## [335,] 0 183  
## [336,] 211 86  
## [337,] 0 0  
## [338,] 0 0  
## [339,] 0 0  
## [340,] 0 0  
## [341,] 0 64  
## [342,] 253 255  
## [343,] 132 152  
## [344,] 252 241  
## [345,] 0 0  
## [346,] 158 254  
## [347,] 8 134  
## [348,] 0 0  
## [349,] 205 254  
## [350,] 0 0  
## [351,] 0 3  
## [352,] 180 253  
## [353,] 253 207  
## [354,] 0 0  
## [355,] 0 102  
## [356,] 254 254  
## [357,] 253 253  
## [358,] 211 253  
## [359,] 254 95  
## [360,] 0 0  
## [361,] 253 253  
## [362,] 160 252  
## [363,] 0 0  
## [364,] 0 96  
## [365,] 0 0  
## [366,] 0 0  
## [367,] 253 217  
## [368,] 0 0  
## [369,] 254 254  
## [370,] 0 0  
## [371,] 253 253  
## [372,] 0 0  
## [373,] 0 43  
## [374,] 0 0  
## [375,] 121 252  
## [376,] 0 0  
## [377,] 0 0  
## [378,] 0 0  
## [379,] 0 0  
## [380,] 0 3  
## [381,] 0 0  
## [382,] 0 0  
## [383,] 254 84  
## [384,] 0 0  
## [385,] 0 56  
## [386,] 0 52  
## [387,] 252 240  
## [388,] 0 0  
## [389,] 0 0  
## [390,] 0 0  
## [391,] 38 233  
## [392,] 197 173  
## [393,] 53 232  
## [394,] 64 64  
## [395,] 181 0  
## [396,] 0 0  
## [397,] 0 0  
## [398,] 207 252  
## [399,] 253 158  
## [400,] 27 0  
## [401,] 0 0  
## [402,] 0 0  
## [403,] 0 0  
## [404,] 105 0  
## [405,] 253 253  
## [406,] 93 239  
## [407,] 253 58  
## [408,] 42 27  
## [409,] 254 195  
## [410,] 0 0  
## [411,] 229 253  
## [412,] 0 0  
## [413,] 0 100  
## [414,] 0 0  
## [415,] 0 70  
## [416,] 0 0  
## [417,] 253 251  
## [418,] 58 0  
## [419,] 7 221  
## [420,] 0 45  
## [421,] 252 253  
## [422,] 0 0  
## [423,] 0 77  
## [424,] 0 0  
## [425,] 253 253  
## [426,] 23 29  
## [427,] 252 252  
## [428,] 0 0  
## [429,] 135 246  
## [430,] 0 0  
## [431,] 0 0  
## [432,] 0 0  
## [433,] 0 0  
## [434,] 253 253  
## [435,] 0 0  
## [436,] 0 0  
## [437,] 0 0  
## [438,] 40 8  
## [439,] 0 34  
## [440,] 254 254  
## [441,] 0 0  
## [442,] 0 47  
## [443,] 0 0  
## [444,] 99 253  
## [445,] 222 246  
## [446,] 252 209  
## [447,] 0 0  
## [448,] 172 253  
## [449,] 12 161  
## [450,] 0 0  
## [451,] 251 180  
## [452,] 0 0  
## [453,] 254 253  
## [454,] 0 0  
## [455,] 254 223  
## [456,] 237 252  
## [457,] 252 252  
## [458,] 0 0  
## [459,] 0 0  
## [460,] 49 159  
## [461,] 0 0  
## [462,] 0 0  
## [463,] 0 0  
## [464,] 0 0  
## [465,] 0 0  
## [466,] 0 0  
## [467,] 98 254  
## [468,] 0 0  
## [469,] 0 0  
## [470,] 0 0  
## [471,] 0 0  
## [472,] 51 51  
## [473,] 154 250  
## [474,] 0 0  
## [475,] 0 0  
## [476,] 211 253  
## [477,] 0 0  
## [478,] 0 0  
## [479,] 114 253  
## [480,] 254 253  
## [481,] 0 0  
## [482,] 0 0  
## [483,] 0 0  
## [484,] 0 0  
## [485,] 253 132  
## [486,] 0 0  
## [487,] 67 0  
## [488,] 0 9  
## [489,] 254 255  
## [490,] 0 0  
## [491,] 253 250  
## [492,] 0 255  
## [493,] 252 250  
## [494,] 0 0  
## [495,] 0 0  
## [496,] 253 253  
## [497,] 202 203  
## [498,] 0 0  
## [499,] 0 0  
## [500,] 130 76  
## [501,] 0 0  
## [502,] 0 0  
## [503,] 0 0  
## [504,] 115 34  
## [505,] 105 0  
## [506,] 0 0  
## [507,] 0 0  
## [508,] 143 253  
## [509,] 254 254  
## [510,] 160 253  
## [511,] 253 224  
## [512,] 12 118  
## [513,] 0 0  
## [514,] 0 0  
## [515,] 148 237  
## [516,] 0 0  
## [517,] 0 0  
## [518,] 24 0  
## [519,] 0 7  
## [520,] 0 0  
## [521,] 0 0  
## [522,] 128 25  
## [523,] 0 0  
## [524,] 0 0  
## [525,] 0 0  
## [526,] 0 0  
## [527,] 0 0  
## [528,] 12 0  
## [529,] 221 62  
## [530,] 0 51  
## [531,] 0 0  
## [532,] 0 0  
## [533,] 253 253  
## [534,] 18 246  
## [535,] 204 252  
## [536,] 128 253  
## [537,] 0 0  
## [538,] 156 127  
## [539,] 254 254  
## [540,] 0 42  
## [541,] 114 0  
## [542,] 0 0  
## [543,] 151 0  
## [544,] 0 0  
## [545,] 189 112  
## [546,] 0 164  
## [547,] 252 253  
## [548,] 0 15  
## [549,] 0 0  
## [550,] 82 202  
## [551,] 0 8  
## [552,] 0 0  
## [553,] 215 254  
## [554,] 206 252  
## [555,] 251 253  
## [556,] 0 0  
## [557,] 253 253  
## [558,] 253 253  
## [559,] 115 0  
## [560,] 110 231  
## [561,] 0 136  
## [562,] 254 254  
## [563,] 0 0  
## [564,] 0 23  
## [565,] 0 0  
## [566,] 113 206  
## [567,] 0 71  
## [568,] 0 0  
## [569,] 0 0  
## [570,] 0 22  
## [571,] 0 0  
## [572,] 25 119  
## [573,] 255 255  
## [574,] 246 253  
## [575,] 253 128  
## [576,] 21 22  
## [577,] 194 113  
## [578,] 0 0  
## [579,] 0 0  
## [580,] 0 0  
## [581,] 43 225  
## [582,] 253 253  
## [583,] 0 0  
## [584,] 112 166  
## [585,] 0 0  
## [586,] 0 0  
## [587,] 0 0  
## [588,] 253 253  
## [589,] 70 254  
## [590,] 0 0  
## [591,] 0 157  
## [592,] 0 0  
## [593,] 0 6  
## [594,] 179 253  
## [595,] 221 253  
## [596,] 0 32  
## [597,] 0 0  
## [598,] 252 82  
## [599,] 0 0  
## [600,] 0 0  
## [601,] 111 245  
## [602,] 0 0  
## [603,] 253 65  
## [604,] 64 0  
## [605,] 47 254  
## [606,] 0 14  
## [607,] 10 168  
## [608,] 7 160  
## [609,] 0 0  
## [610,] 252 252  
## [611,] 0 0  
## [612,] 23 172  
## [613,] 0 0  
## [614,] 253 247  
## [615,] 0 0  
## [616,] 0 0  
## [617,] 0 0  
## [618,] 0 0  
## [619,] 253 0  
## [620,] 0 0  
## [621,] 252 253  
## [622,] 0 0  
## [623,] 253 255  
## [624,] 50 7  
## [625,] 0 0  
## [626,] 0 0  
## [627,] 0 0  
## [628,] 0 0  
## [629,] 182 253  
## [630,] 206 253  
## [631,] 68 41  
## [632,] 0 0  
## [633,] 47 5  
## [634,] 18 0  
## [635,] 0 80  
## [636,] 0 0  
## [637,] 0 0  
## [638,] 193 254  
## [639,] 254 177  
## [640,] 0 0  
## [641,] 84 19  
## [642,] 236 253  
## [643,] 0 0  
## [644,] 253 253  
## [645,] 254 254  
## [646,] 253 253  
## [647,] 164 253  
## [648,] 0 0  
## [649,] 229 254  
## [650,] 5 0  
## [651,] 88 211  
## [652,] 0 0  
## [653,] 252 229  
## [654,] 0 0  
## [655,] 0 9  
## [656,] 0 0  
## [657,] 5 0  
## [658,] 0 0  
## [659,] 0 0  
## [660,] 8 128  
## [661,] 25 0  
## [662,] 0 29  
## [663,] 19 0  
## [664,] 0 0  
## [665,] 0 10  
## [666,] 235 239  
## [667,] 0 0  
## [668,] 255 128  
## [669,] 0 0  
## [670,] 0 0  
## [671,] 14 51  
## [672,] 253 253  
## [673,] 0 0  
## [674,] 0 0  
## [675,] 244 89  
## [676,] 253 253  
## [677,] 254 230  
## [678,] 20 0  
## [679,] 253 253  
## [680,] 239 249  
## [681,] 0 0  
## [682,] 0 0  
## [683,] 0 0  
## [684,] 0 0  
## [685,] 0 0  
## [686,] 254 254  
## [687,] 0 0  
## [688,] 0 0  
## [689,] 13 221  
## [690,] 0 0  
## [691,] 0 0  
## [692,] 206 253  
## [693,] 131 178  
## [694,] 57 144  
## [695,] 73 253  
## [696,] 252 252  
## [697,] 0 47  
## [698,] 0 0  
## [699,] 253 253  
## [700,] 237 165  
## [701,] 0 0  
## [702,] 0 0  
## [703,] 0 0  
## [704,] 0 0  
## [705,] 17 65  
## [706,] 253 253  
## [707,] 49 189  
## [708,] 51 92  
## [709,] 133 254  
## [710,] 0 0  
## [711,] 253 72  
## [712,] 252 252  
## [713,] 180 0  
## [714,] 0 55  
## [715,] 113 254  
## [716,] 254 253  
## [717,] 249 127  
## [718,] 0 0  
## [719,] 253 254  
## [720,] 251 253  
## [721,] 253 246  
## [722,] 0 0  
## [723,] 8 0  
## [724,] 0 0  
## [725,] 0 0  
## [726,] 252 252  
## [727,] 254 218  
## [728,] 0 0  
## [729,] 0 51  
## [730,] 0 0  
## [731,] 0 0  
## [732,] 253 253  
## [733,] 209 253  
## [734,] 0 0  
## [735,] 122 198  
## [736,] 0 0  
## [737,] 255 29  
## [738,] 32 0  
## [739,] 254 59  
## [740,] 0 5  
## [741,] 254 139  
## [742,] 0 0  
## [743,] 0 0  
## [744,] 7 0  
## [745,] 226 226  
## [746,] 73 0  
## [747,] 0 219  
## [748,] 176 253  
## [749,] 194 71  
## [750,] 9 0  
## [751,] 0 29  
## [752,] 253 254  
## [753,] 252 252  
## [754,] 0 0  
## [755,] 0 0  
## [756,] 0 0  
## [757,] 208 208  
## [758,] 246 230  
## [759,] 251 252  
## [760,] 0 0  
## [761,] 243 40  
## [762,] 177 8  
## [763,] 0 0  
## [764,] 0 0  
## [765,] 0 57  
## [766,] 253 253  
## [767,] 203 204  
## [768,] 254 200  
## [769,] 208 199  
## [770,] 252 253  
## [771,] 0 0  
## [772,] 110 110  
## [773,] 15 178  
## [774,] 0 0  
## [775,] 0 0  
## [776,] 60 100  
## [777,] 0 0  
## [778,] 241 101  
## [779,] 0 0  
## [780,] 253 252  
## [781,] 253 252  
## [782,] 7 0  
## [783,] 0 0  
## [784,] 253 253  
## [785,] 224 252  
## [786,] 0 0  
## [787,] 0 0  
## [788,] 0 0  
## [789,] 0 0  
## [790,] 254 254  
## [791,] 0 0  
## [792,] 218 253  
## [793,] 242 78  
## [794,] 0 0  
## [795,] 7 0  
## [796,] 0 54  
## [797,] 24 0  
## [798,] 0 10  
## [799,] 0 0  
## [800,] 253 254  
## [801,] 0 103  
## [802,] 132 253  
## [803,] 0 78  
## [804,] 0 6  
## [805,] 0 0  
## [806,] 254 254  
## [807,] 0 15  
## [808,] 144 254  
## [809,] 252 154  
## [810,] 253 252  
## [811,] 116 137  
## [812,] 253 253  
## [813,] 0 54  
## [814,] 0 131  
## [815,] 141 210  
## [816,] 203 223  
## [817,] 0 0  
## [818,] 254 254  
## [819,] 0 0  
## [820,] 0 0  
## [821,] 0 0  
## [822,] 253 253  
## [823,] 2 41  
## [824,] 13 126  
## [825,] 0 135  
## [826,] 0 0  
## [827,] 0 0  
## [828,] 0 0  
## [829,] 0 0  
## [830,] 5 0  
## [831,] 252 253  
## [832,] 137 184  
## [833,] 255 253  
## [834,] 253 252  
## [835,] 0 0  
## [836,] 253 252  
## [837,] 82 223  
## [838,] 254 254  
## [839,] 252 253  
## [840,] 0 0  
## [841,] 253 204  
## [842,] 0 0  
## [843,] 253 253  
## [844,] 254 253  
## [845,] 0 0  
## [846,] 249 253  
## [847,] 0 0  
## [848,] 0 0  
## [849,] 0 0  
## [850,] 64 0  
## [851,] 0 0  
## [852,] 0 0  
## [853,] 59 0  
## [854,] 0 0  
## [855,] 0 0  
## [856,] 0 0  
## [857,] 254 253  
## [858,] 252 252  
## [859,] 0 0  
## [860,] 0 0  
## [861,] 0 0  
## [862,] 253 134  
## [863,] 0 190  
## [864,] 77 254  
## [865,] 159 254  
## [866,] 242 253  
## [867,] 0 0  
## [868,] 253 253  
## [869,] 0 0  
## [870,] 8 0  
## [871,] 253 253  
## [872,] 240 254  
## [873,] 0 0  
## [874,] 0 0  
## [875,] 253 253  
## [876,] 253 253  
## [877,] 44 249  
## [878,] 0 0  
## [879,] 243 174  
## [880,] 97 97  
## [881,] 0 0  
## [882,] 6 86  
## [883,] 0 0  
## [884,] 0 0  
## [885,] 82 253  
## [886,] 197 253  
## [887,] 114 0  
## [888,] 1 25  
## [889,] 0 0  
## [890,] 0 0  
## [891,] 252 253  
## [892,] 240 253  
## [893,] 181 20  
## [894,] 0 0  
## [895,] 203 254  
## [896,] 254 253  
## [897,] 0 0  
## [898,] 0 0  
## [899,] 0 0  
## [900,] 24 0  
## [901,] 6 191  
## [902,] 0 0  
## [903,] 0 0  
## [904,] 0 0  
## [905,] 0 0  
## [906,] 104 254  
## [907,] 0 152  
## [908,] 0 8  
## [909,] 67 160  
## [910,] 253 253  
## [911,] 0 0  
## [912,] 0 0  
## [913,] 0 0  
## [914,] 37 167  
## [915,] 0 0  
## [916,] 35 0  
## [917,] 7 108  
## [918,] 0 0  
## [919,] 71 241  
## [920,] 254 254  
## [921,] 253 253  
## [922,] 0 0  
## [923,] 1 0  
## [924,] 0 64  
## [925,] 198 198  
## [926,] 0 170  
## [927,] 0 0  
## [928,] 0 0  
## [929,] 0 0  
## [930,] 0 0  
## [931,] 0 0  
## [932,] 0 0  
## [933,] 123 254  
## [934,] 251 225  
## [935,] 0 0  
## [936,] 14 69  
## [937,] 89 253  
## [938,] 0 0  
## [939,] 190 252  
## [940,] 94 0  
## [941,] 0 0  
## [942,] 150 254  
## [943,] 163 238  
## [944,] 7 0  
## [945,] 168 169  
## [946,] 0 0  
## [947,] 75 231  
## [948,] 1 0  
## [949,] 128 254  
## [950,] 0 0  
## [951,] 116 253  
## [952,] 241 254  
## [953,] 0 0  
## [954,] 254 254  
## [955,] 0 0  
## [956,] 0 0  
## [957,] 74 53  
## [958,] 8 0  
## [959,] 253 253  
## [960,] 253 253  
## [961,] 0 0  
## [962,] 234 254  
## [963,] 0 0  
## [964,] 98 253  
## [965,] 222 25  
## [966,] 0 0  
## [967,] 241 189  
## [968,] 0 0  
## [969,] 0 46  
## [970,] 0 0  
## [971,] 6 6  
## [972,] 0 0  
## [973,] 0 0  
## [974,] 23 0  
## [975,] 231 254  
## [976,] 254 254  
## [977,] 0 32  
## [978,] 15 0  
## [979,] 155 0  
## [980,] 6 0  
## [981,] 135 243  
## [982,] 0 0  
## [983,] 253 201  
## [984,] 198 254  
## [985,] 0 0  
## [986,] 22 0  
## [987,] 3 171  
## [988,] 0 0  
## [989,] 0 0  
## [990,] 0 0  
## [991,] 0 0  
## [992,] 221 151  
## [993,] 254 172  
## [994,] 156 253  
## [995,] 0 0  
## [996,] 254 254  
## [997,] 0 0  
## [998,] 0 0  
## [999,] 103 64  
## [1000,] 139 0

x[c(2,3),]

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13] [,14]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [,15] [,16] [,17] [,18] [,19] [,20] [,21] [,22] [,23] [,24] [,25] [,26]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,27] [,28] [,29] [,30] [,31] [,32] [,33] [,34] [,35] [,36] [,37] [,38]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,39] [,40] [,41] [,42] [,43] [,44] [,45] [,46] [,47] [,48] [,49] [,50]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,51] [,52] [,53] [,54] [,55] [,56] [,57] [,58] [,59] [,60] [,61] [,62]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,63] [,64] [,65] [,66] [,67] [,68] [,69] [,70] [,71] [,72] [,73] [,74]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,75] [,76] [,77] [,78] [,79] [,80] [,81] [,82] [,83] [,84] [,85] [,86]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,87] [,88] [,89] [,90] [,91] [,92] [,93] [,94] [,95] [,96] [,97] [,98]  
## [1,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0 0 0  
## [,99] [,100] [,101] [,102] [,103] [,104] [,105] [,106] [,107] [,108]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,109] [,110] [,111] [,112] [,113] [,114] [,115] [,116] [,117] [,118]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,119] [,120] [,121] [,122] [,123] [,124] [,125] [,126] [,127] [,128]  
## [1,] 0 0 0 0 0 0 0 0 0 51  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,129] [,130] [,131] [,132] [,133] [,134] [,135] [,136] [,137] [,138]  
## [1,] 159 253 159 50 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,139] [,140] [,141] [,142] [,143] [,144] [,145] [,146] [,147] [,148]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,149] [,150] [,151] [,152] [,153] [,154] [,155] [,156] [,157] [,158]  
## [1,] 0 0 0 0 0 0 48 238 252 252  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,159] [,160] [,161] [,162] [,163] [,164] [,165] [,166] [,167] [,168]  
## [1,] 252 237 0 0 0 0 0 0 0 0  
## [2,] 0 0 67 232 39 0 0 0 0 0  
## [,169] [,170] [,171] [,172] [,173] [,174] [,175] [,176] [,177] [,178]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 62 81 0 0 0 0  
## [,179] [,180] [,181] [,182] [,183] [,184] [,185] [,186] [,187] [,188]  
## [1,] 0 0 0 54 227 253 252 239 233 252  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,189] [,190] [,191] [,192] [,193] [,194] [,195] [,196] [,197] [,198]  
## [1,] 57 6 0 0 0 0 0 0 0 0  
## [2,] 120 180 39 0 0 0 0 0 0 0  
## [,199] [,200] [,201] [,202] [,203] [,204] [,205] [,206] [,207] [,208]  
## [1,] 0 0 0 0 0 0 0 0 0 10  
## [2,] 0 0 126 163 0 0 0 0 0 0  
## [,209] [,210] [,211] [,212] [,213] [,214] [,215] [,216] [,217] [,218]  
## [1,] 60 224 252 253 252 202 84 252 253 122  
## [2,] 0 0 0 0 0 0 0 2 153 210  
## [,219] [,220] [,221] [,222] [,223] [,224] [,225] [,226] [,227] [,228]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 40 0 0 0 0 0 0 0 0 0  
## [,229] [,230] [,231] [,232] [,233] [,234] [,235] [,236] [,237] [,238]  
## [1,] 0 0 0 0 0 0 0 163 252 252  
## [2,] 220 163 0 0 0 0 0 0 0 0  
## [,239] [,240] [,241] [,242] [,243] [,244] [,245] [,246] [,247] [,248]  
## [1,] 252 253 252 252 96 189 253 167 0 0  
## [2,] 0 0 0 0 0 27 254 162 0 0  
## [,249] [,250] [,251] [,252] [,253] [,254] [,255] [,256] [,257] [,258]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 222 163  
## [,259] [,260] [,261] [,262] [,263] [,264] [,265] [,266] [,267] [,268]  
## [1,] 0 0 0 0 51 238 253 253 190 114  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,269] [,270] [,271] [,272] [,273] [,274] [,275] [,276] [,277] [,278]  
## [1,] 253 228 47 79 255 168 0 0 0 0  
## [2,] 0 0 0 183 254 125 0 0 0 0  
## [,279] [,280] [,281] [,282] [,283] [,284] [,285] [,286] [,287] [,288]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 46 245 163 0 0  
## [,289] [,290] [,291] [,292] [,293] [,294] [,295] [,296] [,297] [,298]  
## [1,] 0 48 238 252 252 179 12 75 121 21  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,299] [,300] [,301] [,302] [,303] [,304] [,305] [,306] [,307] [,308]  
## [1,] 0 0 253 243 50 0 0 0 0 0  
## [2,] 0 198 254 56 0 0 0 0 0 0  
## [,309] [,310] [,311] [,312] [,313] [,314] [,315] [,316] [,317] [,318]  
## [1,] 0 0 0 0 0 0 0 0 38 165  
## [2,] 0 0 0 120 254 163 0 0 0 0  
## [,319] [,320] [,321] [,322] [,323] [,324] [,325] [,326] [,327] [,328]  
## [1,] 253 233 208 84 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 23 231  
## [,329] [,330] [,331] [,332] [,333] [,334] [,335] [,336] [,337] [,338]  
## [1,] 253 252 165 0 0 0 0 0 0 0  
## [2,] 254 29 0 0 0 0 0 0 0 0  
## [,339] [,340] [,341] [,342] [,343] [,344] [,345] [,346] [,347] [,348]  
## [1,] 0 0 0 0 0 7 178 252 240 71  
## [2,] 0 159 254 120 0 0 0 0 0 0  
## [,349] [,350] [,351] [,352] [,353] [,354] [,355] [,356] [,357] [,358]  
## [1,] 19 28 0 0 0 0 0 0 253 252  
## [2,] 0 0 0 0 0 0 163 254 216 16  
## [,359] [,360] [,361] [,362] [,363] [,364] [,365] [,366] [,367] [,368]  
## [1,] 195 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 159  
## [,369] [,370] [,371] [,372] [,373] [,374] [,375] [,376] [,377] [,378]  
## [1,] 0 0 0 57 252 252 63 0 0 0  
## [2,] 254 67 0 0 0 0 0 0 0 0  
## [,379] [,380] [,381] [,382] [,383] [,384] [,385] [,386] [,387] [,388]  
## [1,] 0 0 0 0 0 0 253 252 195 0  
## [2,] 0 14 86 178 248 254 91 0 0 0  
## [,389] [,390] [,391] [,392] [,393] [,394] [,395] [,396] [,397] [,398]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 159 254 85  
## [,399] [,400] [,401] [,402] [,403] [,404] [,405] [,406] [,407] [,408]  
## [1,] 0 198 253 190 0 0 0 0 0 0  
## [2,] 0 0 0 47 49 116 144 150 241 243  
## [,409] [,410] [,411] [,412] [,413] [,414] [,415] [,416] [,417] [,418]  
## [1,] 0 0 0 0 255 253 196 0 0 0  
## [2,] 234 179 241 252 40 0 0 0 0 0  
## [,419] [,420] [,421] [,422] [,423] [,424] [,425] [,426] [,427] [,428]  
## [1,] 0 0 0 0 0 0 0 0 76 246  
## [2,] 0 0 0 0 0 150 253 237 207 207  
## [,429] [,430] [,431] [,432] [,433] [,434] [,435] [,436] [,437] [,438]  
## [1,] 252 112 0 0 0 0 0 0 0 0  
## [2,] 207 253 254 250 240 198 143 91 28 5  
## [,439] [,440] [,441] [,442] [,443] [,444] [,445] [,446] [,447] [,448]  
## [1,] 0 0 253 252 148 0 0 0 0 0  
## [2,] 233 250 0 0 0 0 0 0 0 0  
## [,449] [,450] [,451] [,452] [,453] [,454] [,455] [,456] [,457] [,458]  
## [1,] 0 0 0 0 0 0 85 252 230 25  
## [2,] 0 0 0 0 119 177 177 177 177 177  
## [,459] [,460] [,461] [,462] [,463] [,464] [,465] [,466] [,467] [,468]  
## [1,] 0 0 0 0 0 0 0 0 7 135  
## [2,] 98 56 0 0 0 0 0 102 254 220  
## [,469] [,470] [,471] [,472] [,473] [,474] [,475] [,476] [,477] [,478]  
## [1,] 253 186 12 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,479] [,480] [,481] [,482] [,483] [,484] [,485] [,486] [,487] [,488]  
## [1,] 0 0 0 0 85 252 223 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,489] [,490] [,491] [,492] [,493] [,494] [,495] [,496] [,497] [,498]  
## [1,] 0 0 0 0 0 7 131 252 225 71  
## [2,] 0 0 0 0 0 169 254 137 0 0  
## [,499] [,500] [,501] [,502] [,503] [,504] [,505] [,506] [,507] [,508]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,509] [,510] [,511] [,512] [,513] [,514] [,515] [,516] [,517] [,518]  
## [1,] 0 0 85 252 145 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,519] [,520] [,521] [,522] [,523] [,524] [,525] [,526] [,527] [,528]  
## [1,] 0 0 48 165 252 173 0 0 0 0  
## [2,] 0 0 0 169 254 57 0 0 0 0  
## [,529] [,530] [,531] [,532] [,533] [,534] [,535] [,536] [,537] [,538]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,539] [,540] [,541] [,542] [,543] [,544] [,545] [,546] [,547] [,548]  
## [1,] 86 253 225 0 0 0 0 0 0 114  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,549] [,550] [,551] [,552] [,553] [,554] [,555] [,556] [,557] [,558]  
## [1,] 238 253 162 0 0 0 0 0 0 0  
## [2,] 0 169 254 57 0 0 0 0 0 0  
## [,559] [,560] [,561] [,562] [,563] [,564] [,565] [,566] [,567] [,568]  
## [1,] 0 0 0 0 0 0 0 0 85 252  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,569] [,570] [,571] [,572] [,573] [,574] [,575] [,576] [,577] [,578]  
## [1,] 249 146 48 29 85 178 225 253 223 167  
## [2,] 0 0 0 0 0 0 0 0 0 169  
## [,579] [,580] [,581] [,582] [,583] [,584] [,585] [,586] [,587] [,588]  
## [1,] 56 0 0 0 0 0 0 0 0 0  
## [2,] 255 94 0 0 0 0 0 0 0 0  
## [,589] [,590] [,591] [,592] [,593] [,594] [,595] [,596] [,597] [,598]  
## [1,] 0 0 0 0 0 0 85 252 252 252  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,599] [,600] [,601] [,602] [,603] [,604] [,605] [,606] [,607] [,608]  
## [1,] 229 215 252 252 252 196 130 0 0 0  
## [2,] 0 0 0 0 0 0 0 169 254 96  
## [,609] [,610] [,611] [,612] [,613] [,614] [,615] [,616] [,617] [,618]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,619] [,620] [,621] [,622] [,623] [,624] [,625] [,626] [,627] [,628]  
## [1,] 0 0 0 0 28 199 252 252 253 252  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,629] [,630] [,631] [,632] [,633] [,634] [,635] [,636] [,637] [,638]  
## [1,] 252 233 145 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 169 254 153 0 0  
## [,639] [,640] [,641] [,642] [,643] [,644] [,645] [,646] [,647] [,648]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,649] [,650] [,651] [,652] [,653] [,654] [,655] [,656] [,657] [,658]  
## [1,] 0 0 0 25 128 252 253 252 141 37  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,659] [,660] [,661] [,662] [,663] [,664] [,665] [,666] [,667] [,668]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 169 255 153 0 0 0 0  
## [,669] [,670] [,671] [,672] [,673] [,674] [,675] [,676] [,677] [,678]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,679] [,680] [,681] [,682] [,683] [,684] [,685] [,686] [,687] [,688]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,689] [,690] [,691] [,692] [,693] [,694] [,695] [,696] [,697] [,698]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 96 254 153 0 0 0 0 0 0  
## [,699] [,700] [,701] [,702] [,703] [,704] [,705] [,706] [,707] [,708]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,709] [,710] [,711] [,712] [,713] [,714] [,715] [,716] [,717] [,718]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,719] [,720] [,721] [,722] [,723] [,724] [,725] [,726] [,727] [,728]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,729] [,730] [,731] [,732] [,733] [,734] [,735] [,736] [,737] [,738]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,739] [,740] [,741] [,742] [,743] [,744] [,745] [,746] [,747] [,748]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,749] [,750] [,751] [,752] [,753] [,754] [,755] [,756] [,757] [,758]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,759] [,760] [,761] [,762] [,763] [,764] [,765] [,766] [,767] [,768]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,769] [,770] [,771] [,772] [,773] [,774] [,775] [,776] [,777] [,778]  
## [1,] 0 0 0 0 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0 0 0 0 0  
## [,779] [,780] [,781] [,782] [,783] [,784]  
## [1,] 0 0 0 0 0 0  
## [2,] 0 0 0 0 0 0

new\_x <- x[ ,colSds(x) > 60]  
dim(new\_x)

## [1] 1000 314

class(x[,1])

## [1] "integer"

dim(x[1,])

## NULL

#preserve the matrix class  
class(x[ , 1, drop=FALSE])

## [1] "matrix"

dim(x[, 1, drop=FALSE])

## [1] 1000 1

## Indexing with Matrices and Binarizing the Data

There is a link to the relevant sections of the textbook: [Indexing with matrices](https://rafalab.github.io/dsbook/large-datasets.html#indexing-with-matrices) and [Binarizing the data](https://rafalab.github.io/dsbook/large-datasets.html#binarizing-the-data)

**Key points**

* We can use logical operations with matrices:

mat <- matrix(1:15, 5, 3)  
mat[mat > 6 & mat < 12] <- 0

* We can also binarize the data using just matrix operations:

bin\_x <- x  
bin\_x[bin\_x < 255/2] <- 0   
bin\_x[bin\_x > 255/2] <- 1

*Code*

#index with matrices  
mat <- matrix(1:15, 5, 3)  
as.vector(mat)

## [1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

qplot(as.vector(x), bins = 30, color = I("black"))
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new\_x <- x  
new\_x[new\_x < 50] <- 0  
  
mat <- matrix(1:15, 5, 3)  
mat[mat < 3] <- 0  
mat

## [,1] [,2] [,3]  
## [1,] 0 6 11  
## [2,] 0 7 12  
## [3,] 3 8 13  
## [4,] 4 9 14  
## [5,] 5 10 15

mat <- matrix(1:15, 5, 3)  
mat[mat > 6 & mat < 12] <- 0  
mat

## [,1] [,2] [,3]  
## [1,] 1 6 0  
## [2,] 2 0 12  
## [3,] 3 0 13  
## [4,] 4 0 14  
## [5,] 5 0 15

#binarize the data  
bin\_x <- x  
bin\_x[bin\_x < 255/2] <- 0  
bin\_x[bin\_x > 255/2] <- 1  
bin\_X <- (x > 255/2)\*1

## Vectorization for Matrices and Matrix Algebra Operations

There is a link to the relevant sections of the textbook: [Vectorization for matrices](https://rafalab.github.io/dsbook/large-datasets.html#vectorization-for-matrices) and [Matrix algebra operations](https://rafalab.github.io/dsbook/large-datasets.html#matrix-algebra-operations)

**Key points**

* We can scale each row of a matrix using this line of code:

(x - rowMeans(x)) / rowSds(x)

* To scale each column of a matrix, we use this code:

t(t(X) - colMeans(X))

* We can also use a function called sweep() that works similarly to apply(). It takes each entry of a vector and subtracts it from the corresponding row or column:

X\_mean\_0 <- sweep(x, 2, colMeans(x))

* Matrix multiplication: t(x) %\*% x
* The cross product: crossprod(x)
* The inverse of a function: solve(crossprod(x))
* The QR decomposition: qr(x)

*Code*

#scale each row of a matrix  
(x - rowMeans(x)) / rowSds(x)  
  
#scale each column  
t(t(x) - colMeans(x))

#take each entry of a vector and subtracts it from the corresponding row or column  
x\_mean\_0 <- sweep(x, 2, colMeans(x))  
  
#divide by the standard deviation  
x\_mean\_0 <- sweep(x, 2, colMeans(x))  
x\_standardized <- sweep(x\_mean\_0, 2, colSds(x), FUN = "/")

## Comprehension Check - Working with Matrices

1. Which line of code correctly creates a 100 by 10 matrix of randomly generated normal numbers and assigns it to x?

* ☐ A. x <- matrix(rnorm(1000), 100, 100)
* ☒ B. x <- matrix(rnorm(100\*10), 100, 10)
* ☐ C. x <- matrix(rnorm(100\*10), 10, 10)
* ☐ D. x <- matrix(rnorm(100\*10), 10, 100)

1. Write the line of code that would give you the specified information about the matrix x that you generated in q1. Do not include any spaces in your line of code.

Dimension of x: dim(x)

Number of rows of x: nrow(x) or dim(x)[1] or length(x[,1])

Number of columns of x: ncol(x) or dim(x)[2] or length(x[1,])

1. Which of the following lines of code would add the scalar 1 to row 1, the scalar 2 to row 2, and so on, for the matrix x? Select ALL that apply.

* ☒ A. x <- x + seq(nrow(x))
* ☐ B. x <- 1:nrow(x)
* ☐ C. x <- sweep(x, 2, 1:nrow(x),"+")
* ☒ D. x <- sweep(x, 1, 1:nrow(x),"+")

1. Which of the following lines of code would add the scalar 1 to column 1, the scalar 2 to column 2, and so on, for the matrix x? Select ALL that apply.

* ☐ A. x <- 1:ncol(x)
* ☐ B. x <- 1:col(x)
* ☒ C. x <- sweep(x, 2, 1:ncol(x), FUN = "+")
* ☐ D. x <- -x

1. Which code correctly computes the average of each row of x?

* ☐ A. mean(x)
* ☐ B. rowMedians(x)
* ☐ C. sapply(x,mean)
* ☐ D. rowSums(x)
* ☒ E. rowMeans(x)

Which code correctly computes the average of each column of x?

* ☐ A. mean(x)
* ☐ B. sapply(x,mean)
* ☒ C. colMeans(x)
* ☐ D. colMedians(x)
* ☐ C. colSums(x)

1. For each observation in the mnist training data, compute the proportion of pixels that are in the **grey area**, defined as values between 50 and 205 (but not including 50 and 205). (To visualize this, you can make a boxplot by digit class.)

What proportion of the 60000\*784 pixels in the mnist training data are in the grey area overall, defined as values between 50 and 205? Report your answer to at least 3 significant digits.

mnist <- read\_mnist()  
y <- rowMeans(mnist$train$images>50 & mnist$train$images<205)  
qplot(as.factor(mnist$train$labels), y, geom = "boxplot")
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mean(y) # proportion of pixels

## [1] 0.06183703

# Section 4 - Distance, Knn, Cross Validation, and Generative Models

In the **Distance, kNN, Cross Validation, and Generative Models** section, you will learn about different types of discriminative and generative approaches for machine learning algorithms.

After completing this section, you will be able to:

* Use the **k-nearest neighbors (kNN)** algorithm.
* Understand the problems of **overtraining** and **oversmoothing**.
* Use **cross-validation** to reduce the **true error** and the **apparent error**.
* Use **generative models** such as **naive Bayes, quadratic discriminant analysis (qda),** and **linear discriminant analysis (lda)** for machine learning.

This section has three parts: **nearest neighbors, cross-validation,** and **generative models**.

## Distance

There is a link to the relevant section of the textbook: [Distance](https://rafalab.github.io/dsbook/large-datasets.html#distance)

**Key points**

* Most clustering and machine learning techniques rely on being able to define distance between observations, using features or predictors.
* With high dimensional data, a quick way to compute all the distances at once is to use the function dist(), which computes the distance between each row and produces an object of class dist():

d <- dist(x)

* We can also compute distances between predictors. If is the number of observations, the distance between two predictors, say 1 and 2, is:
* To compute the distance between all pairs of the 784 predictors, we can transpose the matrix first and then use dist():

d <- dist(t(x))

*Code*

if(!exists("mnist")) mnist <- read\_mnist()  
set.seed(0) # if using R 3.5 or earlier  
set.seed(0, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(0, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

ind <- which(mnist$train$labels %in% c(2,7)) %>% sample(500)  
  
#the predictors are in x and the labels in y  
x <- mnist$train$images[ind,]  
y <- mnist$train$labels[ind]  
  
y[1:3]

## [1] 7 7 2

x\_1 <- x[1,]  
x\_2 <- x[2,]  
x\_3 <- x[3,]  
  
#distance between two numbers  
sqrt(sum((x\_1 - x\_2)^2))

## [1] 2079.753

sqrt(sum((x\_1 - x\_3)^2))

## [1] 2252.129

sqrt(sum((x\_2 - x\_3)^2))

## [1] 2642.906

#compute distance using matrix algebra  
sqrt(crossprod(x\_1 - x\_2))

## [,1]  
## [1,] 2079.753

sqrt(crossprod(x\_1 - x\_3))

## [,1]  
## [1,] 2252.129

sqrt(crossprod(x\_2 - x\_3))

## [,1]  
## [1,] 2642.906

#compute distance between each row  
d <- dist(x)  
class(d)

## [1] "dist"

as.matrix(d)[1:3,1:3]

## 1 2 3  
## 1 0.000 2079.753 2252.129  
## 2 2079.753 0.000 2642.906  
## 3 2252.129 2642.906 0.000

#visualize these distances  
image(as.matrix(d))
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#order the distance by labels  
image(as.matrix(d)[order(y), order(y)])
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#compute distance between predictors  
d <- dist(t(x))  
dim(as.matrix(d))

## [1] 784 784

d\_492 <- as.matrix(d)[492,]  
  
image(1:28, 1:28, matrix(d\_492, 28, 28))
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## Comprehension Check - Distance

1. Load the following dataset:

data(tissue\_gene\_expression)

This dataset includes a matrix x:

dim(tissue\_gene\_expression$x)

## [1] 189 500

This matrix has the gene expression levels of 500 genes from 189 biological samples representing seven different tissues. The tissue type is stored in y:

table(tissue\_gene\_expression$y)

##   
## cerebellum colon endometrium hippocampus kidney liver   
## 38 34 15 31 39 26   
## placenta   
## 6

Which of the following lines of code computes the Euclidean distance between each observation and stores it in the object d?

d <- dist(tissue\_gene\_expression$x)

* ☐ A. d <- dist(tissue\_gene\_expression$x, distance='maximum')
* ☐ B. d <- dist(tissue\_gene\_expression)
* ☒ C. d <- dist(tissue\_gene\_expression$x)
* ☐ D. d <- cor(tissue\_gene\_expression$x)

1. Using the dataset from Q1, compare the distances between observations 1 and 2 (both cerebellum), observations 39 and 40 (both colon), and observations 73 and 74 (both endometrium).

Distance-wise, are samples from tissues of the same type closer to each other than tissues of different type?

ind <- c(1, 2, 39, 40, 73, 74)  
as.matrix(d)[ind,ind]

## cerebellum\_1 cerebellum\_2 colon\_1 colon\_2 endometrium\_1  
## cerebellum\_1 0.000000 7.005922 22.694801 22.699755 21.12763  
## cerebellum\_2 7.005922 0.000000 22.384821 22.069557 20.87910  
## colon\_1 22.694801 22.384821 0.000000 8.191935 14.99672  
## colon\_2 22.699755 22.069557 8.191935 0.000000 14.80355  
## endometrium\_1 21.127629 20.879099 14.996715 14.803545 0.00000  
## endometrium\_2 21.780792 20.674802 18.089213 17.004456 14.29405  
## endometrium\_2  
## cerebellum\_1 21.78079  
## cerebellum\_2 20.67480  
## colon\_1 18.08921  
## colon\_2 17.00446  
## endometrium\_1 14.29405  
## endometrium\_2 0.00000

* ☐ A. No, the samples from the same tissue type are not necessarily closer.
* ☐ B. The two colon samples are close to each other, but the samples from the other two tissues are not.
* ☐ C. The two cerebellum samples are close to each other, but the samples from the other two tissues are not.
* ☒ D. Yes, the samples from the same tissue type are closer to each other.

1. Make a plot of all the distances using the image() function to see if the pattern you observed in Q2 is general.

Which code would correctly make the desired plot?

image(as.matrix(d))
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* ☐ A. image(d)
* ☒ B. image(as.matrix(d))
* ☐ C. d
* ☐ D. image()

## Knn

There is a link to the relevant section of the textbook: [k-nearest neighbors](https://rafalab.github.io/dsbook/examples-of-algorithms.html#k-nearest-neighbors)

**Key points**

* **K-nearest neighbors (kNN)** estimates the conditional probabilities in a similar way to bin smoothing. However, kNN is easier to adapt to multiple dimensions.
* Using kNN, for any point for which we want an estimate of , we look for the **k nearest points** to and take an average of the 0s and 1s associated with these points. We refer to the set of points used to compute the average as the **neighborhood**. Larger values of k result in smoother estimates, while smaller values of k result in more flexible and more wiggly estimates.
* To implement the algorithm, we can use the knn3() function from the **caret** package. There are two ways to call this function:

1. We need to specify a formula and a data frame. The formula looks like this: . The predict() function for knn3 produces a probability for each class.
2. We can also call the function with the first argument being the matrix predictors and the second a vector of outcomes, like this:

x <- as.matrix(mnist\_27$train[,2:3])  
y <- mnist\_27$train$y  
knn\_fit <- knn3(x,y)

*Code*

data("mnist\_27")  
mnist\_27$test %>% ggplot(aes(x\_1, x\_2, color = y)) + geom\_point()
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#logistic regression  
library(caret)  
fit\_glm <- glm(y~x\_1+x\_2, data=mnist\_27$train, family="binomial")  
p\_hat\_logistic <- predict(fit\_glm, mnist\_27$test)  
y\_hat\_logistic <- factor(ifelse(p\_hat\_logistic > 0.5, 7, 2))  
confusionMatrix(data = y\_hat\_logistic, reference = mnist\_27$test$y)$overall[1]

## Accuracy   
## 0.76

#fit knn model  
knn\_fit <- knn3(y ~ ., data = mnist\_27$train)  
  
x <- as.matrix(mnist\_27$train[,2:3])  
y <- mnist\_27$train$y  
knn\_fit <- knn3(x, y)  
  
knn\_fit <- knn3(y ~ ., data = mnist\_27$train, k=5)  
  
y\_hat\_knn <- predict(knn\_fit, mnist\_27$test, type = "class")  
confusionMatrix(data = y\_hat\_knn, reference = mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.815

## Over-training and Over-smoothing

There is a link to the relevant sections of the textbook: [Over-training](https://rafalab.github.io/dsbook/cross-validation.html#over-training) and [Over-smoothing](https://rafalab.github.io/dsbook/cross-validation.html#over-smoothing)

**Key points**

* **Over-training** is the reason that we have higher accuracy in the train set compared to the test set. Over-training is at its worst when we set . With , the estimate for each in the training set is obtained with just the corresponding to that point.
* When we try a larger , the might be so large that it does not permit enough flexibility. We call this **over-smoothing**.
* Note that if we use the test set to pick this , we should not expect the accompanying accuracy estimate to extrapolate to the real world. This is because even here we broke a golden rule of machine learning: **we selected the using the test set. Cross validation** also provides an estimate that takes this into account.

*Code*

y\_hat\_knn <- predict(knn\_fit, mnist\_27$train, type = "class")   
confusionMatrix(data = y\_hat\_knn, reference = mnist\_27$train$y)$overall["Accuracy"]

## Accuracy   
## 0.8825

y\_hat\_knn <- predict(knn\_fit, mnist\_27$test, type = "class")   
confusionMatrix(data = y\_hat\_knn, reference = mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.815

#fit knn with k=1  
knn\_fit\_1 <- knn3(y ~ ., data = mnist\_27$train, k = 1)  
y\_hat\_knn\_1 <- predict(knn\_fit\_1, mnist\_27$train, type = "class")  
confusionMatrix(data=y\_hat\_knn\_1, reference=mnist\_27$train$y)$overall[["Accuracy"]]

## [1] 0.995

y\_hat\_knn\_1 <- predict(knn\_fit\_1, mnist\_27$test, type = "class")  
confusionMatrix(data=y\_hat\_knn\_1, reference=mnist\_27$test$y)$overall[["Accuracy"]]

## [1] 0.74

#fit knn with k=401  
knn\_fit\_401 <- knn3(y ~ ., data = mnist\_27$train, k = 401)  
y\_hat\_knn\_401 <- predict(knn\_fit\_401, mnist\_27$test, type = "class")  
confusionMatrix(data=y\_hat\_knn\_401, reference=mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.79

#pick the k in knn  
ks <- seq(3, 251, 2)  
library(purrr)  
accuracy <- map\_df(ks, function(k){  
 fit <- knn3(y ~ ., data = mnist\_27$train, k = k)  
 y\_hat <- predict(fit, mnist\_27$train, type = "class")  
 cm\_train <- confusionMatrix(data = y\_hat, reference = mnist\_27$train$y)  
 train\_error <- cm\_train$overall["Accuracy"]  
 y\_hat <- predict(fit, mnist\_27$test, type = "class")  
 cm\_test <- confusionMatrix(data = y\_hat, reference = mnist\_27$test$y)  
 test\_error <- cm\_test$overall["Accuracy"]  
   
tibble(train = train\_error, test = test\_error)  
})  
  
  
#pick the k that maximizes accuracy using the estimates built on the test data  
ks[which.max(accuracy$test)]

## [1] 41

max(accuracy$test)

## [1] 0.86

## Comprehension Check - Nearest Neighbors

1. Previously, we used logistic regression to predict sex based on height. Now we are going to use knn to do the same. Set the seed to 1, then use the **caret** package to partition the **dslabs** heights data into a training and test set of equal size. Use the sapply() function to perform knn with k values of seq(1, 101, 3) and calculate F1 scores with the F\_meas() function using the default value of the relevant argument.

What is the max value of F\_1?

At what value of k does the max occur?

data("heights")  
  
# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(heights$sex, times = 1, p = 0.5, list = FALSE)  
test\_set <- heights[test\_index, ]  
train\_set <- heights[-test\_index, ]   
   
ks <- seq(1, 101, 3)  
F\_1 <- sapply(ks, function(k){  
 fit <- knn3(sex ~ height, data = train\_set, k = k)  
 y\_hat <- predict(fit, test\_set, type = "class") %>%   
 factor(levels = levels(train\_set$sex))  
 F\_meas(data = y\_hat, reference = test\_set$sex)  
})  
plot(ks, F\_1)
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max(F\_1)

## [1] 0.6019417

ks[which.max(F\_1)]

## [1] 46

1. Next we will use the same gene expression example used in the Comprehension Check: Distance exercises. You can load it like this:

library(dslabs)  
library(caret)  
data("tissue\_gene\_expression")

First, set the seed to 1 and split the data into training and test sets with p = 0.5. Then, report the accuracy you obtain from predicting tissue type using KNN with k = seq(1, 11, 2) using sapply() or map\_df(). Note: use the createDataPartition() function outside of sapply() or map\_df().

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

y <- tissue\_gene\_expression$y  
x <- tissue\_gene\_expression$x  
test\_index <- createDataPartition(y, list = FALSE)  
sapply(seq(1, 11, 2), function(k){  
 fit <- knn3(x[-test\_index,], y[-test\_index], k = k)  
 y\_hat <- predict(fit, newdata = data.frame(x=x[test\_index,]),  
 type = "class")  
mean(y\_hat == y[test\_index])  
})

## [1] 0.9895833 0.9687500 0.9479167 0.9166667 0.9166667 0.9062500

## K-fold cross validation

There is a link to the relevant section of the textbook: [K-fold cross validation](https://rafalab.github.io/dsbook/cross-validation.html#k-fold-cross-validation)

**Key points**

* For **-fold cross validation**, we divide the dataset into a training set and a test set. We train our algorithm exclusively on the training set and use the test set only for evaluation purposes.
* For each set of algorithm parameters being considered, we want an **estimate of the MSE and then we will choose the parameters with the smallest MSE**. In -fold cross validation, we randomly split the observations into non-overlapping sets, and repeat the calculation for MSE for each of these sets. Then, we compute the average MSE and obtain an estimate of our loss. Finally, we can select the optimal parameter that minimized the MSE.
* In terms of how to select for cross validation, **larger values of are preferable but they will also take much more** computational time. For this reason, the choices of and are common.

## Comprehension Check - Cross-validation

1. Generate a set of random predictors and outcomes using the following code:

# set.seed(1996) #if you are using R 3.5 or earlier  
set.seed(1996, sample.kind="Rounding") #if you are using R 3.6 or later

## Warning in set.seed(1996, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

n <- 1000  
p <- 10000  
x <- matrix(rnorm(n\*p), n, p)  
colnames(x) <- paste("x", 1:ncol(x), sep = "\_")  
y <- rbinom(n, 1, 0.5) %>% factor()  
  
x\_subset <- x[ ,sample(p, 100)]

Because x and y are completely independent, you should not be able to predict y using x with accuracy greater than 0.5. Confirm this by running cross-validation using logistic regression to fit the model. Because we have so many predictors, we selected a random sample x\_subset. Use the subset when training the model.

Which code correctly performs this cross-validation?

fit <- train(x\_subset, y, method = "glm")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit$results

## parameter Accuracy Kappa AccuracySD KappaSD  
## 1 none 0.5123754 0.02354086 0.01954531 0.04074722

* ☐ A.

fit <- train(x\_subset, y)  
fit$results

* ☒ B.

fit <- train(x\_subset, y, method = "glm")  
fit$results

* ☐ C.

fit <- train(y, x\_subset, method = "glm")  
fit$results

* ☐ D.

fit <- test(x\_subset, y, method = "glm")  
fit$results

1. Now, instead of using a random selection of predictors, we are going to search for those that are most predictive of the outcome. We can do this by comparing the values for the group to those in the group, for each predictor, using a t-test. You can do perform this step like this:

if(!require(BiocManager)) install.packages("BiocManager")

## Loading required package: BiocManager

## Bioconductor version '3.10' is out-of-date; the current release version '3.14'  
## is available with R version '4.1'; see https://bioconductor.org/install

BiocManager::install("genefilter")

## Bioconductor version 3.10 (BiocManager 1.30.16), R 3.6.2 (2019-12-12)

## Warning: package(s) not installed when version(s) same as current; use `force = TRUE` to  
## re-install: 'genefilter'

## Installation paths not writeable, unable to update packages  
## path: C:/Program Files/R/R-3.6.2/library  
## packages:  
## boot, class, cluster, codetools, KernSmooth, lattice, MASS, Matrix, mgcv,  
## nlme, nnet, spatial, survival

## Old packages: 'ape', 'arm', 'backports', 'broom', 'car', 'cli', 'coin',  
## 'colorspace', 'conquer', 'crosstalk', 'data.table', 'dbplyr', 'digest',  
## 'dLagM', 'dplyr', 'DT', 'e1071', 'entropy', 'fansi', 'farver', 'forcats',  
## 'geomorph', 'GGally', 'ggfortify', 'ggsignif', 'git2r', 'glmnet', 'glue',  
## 'gower', 'haven', 'Hmisc', 'hms', 'htmlTable', 'htmltools', 'htmlwidgets',  
## 'httpuv', 'igraph', 'ipred', 'jsonlite', 'keras', 'knitr', 'labelled',  
## 'later', 'lava', 'lme4', 'lubridate', 'network', 'NeuralNetTools', 'nloptr',  
## 'openxlsx', 'optimx', 'pander', 'party', 'pbapply', 'pillar', 'plm', 'plyr',  
## 'pROC', 'proxyC', 'quanteda', 'quantreg', 'questionr', 'rcmdcheck',  
## 'RcppArmadillo', 'RCurl', 'readr', 'recipes', 'repr', 'reprex', 'reshape2',  
## 'reticulate', 'rgeos', 'rgl', 'rio', 'rlang', 'rmarkdown', 'RRPP', 'RSNNS',  
## 'rvest', 'sem', 'sessioninfo', 'shiny', 'stringi', 'systemfonts',  
## 'tensorflow', 'testthat', 'tibble', 'tidyr', 'tidyverse', 'tinytex', 'utf8',  
## 'viridis', 'wsrf', 'xfun', 'xml2'

library(genefilter)

##   
## Attaching package: 'genefilter'

## The following objects are masked from 'package:matrixStats':  
##   
## rowSds, rowVars

## The following object is masked from 'package:MASS':  
##   
## area

## The following object is masked from 'package:readr':  
##   
## spec

tt <- colttests(x, y)

Which of the following lines of code correctly creates a vector of the p-values called pvals?

pvals <- tt$p.value

* ☐ A. pvals <- tt$dm
* ☐ B. pvals <- tt$statistic
* ☐ C. pvals <- tt
* ☒ D. pvals <- tt$p.value

1. Create an index ind with the column numbers of the predictors that were “statistically significantly” associated with y. Use a p-value cutoff of 0.01 to define “statistically significantly.”

How many predictors survive this cutoff?

ind <- which(pvals <= 0.01)  
length(ind)

## [1] 108

1. Now re-run the cross-validation after redefinining x\_subset to be the subset of x defined by the columns showing “statistically significant” association with y.

What is the accuracy now?

x\_subset <- x[,ind]  
fit <- train(x\_subset, y, method = "glm")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit$results

## parameter Accuracy Kappa AccuracySD KappaSD  
## 1 none 0.753608 0.506397 0.01619385 0.03217289

1. Re-run the cross-validation again, but this time using kNN. Try out the following grid k = seq(101, 301, 25) of tuning parameters. Make a plot of the resulting accuracies.

Which code is correct?

fit <- train(x\_subset, y, method = "knn", tuneGrid = data.frame(k = seq(101, 301, 25)))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit)
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* ☒ A.

fit <- train(x\_subset, y, method = "knn", tuneGrid = data.frame(k = seq(101, 301, 25)))  
ggplot(fit)

* ☐ B.

fit <- train(x\_subset, y, method = "knn")  
ggplot(fit)

* ☐ C.

fit <- train(x\_subset, y, method = "knn", tuneGrid = data.frame(k = seq(103, 301, 25)))  
ggplot(fit)

* ☐ D.

fit <- train(x\_subset, y, method = "knn", tuneGrid = data.frame(k = seq(101, 301, 5)))  
ggplot(fit)

1. In the previous exercises, we see that despite the fact that x and y are completely independent, we were able to predict y with accuracy higher than 70%. We must be doing something wrong then.

What is it?

* ☐ A. The function train() estimates accuracy on the same data it uses to train the algorithm.
* ☐ B. We are overfitting the model by including 100 predictors.
* ☒ C. We used the entire dataset to select the columns used in the model.
* ☐ D. The high accuracy is just due to random variability.

1. Use the train() function with kNN to select the best k for predicting tissue from gene expression on the tissue\_gene\_expression dataset from **dslabs**. Try k = seq(1,7,2) for tuning parameters. For this question, do not split the data into test and train sets (understand this can lead to overfitting, but ignore this for now).

What value of k results in the highest accuracy?

data("tissue\_gene\_expression")  
fit <- with(tissue\_gene\_expression, train(x, y, method = "knn", tuneGrid = data.frame( k = seq(1, 7, 2))))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit)
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fit$results

## k Accuracy Kappa AccuracySD KappaSD  
## 1 1 0.9940309 0.9927509 0.01165849 0.01419402  
## 2 3 0.9808703 0.9768822 0.02214765 0.02676095  
## 3 5 0.9707082 0.9645450 0.02679836 0.03249319  
## 4 7 0.9645002 0.9570950 0.03181366 0.03839407

## Bootstrap

There is a link to the relevant section of the textbook: [Bootstrap](https://rafalab.github.io/dsbook/cross-validation.html#bootstrap)

**Key points**

* When we don’t have access to the entire population, we can use **bootstrap** to estimate the population median .
* The bootstrap permits us to **approximate a Monte Carlo simulation** without access to the entire distribution. The general idea is relatively simple. We act as if the observed sample is the population. We then sample datasets (with replacement) of the same sample size as the original dataset. Then we compute the summary statistic, in this case the median, on this bootstrap sample.
* Note that we can use ideas similar to those used in the bootstrap in **cross validation**: instead of dividing the data into equal partitions, we simply bootstrap many times.

*Code*

n <- 10^6  
income <- 10^(rnorm(n, log10(45000), log10(3)))  
qplot(log10(income), bins = 30, color = I("black"))

![](data:image/png;base64,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)

m <- median(income)  
m

## [1] 44986.86

set.seed(1)  
#use set.seed(1, sample.kind="Rounding") instead if using R 3.6 or later  
N <- 250  
X <- sample(income, N)  
M<- median(X)  
M

## [1] 47024.18

library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

B <- 10^5  
M <- replicate(B, {  
 X <- sample(income, N)  
 median(X)  
})  
p1 <- qplot(M, bins = 30, color = I("black"))  
p2 <- qplot(sample = scale(M)) + geom\_abline()  
grid.arrange(p1, p2, ncol = 2)
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mean(M)

## [1] 45132.14

sd(M)

## [1] 3912.368

B <- 10^5  
M\_star <- replicate(B, {  
 X\_star <- sample(X, N, replace = TRUE)  
 median(X\_star)  
})  
  
tibble(monte\_carlo = sort(M), bootstrap = sort(M\_star)) %>%  
 qplot(monte\_carlo, bootstrap, data = .) +   
 geom\_abline()
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quantile(M, c(0.05, 0.95))

## 5% 95%   
## 38996.50 51811.42

quantile(M\_star, c(0.05, 0.95))

## 5% 95%   
## 37112.39 51462.43

median(X) + 1.96 \* sd(X) / sqrt(N) \* c(-1, 1)

## [1] 33154.08 60894.28

mean(M) + 1.96 \* sd(M) \* c(-1,1)

## [1] 37463.90 52800.38

mean(M\_star) + 1.96 \* sd(M\_star) \* c(-1, 1)

## [1] 36913.52 53897.73

## Comprehension Check - Bootstrap

1. The createResample() function can be used to create bootstrap samples. For example, we can create the indexes for 10 bootstrap samples for the mnist\_27 dataset like this:

data(mnist\_27)  
# set.seed(1995) # if R 3.5 or earlier  
set.seed(1995, sample.kind="Rounding") # if R 3.6 or later

## Warning in set.seed(1995, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

indexes <- createResample(mnist\_27$train$y, 10)

How many times do 3, 4, and 7 appear in the first resampled index?

sum(indexes[[1]] == 3)

## [1] 1

sum(indexes[[1]] == 4)

## [1] 4

sum(indexes[[1]] == 7)

## [1] 0

1. We see that some numbers appear more than once and others appear no times. This has to be this way for each dataset to be independent. Repeat the exercise for all the resampled indexes.

What is the total number of times that 3 appears in all of the resampled indexes?

x=sapply(indexes, function(ind){  
 sum(ind == 3)  
})  
sum(x)

## [1] 11

1. Generate a random dataset using the following code:

y <- rnorm(100, 0, 1)

Estimate the 75th quantile, which we know is qnorm(0.75), with the sample quantile: quantile(y, 0.75).

Now, set the seed to 1 and perform a Monte Carlo simulation with 10,000 repetitions, generating the random dataset and estimating the 75th quantile each time. What is the expected value and standard error of the 75th quantile?

Report all answers to at least 3 decimal digits.

# set.seed(1) # # if R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

B <- 10000  
q\_75 <- replicate(B, {  
 y <- rnorm(100, 0, 1)  
 quantile(y, 0.75)  
})  
  
mean(q\_75)

## [1] 0.6656107

sd(q\_75)

## [1] 0.1353809

1. In practice, we can’t run a Monte Carlo simulation. Use the sample:

# set.seed(1) # if R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

y <- rnorm(100, 0, 1)

Set the seed to 1 again after generating y and use 10 bootstrap samples to estimate the expected value and standard error of the 75th quantile.

# set.seed(1) # if R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

y <- rnorm(100, 0, 1)  
  
# set.seed(1) # if R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

indexes <- createResample(y, 10)  
q\_75\_star <- sapply(indexes, function(ind){  
 y\_star <- y[ind]  
 quantile(y\_star, 0.75)  
})  
mean(q\_75\_star)

## [1] 0.7312648

sd(q\_75\_star)

## [1] 0.07419278

1. Repeat the exercise from Q4 but with 10,000 bootstrap samples instead of 10. Set the seed to 1 first.

# set.seed(1) # # if R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

indexes <- createResample(y, 10000)  
q\_75\_star <- sapply(indexes, function(ind){  
 y\_star <- y[ind]  
 quantile(y\_star, 0.75)  
})  
mean(q\_75\_star)

## [1] 0.6737512

sd(q\_75\_star)

## [1] 0.0930575

1. When doing bootstrap sampling, the simulated samples are drawn from the empirical distribution of the original data.

True or False: The bootstrap is particularly useful in situations when we do not have access to the distribution or it is unknown.

* ☒ A. True
* ☐ B. False

## Generative Models

There is a link to the relevant section of the textbook: [Generative models](https://rafalab.github.io/dsbook/examples-of-algorithms.html#generative-models)

\*\*Key points

* **Discriminative approaches** estimate the conditional probability directly and do not consider the distribution of the predictors.
* **Generative models** are methods that model the joint distribution and (we model how the entire data, and , are generated).

## Naive Bayes

There is a link to the relevant section of the textbook: [Naive Bayes](https://rafalab.github.io/dsbook/examples-of-algorithms.html#naive-bayes)

**Key points**

* Bayes’ rule:

with and representing the distribution functions of the predictor for the two classes and .

* The **Naive Bayes** approach is similar to the logistic regression prediction mathematically. However, we leave the demonstration to a more advanced text, such as [The Elements of Statistical Learning by Hastie, Tibshirani, and Friedman](https://web.stanford.edu/~hastie/Papers/ESLII.pdf).

*Code*

# Generating train and test set  
data("heights")  
y <- heights$height  
set.seed(2)  
test\_index <- createDataPartition(y, times = 1, p = 0.5, list = FALSE)  
train\_set <- heights %>% slice(-test\_index)  
test\_set <- heights %>% slice(test\_index)  
  
# Estimating averages and standard deviations  
params <- train\_set %>%  
 group\_by(sex) %>%  
 summarize(avg = mean(height), sd = sd(height))  
params

## # A tibble: 2 x 3  
## sex avg sd  
## <fct> <dbl> <dbl>  
## 1 Female 64.5 4.02  
## 2 Male 69.3 3.52

# Estimating the prevalence  
pi <- train\_set %>% summarize(pi=mean(sex=="Female")) %>% pull(pi)  
pi

## [1] 0.2290076

# Getting an actual rule  
x <- test\_set$height  
f0 <- dnorm(x, params$avg[2], params$sd[2])  
f1 <- dnorm(x, params$avg[1], params$sd[1])  
p\_hat\_bayes <- f1\*pi / (f1\*pi + f0\*(1 - pi))

## Controlling Prevalence

There is a link to the relevant section of the textbook: [Controlling prevalence](https://rafalab.github.io/dsbook/examples-of-algorithms.html#controlling-prevalence)

**Key points**

* The Naive Bayes approach includes a **parameter to account for differences in prevalence** . If we use hats to denote the estimates, we can write as:
* The Naive Bayes approach gives us a direct way to correct the imbalance between sensitivity and specificity by simply forcing to be whatever value we want it to be in order to better **balance specificity and sensitivity**.

*Code*

# Computing sensitivity  
y\_hat\_bayes <- ifelse(p\_hat\_bayes > 0.5, "Female", "Male")  
sensitivity(data = factor(y\_hat\_bayes), reference = factor(test\_set$sex))

## [1] 0.2627119

# Computing specificity  
specificity(data = factor(y\_hat\_bayes), reference = factor(test\_set$sex))

## [1] 0.9534314

# Changing the cutoff of the decision rule  
p\_hat\_bayes\_unbiased <- f1 \* 0.5 / (f1 \* 0.5 + f0 \* (1 - 0.5))  
y\_hat\_bayes\_unbiased <- ifelse(p\_hat\_bayes\_unbiased > 0.5, "Female", "Male")  
sensitivity(data = factor(y\_hat\_bayes\_unbiased), reference = factor(test\_set$sex))

## [1] 0.7118644

specificity(data = factor(y\_hat\_bayes\_unbiased), reference = factor(test\_set$sex))

## [1] 0.8210784

# Draw plot  
qplot(x, p\_hat\_bayes\_unbiased, geom = "line") +  
 geom\_hline(yintercept = 0.5, lty = 2) +  
 geom\_vline(xintercept = 67, lty = 2)

![](data:image/png;base64,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)

## qda and lda

There is a link to the relevant sections of the textbook: [Quadratic discriminant analysis](https://rafalab.github.io/dsbook/examples-of-algorithms.html#quadratic-discriminant-analysis) and [Linear discriminant analysis](https://rafalab.github.io/dsbook/examples-of-algorithms.html#linear-discriminant-analysis)

**Key points**

* **Quadratic discriminant analysis (QDA)** is a version of Naive Bayes in which we assume that the distributions and are multivariate normal.
* QDA can work well with a few predictors, but it becomes **harder to use as the number of predictors increases**. Once the number of parameters approaches the size of our data, the method becomes impractical due to overfitting.
* Forcing the assumption that all predictors share the same standard deviations and correlations, the boundary will be a line, just as with logistic regression. For this reason, we call the method **linear discriminant analysis (LDA)**.
* In the case of LDA, the lack of flexibility **does not permit us to capture the non-linearity** in the true conditional probability function.

*Code*

**QDA**

# Load data  
data("mnist\_27")  
  
# Estimate parameters from the data  
params <- mnist\_27$train %>%  
 group\_by(y) %>%  
 summarize(avg\_1 = mean(x\_1), avg\_2 = mean(x\_2),  
 sd\_1 = sd(x\_1), sd\_2 = sd(x\_2),  
 r = cor(x\_1, x\_2))  
  
# Contour plots  
mnist\_27$train %>% mutate(y = factor(y)) %>%  
 ggplot(aes(x\_1, x\_2, fill = y, color = y)) +  
 geom\_point(show.legend = FALSE) +  
 stat\_ellipse(type="norm", lwd = 1.5)
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# Fit model  
library(caret)  
train\_qda <- train(y ~., method = "qda", data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

# Obtain predictors and accuracy  
y\_hat <- predict(train\_qda, mnist\_27$test)  
confusionMatrix(data = y\_hat, reference = mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.82

# Draw separate plots for 2s and 7s  
mnist\_27$train %>% mutate(y = factor(y)) %>%  
 ggplot(aes(x\_1, x\_2, fill = y, color = y)) +  
 geom\_point(show.legend = FALSE) +  
 stat\_ellipse(type="norm") +  
 facet\_wrap(~y)
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**LDA**

params <- mnist\_27$train %>%  
 group\_by(y) %>%  
 summarize(avg\_1 = mean(x\_1), avg\_2 = mean(x\_2),  
 sd\_1 = sd(x\_1), sd\_2 = sd(x\_2),  
 r = cor(x\_1, x\_2))  
params <- params %>% mutate(sd\_1 = mean(sd\_1), sd\_2 = mean(sd\_2), r = mean(r))  
train\_lda <- train(y ~., method = "lda", data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

y\_hat <- predict(train\_lda, mnist\_27$test)  
confusionMatrix(data = y\_hat, reference = mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.75

## Case Study - More than Three Classes

There is a link to the relevant section of the textbook: [Case study: more than three classes](https://rafalab.github.io/dsbook/examples-of-algorithms.html#case-study-more-than-three-classes)

**Key points**

* In this case study, we will briefly give a slightly more complex example: one with **3 classes instead of 2**. Then we will fit QDA, LDA, and KNN models for prediction.
* Generative models can be very powerful, but only when we are able to **successfully approximate the joint distribution** of predictors conditioned on each class.

*Code*

if(!exists("mnist"))mnist <- read\_mnist()  
  
set.seed(3456) #use set.seed(3456, sample.kind="Rounding") in R 3.6 or later  
index\_127 <- sample(which(mnist$train$labels %in% c(1,2,7)), 2000)  
y <- mnist$train$labels[index\_127]   
x <- mnist$train$images[index\_127,]  
index\_train <- createDataPartition(y, p=0.8, list = FALSE)  
  
# get the quadrants  
# temporary object to help figure out the quadrants  
row\_column <- expand.grid(row=1:28, col=1:28)  
upper\_left\_ind <- which(row\_column$col <= 14 & row\_column$row <= 14)  
lower\_right\_ind <- which(row\_column$col > 14 & row\_column$row > 14)  
  
# binarize the values. Above 200 is ink, below is no ink  
x <- x > 200   
  
# cbind proportion of pixels in upper right quadrant and proportion of pixels in lower right quadrant  
x <- cbind(rowSums(x[ ,upper\_left\_ind])/rowSums(x),  
 rowSums(x[ ,lower\_right\_ind])/rowSums(x))   
  
train\_set <- data.frame(y = factor(y[index\_train]),  
 x\_1 = x[index\_train,1],  
 x\_2 = x[index\_train,2])  
  
test\_set <- data.frame(y = factor(y[-index\_train]),  
 x\_1 = x[-index\_train,1],  
 x\_2 = x[-index\_train,2])  
  
train\_set %>% ggplot(aes(x\_1, x\_2, color=y)) + geom\_point()
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train\_qda <- train(y ~ ., method = "qda", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

predict(train\_qda, test\_set, type = "prob") %>% head()

## 1 2 7  
## 1 0.22232613 0.6596410 0.11803290  
## 2 0.19256640 0.4535212 0.35391242  
## 3 0.62749331 0.3220448 0.05046191  
## 4 0.04623381 0.1008304 0.85293583  
## 5 0.21671529 0.6229295 0.16035523  
## 6 0.12669776 0.3349700 0.53833219

predict(train\_qda, test\_set) %>% head()

## [1] 2 2 1 7 2 7  
## Levels: 1 2 7

confusionMatrix(predict(train\_qda, test\_set), test\_set$y)$table

## Reference  
## Prediction 1 2 7  
## 1 111 17 7  
## 2 14 80 17  
## 7 19 25 109

confusionMatrix(predict(train\_qda, test\_set), test\_set$y)$overall["Accuracy"]

## Accuracy   
## 0.7518797

train\_lda <- train(y ~ ., method = "lda", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

confusionMatrix(predict(train\_lda, test\_set), test\_set$y)$overall["Accuracy"]

## Accuracy   
## 0.6641604

train\_knn <- train(y ~ ., method = "knn", tuneGrid = data.frame(k = seq(15, 51, 2)),  
 data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

confusionMatrix(predict(train\_knn, test\_set), test\_set$y)$overall["Accuracy"]

## Accuracy   
## 0.7719298

train\_set %>% mutate(y = factor(y)) %>% ggplot(aes(x\_1, x\_2, fill = y, color=y)) + geom\_point(show.legend = FALSE) + stat\_ellipse(type="norm")
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## Comprehension Check - Generative Models

In the following exercises, we are going to apply LDA and QDA to the tissue\_gene\_expression dataset from **dslabs**. We will start with simple examples based on this dataset and then develop a realistic example.

1. Create a dataset of samples from just cerebellum and hippocampus, two parts of the brain, and a predictor matrix with 10 randomly selected columns using the following code:

data("tissue\_gene\_expression")  
   
# set.seed(1993) #if using R 3.5 or earlier  
set.seed(1993, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1993, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

ind <- which(tissue\_gene\_expression$y %in% c("cerebellum", "hippocampus"))  
y <- droplevels(tissue\_gene\_expression$y[ind])  
x <- tissue\_gene\_expression$x[ind, ]  
x <- x[, sample(ncol(x), 10)]

Use the train() function to estimate the accuracy of LDA. For this question, use the version of x and y created with the code above: do not split them or tissue\_gene\_expression into training and test sets (understand this can lead to overfitting). Report the accuracy from the train() results (do not make predictions).

What is the accuracy? Enter your answer as a percentage or decimal (eg “50%” or “0.50”) to at least the thousandths place.

fit\_lda <- train(x, y, method = "lda")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit\_lda$results["Accuracy"]

## Accuracy  
## 1 0.8673733

1. In this case, LDA fits two 10-dimensional normal distributions. Look at the fitted model by looking at the finalModel component of the result of train(). Notice there is a component called means that includes the estimated means of both distributions. Plot the mean vectors against each other and determine which predictors (genes) appear to be driving the algorithm.

Which TWO genes appear to be driving the algorithm (i.e. the two genes with the highest means)?

t(fit\_lda$finalModel$means) %>% data.frame() %>%  
 mutate(predictor\_name = rownames(.)) %>%  
 ggplot(aes(cerebellum, hippocampus, label = predictor\_name)) +  
 geom\_point() +  
 geom\_text() +  
 geom\_abline()
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* ☐ A. PLCB1
* ☒ B. RAB1B
* ☐ C. MSH4
* ☒ D. OAZ2
* ☐ E. SPI1
* ☐ F. SAPCD1
* ☐ G. HEMK1

1. Repeat the exercise in Q1 with QDA.

Create a dataset of samples from just cerebellum and hippocampus, two parts of the brain, and a predictor matrix with 10 randomly selected columns using the following code:

data("tissue\_gene\_expression")  
   
set.seed(1993) #set.seed(1993, sample.kind="Rounding") if using R 3.6 or later  
ind <- which(tissue\_gene\_expression$y %in% c("cerebellum", "hippocampus"))  
y <- droplevels(tissue\_gene\_expression$y[ind])  
x <- tissue\_gene\_expression$x[ind, ]  
x <- x[, sample(ncol(x), 10)]

Use the train() function to estimate the accuracy of QDA. For this question, use the version of x and y created above instead of the default from tissue\_gene\_expression. Do not split them into training and test sets (understand this can lead to overfitting).

What is the accuracy?

fit\_qda <- train(x, y, method = "qda")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit\_qda$results["Accuracy"]

## Accuracy  
## 1 0.8045046

1. Which TWO genes drive the algorithm when using QDA instead of LDA (i.e. the two genes with the highest means)?

t(fit\_qda$finalModel$means) %>% data.frame() %>%  
 mutate(predictor\_name = rownames(.)) %>%  
 ggplot(aes(cerebellum, hippocampus, label = predictor\_name)) +  
 geom\_point() +  
 geom\_text() +  
 geom\_abline()
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* ☐ A. PLCB1
* ☒ B. RAB1B
* ☐ C. MSH4
* ☒ D. OAZ2
* ☐ E. SPI1
* ☐ F. SAPCD1
* ☐ G. HEMK1

1. One thing we saw in the previous plots is that the values of the predictors correlate in both groups: some predictors are low in both groups and others high in both groups. The mean value of each predictor found in colMeans(x) is not informative or useful for prediction and often for purposes of interpretation, it is useful to center or scale each column. This can be achieved with the preProcess argument in train(). Re-run LDA with preProcess = "center". Note that accuracy does not change, but it is now easier to identify the predictors that differ more between groups than based on the plot made in Q2.

Which TWO genes drive the algorithm after performing the scaling?

fit\_lda <- train(x, y, method = "lda", preProcess = "center")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit\_lda$results["Accuracy"]

## Accuracy  
## 1 0.8647361

t(fit\_lda$finalModel$means) %>% data.frame() %>%  
 mutate(predictor\_name = rownames(.)) %>%  
 ggplot(aes(predictor\_name, hippocampus)) +  
 geom\_point() +  
 coord\_flip()
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* ☐ A. C21orf62
* ☐ B. PLCB1
* ☐ C. RAB1B
* ☐ D. MSH4
* ☒ E. OAZ2
* ☒ F. SPI1
* ☐ G. SAPCD1
* ☐ H. IL18R1

You can see that it is different genes driving the algorithm now. This is because the predictor means change. In the previous exercises we saw that both LDA and QDA approaches worked well. For further exploration of the data, you can plot the predictor values for the two genes with the largest differences between the two groups in a scatter plot to see how they appear to follow a bivariate distribution as assumed by the LDA and QDA approaches, coloring the points by the outcome, using the following code:

d <- apply(fit\_lda$finalModel$means, 2, diff)  
ind <- order(abs(d), decreasing = TRUE)[1:2]  
plot(x[, ind], col = y)
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1. Now we are going to increase the complexity of the challenge slightly. Repeat the LDA analysis from Q5 but using all tissue types. Use the following code to create your dataset:

data("tissue\_gene\_expression")  
   
# set.seed(1993) # if using R 3.5 or earlier  
set.seed(1993, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1993, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

y <- tissue\_gene\_expression$y  
x <- tissue\_gene\_expression$x  
x <- x[, sample(ncol(x), 10)]

What is the accuracy using LDA?

fit\_lda <- train(x, y, method = "lda", preProcess = c("center"))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit\_lda$results["Accuracy"]

## Accuracy  
## 1 0.797657

# Section 5 - Classification with More than Two Classes and the Caret Package

In the **Classification with More than Two Classes and the Caret Package** section, you will learn how to overcome the curse of dimensionality using methods that adapt to higher dimensions and how to use the caret package to implement many different machine learning algorithms.

After completing this section, you will be able to:

* Use **classification and regression trees**.
* Use **classification (decision) trees**.
* Apply **random forests** to address the shortcomings of decision trees.
* Use the **caret** package to implement a variety of machine learning algorithms.

This section has three parts: **classification with more than two classes, caret package**, and a **set of exercises** on the Titanic.

## Trees Motivation

There is a link to the relevant section of the textbook: [The curse of dimensionality](https://rafalab.github.io/dsbook/examples-of-algorithms.html#the-curse-of-dimensionality)

**Key points**

* LDA and QDA are not **meant to be used with many predictors**  because the number of parameters needed to be estimated becomes too large.
* **Curse of dimensionality:** For kernel methods such as kNN or local regression, when they have multiple predictors used, the span/neighborhood/window made to include a given percentage of the data become large. With larger neighborhoods, our methods lose flexibility. The dimension here refers to the fact that when we have predictors, the distance between two observations is computed in -dimensional space.

## Classification and Regression Trees (CART)

There is a link to the relevant sections of the textbook: [CART motivation](https://rafalab.github.io/dsbook/examples-of-algorithms.html#cart-motivation) and [Regression trees](https://rafalab.github.io/dsbook/examples-of-algorithms.html#regression-trees)

**Key points**

* A tree is basically a **flow chart of yes or no questions**. The general idea of the methods we are describing is to define an algorithm that uses data to create these trees with predictions at the ends, referred to as nodes.
* When the outcome is continuous, we call the decision tree method a **regression tree**.
* Regression and decision trees operate by predicting an outcome variable by **partitioning the predictors**.
* The general idea here is to **build a decision tree** and, at end of each node, obtain a predictor . Mathematically, we are **partitioning the predictor space** into non-overlapping regions, , , …, and then for any predictor that falls within region , estimate with the average of the training observations for which the associated predictor in also in .
* To pick and its value , we find the pair that **minimizes the residual sum of squares (RSS)**:
* To fit the regression tree model, we can use the rpart() function in the **rpart** package.
* Two common parameters used for partition decision are the **complexity parameter** (cp) and the **minimum number of observations required in a partition** before partitioning it further (minsplit in the **rpart** package).
* If we already have a tree and want to apply a higher cp value, we can use the prune() function. We call this pruning a tree because we are snipping off partitions that do not meet a cp criterion.

*Code*

# Load data  
data("olive")  
olive %>% as\_tibble()

## # A tibble: 572 x 10  
## region area palmitic palmitoleic stearic oleic linoleic linolenic arachidic  
## <fct> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Southe~ Nort~ 10.8 0.75 2.26 78.2 6.72 0.36 0.6   
## 2 Southe~ Nort~ 10.9 0.73 2.24 77.1 7.81 0.31 0.61  
## 3 Southe~ Nort~ 9.11 0.54 2.46 81.1 5.49 0.31 0.63  
## 4 Southe~ Nort~ 9.66 0.570 2.4 79.5 6.19 0.5 0.78  
## 5 Southe~ Nort~ 10.5 0.67 2.59 77.7 6.72 0.5 0.8   
## 6 Southe~ Nort~ 9.11 0.49 2.68 79.2 6.78 0.51 0.7   
## 7 Southe~ Nort~ 9.22 0.66 2.64 79.9 6.18 0.49 0.56  
## 8 Southe~ Nort~ 11 0.61 2.35 77.3 7.34 0.39 0.64  
## 9 Southe~ Nort~ 10.8 0.6 2.39 77.4 7.09 0.46 0.83  
## 10 Southe~ Nort~ 10.4 0.55 2.13 79.4 6.33 0.26 0.52  
## # ... with 562 more rows, and 1 more variable: eicosenoic <dbl>

table(olive$region)

##   
## Northern Italy Sardinia Southern Italy   
## 151 98 323

olive <- dplyr::select(olive, -area)  
  
# Predict region using KNN  
fit <- train(region ~ ., method = "knn",   
 tuneGrid = data.frame(k = seq(1, 15, 2)),   
 data = olive)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit)
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# Plot distribution of each predictor stratified by region  
olive %>% gather(fatty\_acid, percentage, -region) %>%  
 ggplot(aes(region, percentage, fill = region)) +  
 geom\_boxplot() +  
 facet\_wrap(~fatty\_acid, scales = "free") +  
 theme(axis.text.x = element\_blank())
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# plot values for eicosenoic and linoleic  
p <- olive %>%   
 ggplot(aes(eicosenoic, linoleic, color = region)) +   
 geom\_point()  
p + geom\_vline(xintercept = 0.065, lty = 2) +   
 geom\_segment(x = -0.2, y = 10.54, xend = 0.065, yend = 10.54, color = "black", lty = 2)
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# load data for regression tree  
data("polls\_2008")  
qplot(day, margin, data = polls\_2008)
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if(!require(rpart)) install.packages("rpart")

## Loading required package: rpart

library(rpart)  
fit <- rpart(margin ~ ., data = polls\_2008)  
  
# visualize the splits   
plot(fit, margin = 0.1)  
text(fit, cex = 0.75)
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polls\_2008 %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(day, margin)) +  
 geom\_step(aes(day, y\_hat), col="red")
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# change parameters  
fit <- rpart(margin ~ ., data = polls\_2008, control = rpart.control(cp = 0, minsplit = 2))  
polls\_2008 %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(day, margin)) +  
 geom\_step(aes(day, y\_hat), col="red")
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# use cross validation to choose cp  
train\_rpart <- train(margin ~ ., method = "rpart", tuneGrid = data.frame(cp = seq(0, 0.05, len = 25)), data = polls\_2008)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_rpart)
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# access the final model and plot it  
plot(train\_rpart$finalModel, margin = 0.1)  
text(train\_rpart$finalModel, cex = 0.75)
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polls\_2008 %>%   
 mutate(y\_hat = predict(train\_rpart)) %>%   
 ggplot() +  
 geom\_point(aes(day, margin)) +  
 geom\_step(aes(day, y\_hat), col="red")
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# prune the tree   
pruned\_fit <- prune(fit, cp = 0.01)

## Classification (Decision) Trees

There is a link to the relevant section of the textbook: [Classification (decision) trees](https://rafalab.github.io/dsbook/examples-of-algorithms.html#classification-decision-trees)

**Key points**

* **Classification trees**, or decision trees, are used in prediction problems where the **outcome is categorical**.
* Decision trees form predictions by calculating **which class is the most common** among the training set observations within the partition, rather than taking the average in each partition.
* Two of the more popular metrics to choose the partitions are the **Gini index** and **entropy**.
* Pros: Classification trees are highly interpretable and easy to visualize.They can model human decision processes and don’t require use of dummy predictors for categorical variables.
* Cons: The approach via recursive partitioning can easily over-train and is therefore a bit harder to train than. Furthermore, in terms of accuracy, it is rarely the best performing method since it is not very flexible and is highly unstable to changes in training data.

*Code*

# fit a classification tree and plot it  
train\_rpart <- train(y ~ .,  
 method = "rpart",  
 tuneGrid = data.frame(cp = seq(0.0, 0.1, len = 25)),  
 data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

plot(train\_rpart)
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# compute accuracy  
confusionMatrix(predict(train\_rpart, mnist\_27$test), mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.82

## Random Forests

There is a link to the relevant section of the textbook: [Random forests](https://rafalab.github.io/dsbook/examples-of-algorithms.html#random-forests)

**Key points**

* **Random forests** are a very popular machine learning approach that addresses the shortcomings of decision trees. The goal is to improve prediction performance and reduce instability by **averaging multiple decision trees** (a forest of trees constructed with randomness).
* The general idea of random forests is to generate many predictors, each using regression or classification trees, and then **forming a final prediction based on the average prediction of all these trees**. To assure that the individual trees are not the same, we use the **bootstrap to induce randomness**.
* A **disadvantage** of random forests is that we **lose interpretability**.
* An approach that helps with interpretability is to examine **variable importance**. To define variable importance we **count how often a predictor is used in the individual trees**. The **caret** package includes the function varImp that extracts variable importance from any model in which the calculation is implemented.

*Code*

if(!require(randomForest)) install.packages("randomForest")

## Loading required package: randomForest

## Warning: package 'randomForest' was built under R version 3.6.3

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:gridExtra':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

if(!require(Rborist)) install.packages("Rborist")

## Loading required package: Rborist

## Warning: package 'Rborist' was built under R version 3.6.3

## Rborist 0.2-3

## Type RboristNews() to see new features/changes/bug fixes.

library(randomForest)  
fit <- randomForest(margin~., data = polls\_2008)   
plot(fit)

![](data:image/png;base64,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)

polls\_2008 %>%  
 mutate(y\_hat = predict(fit, newdata = polls\_2008)) %>%   
 ggplot() +  
 geom\_point(aes(day, margin)) +  
 geom\_line(aes(day, y\_hat), col="red")
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train\_rf <- randomForest(y ~ ., data=mnist\_27$train)  
confusionMatrix(predict(train\_rf, mnist\_27$test), mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.785

# use cross validation to choose parameter  
train\_rf\_2 <- train(y ~ .,  
 method = "Rborist",  
 tuneGrid = data.frame(predFixed = 2, minNode = c(3, 50)),  
 data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

confusionMatrix(predict(train\_rf\_2, mnist\_27$test), mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.8

## Comprehension Check - Trees and Random Forests

1. Create a simple dataset where the outcome grows 0.75 units on average for every increase in a predictor, using this code:

n <- 1000  
sigma <- 0.25  
# set.seed(1) # if using R 3.5 or ealier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

x <- rnorm(n, 0, 1)  
y <- 0.75 \* x + rnorm(n, 0, sigma)  
dat <- data.frame(x = x, y = y)

Which code correctly uses rpart() to fit a regression tree and saves the result to fit?

* ☐ A. fit <- rpart(y ~ .)
* ☐ B. fit <- rpart(y, ., data = dat)
* ☐ C. fit <- rpart(x ~ ., data = dat)
* ☒ D. fit <- rpart(y ~ ., data = dat)

1. Which of the following plots has the same tree shape obtained in Q1?

fit <- rpart(y ~ ., data = dat)  
plot(fit)  
text(fit)
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* ☐ A.
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* ☐ B.
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1. Below is most of the code to make a scatter plot of y versus x along with the predicted values based on the fit.

dat %>%   
mutate(y\_hat = predict(fit)) %>%   
ggplot() +  
geom\_point(aes(x, y)) +  
#BLANK

Which line of code should be used to replace #BLANK in the code above?

dat %>%   
mutate(y\_hat = predict(fit)) %>%   
ggplot() +  
geom\_point(aes(x, y)) +  
geom\_step(aes(x, y\_hat), col=2)
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* ☒ A. geom\_step(aes(x, y\_hat), col=2)
* ☐ B. geom\_smooth(aes(y\_hat, x), col=2)
* ☐ C. geom\_quantile(aes(x, y\_hat), col=2)
* ☐ D. geom\_step(aes(y\_hat, x), col=2)

1. Now run Random Forests instead of a regression tree using randomForest() from the **randomForest** package, and remake the scatterplot with the prediction line. Part of the code is provided for you below.

library(randomForest)  
fit <- #BLANK   
dat %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(x, y)) +  
 geom\_step(aes(x, y\_hat), col = "red")

What code should replace #BLANK in the provided code?

library(randomForest)  
fit <- randomForest(y ~ x, data = dat)   
dat %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(x, y)) +  
 geom\_step(aes(x, y\_hat), col = "red")
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* ☒ A. randomForest(y ~ x, data = dat)
* ☐ B. randomForest(x ~ y, data = dat)
* ☐ C. randomForest(y ~ x, data = data)
* ☐ D. randomForest(x ~ y)

1. Use the plot() function to see if the Random Forest from Q4 has converged or if we need more trees.

Which of these graphs is most similar to the one produced by plotting the random forest? Note that there may be slight differences due to the seed not being set.

plot(fit)
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* ☐ A.
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* ☐ B.
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* ☐ D.
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1. It seems that the default values for the Random Forest result in an estimate that is too flexible (unsmooth). Re-run the Random Forest but this time with a node size of 50 and a maximum of 25 nodes. Remake the plot.

Part of the code is provided for you below.

library(randomForest)  
fit <- #BLANK  
dat %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(x, y)) +  
 geom\_step(aes(x, y\_hat), col = "red")

What code should replace #BLANK in the provided code?

library(randomForest)  
fit <- randomForest(y ~ x, data = dat, nodesize = 50, maxnodes = 25)  
dat %>%   
 mutate(y\_hat = predict(fit)) %>%   
 ggplot() +  
 geom\_point(aes(x, y)) +  
 geom\_step(aes(x, y\_hat), col = "red")
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* ☐ A. randomForest(y ~ x, data = dat, nodesize = 25, maxnodes = 25)
* ☐ B. randomForest(y ~ x, data = dat, nodes = 50, max = 25)
* ☐ C. randomForest(x ~ y, data = dat, nodes = 50, max = 25)
* ☒ D. randomForest(y ~ x, data = dat, nodesize = 50, maxnodes = 25)
* ☐ E. randomForest(x ~ y, data = dat, nodesize = 50, maxnodes = 25)

## Caret Package

There is a link to the relevant section of the textbook: [The caret package](https://rafalab.github.io/dsbook/caret.html)

**Caret package links**

<http://topepo.github.io/caret/available-models.html>

<http://topepo.github.io/caret/train-models-by-tag.html>

**Key points**

* The **caret** package helps provides a uniform interface and standardized syntax for the many different machine learning packages in R. Note that **caret** does not automatically install the packages needed.

*Code*

data("mnist\_27")  
  
train\_glm <- train(y ~ ., method = "glm", data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_knn <- train(y ~ ., method = "knn", data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

y\_hat\_glm <- predict(train\_glm, mnist\_27$test, type = "raw")  
y\_hat\_knn <- predict(train\_knn, mnist\_27$test, type = "raw")  
  
confusionMatrix(y\_hat\_glm, mnist\_27$test$y)$overall[["Accuracy"]]

## [1] 0.75

confusionMatrix(y\_hat\_knn, mnist\_27$test$y)$overall[["Accuracy"]]

## [1] 0.84

## Tuning Parameters with Caret

There is a link to the relevant section of the textbook: [Cross validation](https://rafalab.github.io/dsbook/caret.html#caret-cv)

**Key points**

* The train() function automatically uses cross-validation to decide among a few default values of a tuning parameter.
* The getModelInfo() and modelLookup() functions can be used to learn more about a model and the parameters that can be optimized.
* We can use the tunegrid() parameter in the train() function to select a grid of values to be compared.
* The trControl parameter and trainControl() function can be used to change the way cross-validation is performed.
* Note that **not all parameters in machine learning algorithms are tuned**. We use the train() function to only optimize parameters that are tunable.

*Code*

getModelInfo("knn")

## $kknn  
## $kknn$label  
## [1] "k-Nearest Neighbors"  
##   
## $kknn$library  
## [1] "kknn"  
##   
## $kknn$loop  
## NULL  
##   
## $kknn$type  
## [1] "Regression" "Classification"  
##   
## $kknn$parameters  
## parameter class label  
## 1 kmax numeric Max. #Neighbors  
## 2 distance numeric Distance  
## 3 kernel character Kernel  
##   
## $kknn$grid  
## function (x, y, len = NULL, search = "grid")   
## {  
## if (search == "grid") {  
## out <- data.frame(kmax = (5:((2 \* len) + 4))[(5:((2 \*   
## len) + 4))%%2 > 0], distance = 2, kernel = "optimal")  
## }  
## else {  
## by\_val <- if (is.factor(y))   
## length(levels(y))  
## else 1  
## kerns <- c("rectangular", "triangular", "epanechnikov",   
## "biweight", "triweight", "cos", "inv", "gaussian")  
## out <- data.frame(kmax = sample(seq(1, floor(nrow(x)/3),   
## by = by\_val), size = len, replace = TRUE), distance = runif(len,   
## min = 0, max = 3), kernel = sample(kerns, size = len,   
## replace = TRUE))  
## }  
## out  
## }  
##   
## $kknn$fit  
## function (x, y, wts, param, lev, last, classProbs, ...)   
## {  
## dat <- if (is.data.frame(x))   
## x  
## else as.data.frame(x, stringsAsFactors = TRUE)  
## dat$.outcome <- y  
## kknn::train.kknn(.outcome ~ ., data = dat, kmax = param$kmax,   
## distance = param$distance, kernel = as.character(param$kernel),   
## ...)  
## }  
##   
## $kknn$predict  
## function (modelFit, newdata, submodels = NULL)   
## {  
## if (!is.data.frame(newdata))   
## newdata <- as.data.frame(newdata, stringsAsFactors = TRUE)  
## predict(modelFit, newdata)  
## }  
##   
## $kknn$levels  
## function (x)   
## x$obsLevels  
##   
## $kknn$tags  
## [1] "Prototype Models"  
##   
## $kknn$prob  
## function (modelFit, newdata, submodels = NULL)   
## {  
## if (!is.data.frame(newdata))   
## newdata <- as.data.frame(newdata, stringsAsFactors = TRUE)  
## predict(modelFit, newdata, type = "prob")  
## }  
##   
## $kknn$sort  
## function (x)   
## x[order(-x[, 1]), ]  
##   
##   
## $knn  
## $knn$label  
## [1] "k-Nearest Neighbors"  
##   
## $knn$library  
## NULL  
##   
## $knn$loop  
## NULL  
##   
## $knn$type  
## [1] "Classification" "Regression"   
##   
## $knn$parameters  
## parameter class label  
## 1 k numeric #Neighbors  
##   
## $knn$grid  
## function (x, y, len = NULL, search = "grid")   
## {  
## if (search == "grid") {  
## out <- data.frame(k = (5:((2 \* len) + 4))[(5:((2 \* len) +   
## 4))%%2 > 0])  
## }  
## else {  
## by\_val <- if (is.factor(y))   
## length(levels(y))  
## else 1  
## out <- data.frame(k = sample(seq(1, floor(nrow(x)/3),   
## by = by\_val), size = len, replace = TRUE))  
## }  
## }  
##   
## $knn$fit  
## function (x, y, wts, param, lev, last, classProbs, ...)   
## {  
## if (is.factor(y)) {  
## knn3(as.matrix(x), y, k = param$k, ...)  
## }  
## else {  
## knnreg(as.matrix(x), y, k = param$k, ...)  
## }  
## }  
##   
## $knn$predict  
## function (modelFit, newdata, submodels = NULL)   
## {  
## if (modelFit$problemType == "Classification") {  
## out <- predict(modelFit, newdata, type = "class")  
## }  
## else {  
## out <- predict(modelFit, newdata)  
## }  
## out  
## }  
##   
## $knn$predictors  
## function (x, ...)   
## colnames(x$learn$X)  
##   
## $knn$tags  
## [1] "Prototype Models"  
##   
## $knn$prob  
## function (modelFit, newdata, submodels = NULL)   
## predict(modelFit, newdata, type = "prob")  
##   
## $knn$levels  
## function (x)   
## levels(x$learn$y)  
##   
## $knn$sort  
## function (x)   
## x[order(-x[, 1]), ]

modelLookup("knn")

## model parameter label forReg forClass probModel  
## 1 knn k #Neighbors TRUE TRUE TRUE

train\_knn <- train(y ~ ., method = "knn", data = mnist\_27$train)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_knn, highlight = TRUE)

![](data:image/png;base64,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)

train\_knn <- train(y ~ ., method = "knn",   
 data = mnist\_27$train,  
 tuneGrid = data.frame(k = seq(9, 71, 2)))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_knn, highlight = TRUE)
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train\_knn$bestTune

## k  
## 12 31

train\_knn$finalModel

## 31-nearest neighbor model  
## Training set outcome distribution:  
##   
## 2 7   
## 379 421

confusionMatrix(predict(train\_knn, mnist\_27$test, type = "raw"),  
 mnist\_27$test$y)$overall["Accuracy"]

## Accuracy   
## 0.845

control <- trainControl(method = "cv", number = 10, p = .9)  
train\_knn\_cv <- train(y ~ ., method = "knn",   
 data = mnist\_27$train,  
 tuneGrid = data.frame(k = seq(9, 71, 2)),  
 trControl = control)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_knn\_cv, highlight = TRUE)
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train\_knn$results %>%   
 ggplot(aes(x = k, y = Accuracy)) +  
 geom\_line() +  
 geom\_point() +  
 geom\_errorbar(aes(x = k,   
 ymin = Accuracy - AccuracySD,  
 ymax = Accuracy + AccuracySD))
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plot\_cond\_prob <- function(p\_hat=NULL){  
 tmp <- mnist\_27$true\_p  
 if(!is.null(p\_hat)){  
 tmp <- mutate(tmp, p=p\_hat)  
 }  
 tmp %>% ggplot(aes(x\_1, x\_2, z=p, fill=p)) +  
 geom\_raster(show.legend = FALSE) +  
 scale\_fill\_gradientn(colors=c("#F8766D","white","#00BFC4")) +  
 stat\_contour(breaks=c(0.5),color="black")  
}  
  
plot\_cond\_prob(predict(train\_knn, mnist\_27$true\_p, type = "prob")[,2])
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if(!require(gam)) install.packages("gam")

## Loading required package: gam

## Loading required package: splines

## Loading required package: foreach

## Warning: package 'foreach' was built under R version 3.6.3

##   
## Attaching package: 'foreach'

## The following objects are masked from 'package:purrr':  
##   
## accumulate, when

## Loaded gam 1.20

modelLookup("gamLoess")

## model parameter label forReg forClass probModel  
## 1 gamLoess span Span TRUE TRUE TRUE  
## 2 gamLoess degree Degree TRUE TRUE TRUE

grid <- expand.grid(span = seq(0.15, 0.65, len = 10), degree = 1)  
  
train\_loess <- train(y ~ .,   
 method = "gamLoess",  
 tuneGrid=grid,  
 data = mnist\_27$train)  
ggplot(train\_loess, highlight = TRUE)  
  
confusionMatrix(data = predict(train\_loess, mnist\_27$test),   
 reference = mnist\_27$test$y)$overall["Accuracy"]  
  
p1 <- plot\_cond\_prob(predict(train\_loess, mnist\_27$true\_p, type = "prob")[,2])  
p1

## Comprehension Check - Caret Package

1. Load the **rpart** package and then use the caret::train() function with method = "rpart" to fit a classification tree to the tissue\_gene\_expression dataset. Try out cp values of seq(0, 0.1, 0.01). Plot the accuracies to report the results of the best model. Set the seed to 1991.

Which value of cp gives the highest accuracy? 0

set.seed(1991, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1991, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

data("tissue\_gene\_expression")  
   
fit <- with(tissue\_gene\_expression,   
 train(x, y, method = "rpart",  
 tuneGrid = data.frame(cp = seq(0, 0.1, 0.01))))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit)
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1. Note that there are only 6 placentas in the dataset. By default, rpart requires 20 observations before splitting a node. That means that it is difficult to have a node in which placentas are the majority. Rerun the analysis you did in Q1 with caret::train(), but this time with method = "rpart" and allow it to split any node by using the argument control = rpart.control(minsplit = 0). Look at the confusion matrix again to determine whether the accuracy increases. Again, set the seed to 1991.

What is the accuracy now?

# set.seed(1991) # if using R 3.5 or earlier  
set.seed(1991, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1991, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

fit\_rpart <- with(tissue\_gene\_expression,   
 train(x, y, method = "rpart",  
 tuneGrid = data.frame(cp = seq(0, 0.10, 0.01)),  
 control = rpart.control(minsplit = 0)))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit\_rpart)
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confusionMatrix(fit\_rpart)

## Bootstrapped (25 reps) Confusion Matrix   
##   
## (entries are percentual average cell counts across resamples)  
##   
## Reference  
## Prediction cerebellum colon endometrium hippocampus kidney liver placenta  
## cerebellum 18.8 0.1 0.3 1.1 0.0 0.0 0.1  
## colon 0.1 18.3 0.1 0.0 0.0 0.1 0.0  
## endometrium 0.1 0.3 5.4 0.3 0.7 0.0 0.5  
## hippocampus 0.3 0.0 0.0 15.2 0.1 0.1 0.1  
## kidney 0.5 0.2 1.3 0.1 18.7 0.9 0.5  
## liver 0.0 0.1 0.2 0.1 0.3 12.8 0.1  
## placenta 0.1 0.1 0.2 0.1 0.6 0.0 1.5  
##   
## Accuracy (average) : 0.9067

1. Plot the tree from the best fitting model of the analysis you ran in Q2.

Which gene is at the first split?

plot(fit\_rpart$finalModel)  
text(fit\_rpart$finalModel)
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* ☐ A. B3GNT4
* ☐ B. CAPN3
* ☐ C. CES2
* ☐ D. CFHR4
* ☐ E. CLIP3
* ☒ F. GPA33
* ☐ G. HRH1

1. We can see that with just seven genes, we are able to predict the tissue type. Now let’s see if we can predict the tissue type with even fewer genes using a Random Forest. Use the train() function and the rf method to train a Random Forest model and save it to an object called fit. Try out values of mtry ranging from seq(50, 200, 25) (you can also explore other values on your own). What mtry value maximizes accuracy? To permit small nodesize to grow as we did with the classification trees, use the following argument: nodesize = 1.

Note: This exercise will take some time to run. If you want to test out your code first, try using smaller values with ntree. Set the seed to 1991 again.

What value of mtry maximizes accuracy? 100

# set.seed(1991) # if using R 3.5 or earlier  
set.seed(1991, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1991, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

library(randomForest)  
fit <- with(tissue\_gene\_expression,   
 train(x, y, method = "rf",   
 nodesize = 1,  
 tuneGrid = data.frame(mtry = seq(50, 200, 25))))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(fit)

![](data:image/png;base64,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)

1. Use the function varImp() on the output of train() and save it to an object called imp:

imp <- #BLANK  
imp

What should replace #BLANK in the code above?

imp <- varImp(fit)  
imp

## rf variable importance  
##   
## only 20 most important variables shown (out of 500)  
##   
## Overall  
## GPA33 100.00  
## KIF2C 77.89  
## CLIP3 62.75  
## BIN1 61.27  
## GPM6B 50.04  
## COLGALT2 48.04  
## FCN3 46.76  
## CEP55 46.25  
## TCN2 46.19  
## GTF2IRD1 44.08  
## DOCK4 42.49  
## TFR2 42.48  
## SHANK2 41.22  
## KCTD2 39.63  
## CYP4F11 38.01  
## H2AFY 36.04  
## CFHR4 33.88  
## GALNT11 33.57  
## RARRES2 33.06  
## AP3B2 32.84

1. The rpart() model we ran above in Q2 produced a tree that used just seven predictors. Extracting the predictor names is not straightforward, but can be done. If the output of the call to train was fit\_rpart, we can extract the names like this: 1/1 point (graded)

tree\_terms <- as.character(unique(fit\_rpart$finalModel$frame$var[!(fit\_rpart$finalModel$frame$var == "<leaf>")]))  
tree\_terms

## [1] "GPA33" "CLIP3" "CAPN3" "CFHR4" "CES2" "HRH1" "B3GNT4"

Calculate the variable importance in the Random Forest call from Q4 for these seven predictors and examine where they rank.

What is the importance of the CFHR4 gene in the Random Forest call? 35.0

What is the rank of the CFHR4 gene in the Random Forest call? 7

data\_frame(term = rownames(imp$importance),   
 importance = imp$importance$Overall) %>%  
mutate(rank = rank(-importance)) %>% arrange(desc(importance)) %>%  
filter(term %in% tree\_terms)

## # A tibble: 7 x 3  
## term importance rank  
## <chr> <dbl> <dbl>  
## 1 GPA33 100 1  
## 2 CLIP3 62.7 3  
## 3 CFHR4 33.9 17  
## 4 CAPN3 27.3 30  
## 5 CES2 20.1 37  
## 6 HRH1 1.40 198  
## 7 B3GNT4 0.385 340

## Titanic Exercises - Part 1

These exercises cover everything you have learned in this course so far. You will use the background information to provided to train a number of different types of models on this dataset.

**Background**

The Titanic was a British ocean liner that struck an iceberg and sunk on its maiden voyage in 1912 from the United Kingdom to New York. More than 1,500 of the estimated 2,224 passengers and crew died in the accident, making this one of the largest maritime disasters ever outside of war. The ship carried a wide range of passengers of all ages and both genders, from luxury travelers in first-class to immigrants in the lower classes. However, not all passengers were equally likely to survive the accident. You will use real data about a selection of 891 passengers to predict which passengers survived.

if(!require(titanic)) install.packages("titanic")

## Loading required package: titanic

## Warning: package 'titanic' was built under R version 3.6.3

library(titanic) # loads titanic\_train data frame  
  
# 3 significant digits  
options(digits = 3)  
  
# clean the data - `titanic\_train` is loaded with the titanic package  
titanic\_clean <- titanic\_train %>%  
 mutate(Survived = factor(Survived),  
 Embarked = factor(Embarked),  
 Age = ifelse(is.na(Age), median(Age, na.rm = TRUE), Age), # NA age to median age  
 FamilySize = SibSp + Parch + 1) %>% # count family members  
 dplyr::select(Survived, Sex, Pclass, Age, Fare, SibSp, Parch, FamilySize, Embarked)

1. Training and test sets

Split titanic\_clean into test and training sets - after running the setup code, it should have 891 rows and 9 variables.

Set the seed to 42, then use the **caret** package to create a 20% data partition based on the Survived column. Assign the 20% partition to test\_set and the remaining 80% partition to train\_set.

How many observations are in the training set?

#set.seed(42) # if using R 3.5 or earlier  
set.seed(42, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(42, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

test\_index <- createDataPartition(titanic\_clean$Survived, times = 1, p = 0.2, list = FALSE) # create a 20% test set  
test\_set <- titanic\_clean[test\_index,]  
train\_set <- titanic\_clean[-test\_index,]  
  
nrow(train\_set)

## [1] 712

How many observations are in the test set?

nrow(test\_set)

## [1] 179

What proportion of individuals in the training set survived?

mean(train\_set$Survived == 1)

## [1] 0.383

1. Baseline prediction by guessing the outcome

The simplest prediction method is randomly guessing the outcome without using additional predictors. These methods will help us determine whether our machine learning algorithm performs better than chance. How accurate are two methods of guessing Titanic passenger survival?

Set the seed to 3. For each individual in the test set, randomly guess whether that person survived or not by sampling from the vector c(0,1) (Note: use the default argument setting of prob from the sample function).

What is the accuracy of this guessing method?

#set.seed(3)  
set.seed(3, sample.kind = "Rounding")

## Warning in set.seed(3, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

# guess with equal probability of survival  
guess <- sample(c(0,1), nrow(test\_set), replace = TRUE)  
mean(guess == test\_set$Survived)

## [1] 0.475

3a. Predicting survival by sex

Use the training set to determine whether members of a given sex were more likely to survive or die. Apply this insight to generate survival predictions on the test set.

What proportion of training set females survived?

train\_set %>%  
 group\_by(Sex) %>%  
 summarize(Survived = mean(Survived == 1)) %>%  
 filter(Sex == "female") %>%  
 pull(Survived)

## [1] 0.731

What proportion of training set males survived?

train\_set %>%  
 group\_by(Sex) %>%  
 summarize(Survived = mean(Survived == 1)) %>%  
 filter(Sex == "male") %>%  
 pull(Survived)

## [1] 0.197

3b. Predicting survival by sex

Predict survival using sex on the test set: if the survival rate for a sex is over 0.5, predict survival for all individuals of that sex, and predict death if the survival rate for a sex is under 0.5.

What is the accuracy of this sex-based prediction method on the test set?

sex\_model <- ifelse(test\_set$Sex == "female", 1, 0) # predict Survived=1 if female, 0 if male  
mean(sex\_model == test\_set$Survived) # calculate accuracy

## [1] 0.821

4a. Predicting survival by passenger class

In the training set, which class(es) (Pclass) were passengers more likely to survive than die?

train\_set %>%  
 group\_by(Pclass) %>%  
 summarize(Survived = mean(Survived == 1))

## # A tibble: 3 x 2  
## Pclass Survived  
## <int> <dbl>  
## 1 1 0.619  
## 2 2 0.5   
## 3 3 0.242

Select ALL that apply.

* ☒ A. 1
* ☐ B. 2
* ☐ C. 3

4b. Predicting survival by passenger class

Predict survival using passenger class on the test set: predict survival if the survival rate for a class is over 0.5, otherwise predict death.

What is the accuracy of this class-based prediction method on the test set?

class\_model <- ifelse(test\_set$Pclass == 1, 1, 0) # predict survival only if first class  
mean(class\_model == test\_set$Survived) # calculate accuracy

## [1] 0.704

4c. Predicting survival by passenger class

Use the training set to group passengers by both sex and passenger class.

Which sex and class combinations were more likely to survive than die?

train\_set %>%  
 group\_by(Sex, Pclass) %>%  
 summarize(Survived = mean(Survived == 1)) %>%  
 filter(Survived > 0.5)

## `summarise()` has grouped output by 'Sex'. You can override using the `.groups` argument.

## # A tibble: 2 x 3  
## # Groups: Sex [1]  
## Sex Pclass Survived  
## <chr> <int> <dbl>  
## 1 female 1 0.957  
## 2 female 2 0.919

Select ALL that apply.

* ☒ A. female 1st class
* ☒ B. female 2nd class
* ☐ C. female 3rd class
* ☐ D. male 1st class
* ☐ E. male 2nd class
* ☐ F. male 3rd class

4d. Predicting survival by passenger class

Predict survival using both sex and passenger class on the test set. Predict survival if the survival rate for a sex/class combination is over 0.5, otherwise predict death.

What is the accuracy of this sex- and class-based prediction method on the test set?

sex\_class\_model <- ifelse(test\_set$Sex == "female" & test\_set$Pclass != 3, 1, 0)  
mean(sex\_class\_model == test\_set$Survived)

## [1] 0.821

5a. Confusion matrix

Use the confusionMatrix() function to create confusion matrices for the sex model, class model, and combined sex and class model. You will need to convert predictions and survival status to factors to use this function.

confusionMatrix(data = factor(sex\_model), reference = factor(test\_set$Survived))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 96 18  
## 1 14 51  
##   
## Accuracy : 0.821   
## 95% CI : (0.757, 0.874)  
## No Information Rate : 0.615   
## P-Value [Acc > NIR] : 1.72e-09   
##   
## Kappa : 0.619   
##   
## Mcnemar's Test P-Value : 0.596   
##   
## Sensitivity : 0.873   
## Specificity : 0.739   
## Pos Pred Value : 0.842   
## Neg Pred Value : 0.785   
## Prevalence : 0.615   
## Detection Rate : 0.536   
## Detection Prevalence : 0.637   
## Balanced Accuracy : 0.806   
##   
## 'Positive' Class : 0   
##

confusionMatrix(data = factor(class\_model), reference = factor(test\_set$Survived))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 94 37  
## 1 16 32  
##   
## Accuracy : 0.704   
## 95% CI : (0.631, 0.77)  
## No Information Rate : 0.615   
## P-Value [Acc > NIR] : 0.00788   
##   
## Kappa : 0.337   
##   
## Mcnemar's Test P-Value : 0.00601   
##   
## Sensitivity : 0.855   
## Specificity : 0.464   
## Pos Pred Value : 0.718   
## Neg Pred Value : 0.667   
## Prevalence : 0.615   
## Detection Rate : 0.525   
## Detection Prevalence : 0.732   
## Balanced Accuracy : 0.659   
##   
## 'Positive' Class : 0   
##

confusionMatrix(data = factor(sex\_class\_model), reference = factor(test\_set$Survived))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 109 31  
## 1 1 38  
##   
## Accuracy : 0.821   
## 95% CI : (0.757, 0.874)  
## No Information Rate : 0.615   
## P-Value [Acc > NIR] : 1.72e-09   
##   
## Kappa : 0.589   
##   
## Mcnemar's Test P-Value : 2.95e-07   
##   
## Sensitivity : 0.991   
## Specificity : 0.551   
## Pos Pred Value : 0.779   
## Neg Pred Value : 0.974   
## Prevalence : 0.615   
## Detection Rate : 0.609   
## Detection Prevalence : 0.782   
## Balanced Accuracy : 0.771   
##   
## 'Positive' Class : 0   
##

What is the “positive” class used to calculate confusion matrix metrics?

* ☒ A. 0
* ☐ B. 1

Which model has the highest sensitivity?

* ☐ A. sex only
* ☐ B. class only
* ☒ C. sex and class combined

Which model has the highest specificity?

* ☒ A. sex only
* ☐ B. class only
* ☐ C. sex and class combined

Which model has the highest balanced accuracy?

* ☒ A. sex only
* ☐ B. class only
* ☐ C. sex and class combined

5b. Confusion matrix

What is the maximum value of balanced accuracy? 0.806

1. F1 scores

Use the F\_meas() function to calculate scores for the sex model, class model, and combined sex and class model. You will need to convert predictions to factors to use this function.

Which model has the highest score?

F\_meas(data = factor(sex\_model), reference = test\_set$Survived)

## [1] 0.857

F\_meas(data = factor(class\_model), reference = test\_set$Survived)

## [1] 0.78

F\_meas(data = factor(sex\_class\_model), reference = test\_set$Survived)

## [1] 0.872

* ☐ A. sex only
* ☐ B. class only
* ☒ C. sex and class combined

What is the maximum value of the score? 0.872

## Titanic Exercises - Part 2

1. Survival by fare - LDA and QDA

Set the seed to 1. Train a model using linear discriminant analysis (LDA) with the **caret** lda method using fare as the only predictor.

What is the accuracy on the test set for the LDA model?

#set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_lda <- train(Survived ~ Fare, method = "lda", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

lda\_preds <- predict(train\_lda, test\_set)  
mean(lda\_preds == test\_set$Survived)

## [1] 0.693

Set the seed to 1. Train a model using quadratic discriminant analysis (QDA) with the **caret** qda method using fare as the only predictor.

What is the accuracy on the test set for the QDA model?

#set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_qda <- train(Survived ~ Fare, method = "qda", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

qda\_preds <- predict(train\_qda, test\_set)  
mean(qda\_preds == test\_set$Survived)

## [1] 0.693

Note: when training models for Titanic Exercises Part 2, please use the S3 method for class formula rather than the default S3 method of **caret** train() (see ?caret::train for details).

1. Logistic regression models

Set the seed to 1. Train a logistic regression model with the **caret** glm method using age as the only predictor.

What is the accuracy of your model (using age as the only predictor) on the test set ?

#set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_glm\_age <- train(Survived ~ Age, method = "glm", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

glm\_preds\_age <- predict(train\_glm\_age, test\_set)  
mean(glm\_preds\_age == test\_set$Survived)

## [1] 0.615

Set the seed to 1. Train a logistic regression model with the **caret** glm method using four predictors: sex, class, fare, and age.

What is the accuracy of your model (using these four predictors) on the test set?

#set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_glm <- train(Survived ~ Sex + Pclass + Fare + Age, method = "glm", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

glm\_preds <- predict(train\_glm, test\_set)  
mean(glm\_preds == test\_set$Survived)

## [1] 0.849

Set the seed to 1. Train a logistic regression model with the **caret** glm method using all predictors. Ignore warnings about rank-deficient fit.

What is the accuracy of your model (using all predictors) on the test set?

#set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_glm\_all <- train(Survived ~ ., method = "glm", data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading  
  
## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
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## prediction from a rank-deficient fit may be misleading

glm\_all\_preds <- predict(train\_glm\_all, test\_set)

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

mean(glm\_all\_preds == test\_set$Survived)

## [1] 0.849

9a. kNN model

Set the seed to 6. Train a kNN model on the training set using the **caret** train function. Try tuning with k = seq(3, 51, 2).

What is the optimal value of the number of neighbors k?

#set.seed(6)  
set.seed(6, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(6, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_knn <- train(Survived ~ .,  
 method = "knn",  
 data = train\_set,  
 tuneGrid = data.frame(k = seq(3, 51, 2)))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_knn$bestTune

## k  
## 11 23

9b. kNN model

Plot the kNN model to investigate the relationship between the number of neighbors and accuracy on the training set.

Of these values of , which yields the highest accuracy?

ggplot(train\_knn)
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* ☐ A. 7
* ☒ B. 11
* ☐ C. 17
* ☐ D. 21

9c. kNN model

What is the accuracy of the kNN model on the test set?

knn\_preds <- predict(train\_knn, test\_set)  
mean(knn\_preds == test\_set$Survived)

## [1] 0.726

1. Cross-validation

Set the seed to 8 and train a new kNN model. Instead of the default training control, use 10-fold cross-validation where each partition consists of 10% of the total. Try tuning with k = seq(3, 51, 2).

What is the optimal value of k using cross-validation?

#set.seed(8)  
set.seed(8, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(8, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_knn\_cv <- train(Survived ~ .,  
 method = "knn",  
 data = train\_set,  
 tuneGrid = data.frame(k = seq(3, 51, 2)),  
 trControl = trainControl(method = "cv", number = 10, p = 0.9))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_knn\_cv$bestTune

## k  
## 2 5

What is the accuracy on the test set using the cross-validated kNN model?

knn\_cv\_preds <- predict(train\_knn\_cv, test\_set)  
mean(knn\_cv\_preds == test\_set$Survived)

## [1] 0.648

11a. Classification tree model

Set the seed to 10. Use **caret** to train a decision tree with the rpart method. Tune the complexity parameter with cp = seq(0, 0.05, 0.002).

What is the optimal value of the complexity parameter (cp)?

#set.seed(10)  
set.seed(10, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(10, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

train\_rpart <- train(Survived ~ .,   
 method = "rpart",  
 tuneGrid = data.frame(cp = seq(0, 0.05, 0.002)),  
 data = train\_set)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_rpart$bestTune

## cp  
## 15 0.028

What is the accuracy of the decision tree model on the test set?

rpart\_preds <- predict(train\_rpart, test\_set)  
mean(rpart\_preds == test\_set$Survived)

## [1] 0.838

11b. Classification tree model

Inspect the final model and plot the decision tree.

train\_rpart$finalModel # inspect final model

## n= 712   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 712 273 0 (0.6166 0.3834)   
## 2) Sexmale>=0.5 463 91 0 (0.8035 0.1965)   
## 4) Age>=3.5 449 80 0 (0.8218 0.1782) \*  
## 5) Age< 3.5 14 3 1 (0.2143 0.7857) \*  
## 3) Sexmale< 0.5 249 67 1 (0.2691 0.7309)   
## 6) Pclass>=2.5 118 59 0 (0.5000 0.5000)   
## 12) Fare>=23.4 24 3 0 (0.8750 0.1250) \*  
## 13) Fare< 23.4 94 38 1 (0.4043 0.5957) \*  
## 7) Pclass< 2.5 131 8 1 (0.0611 0.9389) \*

# make plot of decision tree  
plot(train\_rpart$finalModel, margin = 0.1)  
text(train\_rpart$finalModel)
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Which variables are used in the decision tree?

Select ALL that apply.

* ☐ A. Survived
* ☒ B. Sex
* ☒ C. Pclass
* ☒ D. Age
* ☒ E. Fare
* ☐ F. Parch
* ☐ G. Embarked

11c. Classification tree model

Using the decision rules generated by the final model, predict whether the following individuals would survive.

* A 28-year-old male would NOT survive
* A female in the second passenger class would survive
* A third-class female who paid a fare of $8 would survive
* A 5-year-old male with 4 siblings would NOT survive
* A third-class female who paid a fare of $25 would NOT survive
* A first-class 17-year-old female with 2 siblings would survive
* A first-class 17-year-old male with 2 siblings would NOT survive

1. Random forest model

Set the seed to 14. Use the **caret** train() function with the rf method to train a random forest. Test values of mtry = seq(1:7). Set ntree to 100.

What mtry value maximizes accuracy?

#set.seed(14)  
set.seed(14, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(14, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

train\_rf <- train(Survived ~ .,  
 data = train\_set,  
 method = "rf",  
 ntree = 100,  
 tuneGrid = data.frame(mtry = seq(1:7)))

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_rf$bestTune

## mtry  
## 3 3

What is the accuracy of the random forest model on the test set?

rf\_preds <- predict(train\_rf, test\_set)  
mean(rf\_preds == test\_set$Survived)

## [1] 0.86

Use varImp() on the random forest model object to determine the importance of various predictors to the random forest model.

What is the most important variable?

varImp(train\_rf) # first row

## rf variable importance  
##   
## Overall  
## Sexmale 100.000  
## Fare 74.434  
## Age 59.531  
## Pclass 27.605  
## FamilySize 19.358  
## SibSp 9.435  
## Parch 5.889  
## EmbarkedS 4.288  
## EmbarkedC 0.623  
## EmbarkedQ 0.000

# Section 6 - Model Fitting and Recommendation Systems Overview

In the **Model Fitting and Recommendation Systems** section, you will learn how to apply the machine learning algorithms you have learned.

After completing this section, you will be able to:

* Apply the methods we have learned to an example, the **MNIST digits**.
* Build a **movie recommendation system** using machine learning.
* Penalize large estimates that come from small sample sizes using **regularization**.

This section has three parts: **case study: MNIST, recommendation systems**, and **regularization**.

## Case Study: MNIST

There is a link to the relevant section of the textbook: [Machine learning in practice](https://rafalab.github.io/dsbook/machine-learning-in-practice.html)

**Key points**

* We will apply what we have learned in the course on the Modified National Institute of Standards and Technology database (MNIST) digits, a popular dataset used in machine learning competitions.

*Code*

mnist <- read\_mnist()  
  
names(mnist)

## [1] "train" "test"

dim(mnist$train$images)

## [1] 60000 784

class(mnist$train$labels)

## [1] "integer"

table(mnist$train$labels)

##   
## 0 1 2 3 4 5 6 7 8 9   
## 5923 6742 5958 6131 5842 5421 5918 6265 5851 5949

# sample 10k rows from training set, 1k rows from test set  
set.seed(123)  
index <- sample(nrow(mnist$train$images), 10000)  
x <- mnist$train$images[index,]  
y <- factor(mnist$train$labels[index])  
  
index <- sample(nrow(mnist$test$images), 1000)  
#note that the line above is the corrected code - code in video at 0:52 is incorrect  
x\_test <- mnist$test$images[index,]  
y\_test <- factor(mnist$test$labels[index])

## Preprocessing MNIST Data

There is a link to the relevant section of the textbook: [Preprocessing](https://rafalab.github.io/dsbook/machine-learning-in-practice.html#preprocessing)

**Key points**

* Common \*\*preprocessing steps include:

1. standardizing or transforming predictors and
2. removing predictors that are not useful, are highly correlated with others, have very few non-unique values, or have close to zero variation.

*Code*

sds <- colSds(x)  
qplot(sds, bins = 256, color = I("black"))
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nzv <- nearZeroVar(x)  
image(matrix(1:784 %in% nzv, 28, 28))
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col\_index <- setdiff(1:ncol(x), nzv)  
length(col\_index)

## [1] 252

## Model Fitting for MNIST Data

There is a link to the relevant section of the textbook: [k-nearest neighbor and random forest](https://rafalab.github.io/dsbook/machine-learning-in-practice.html#k-nearest-neighbor-and-random-forest)

**Key points**

* The **caret** package requires that we **add column names** to the feature matrices.
* In general, it is a good idea to **test out a small subset of the data** first to get an idea of how long your code will take to run.

*Code*

colnames(x) <- 1:ncol(mnist$train$images)  
colnames(x\_test) <- colnames(x)  
  
control <- trainControl(method = "cv", number = 10, p = .9)  
train\_knn <- train(x[,col\_index], y,  
 method = "knn",   
 tuneGrid = data.frame(k = c(1,3,5,7)),  
 trControl = control)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_knn)
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n <- 1000  
b <- 2  
index <- sample(nrow(x), n)  
control <- trainControl(method = "cv", number = b, p = .9)  
train\_knn <- train(x[index ,col\_index], y[index],  
 method = "knn",  
 tuneGrid = data.frame(k = c(3,5,7)),  
 trControl = control)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

fit\_knn <- knn3(x[ ,col\_index], y, k = 3)  
  
y\_hat\_knn <- predict(fit\_knn,  
 x\_test[, col\_index],  
 type="class")  
cm <- confusionMatrix(y\_hat\_knn, factor(y\_test))  
cm$overall["Accuracy"]

## Accuracy   
## 0.955

cm$byClass[,1:2]

## Sensitivity Specificity  
## Class: 0 1.000 0.998  
## Class: 1 1.000 0.992  
## Class: 2 0.953 0.999  
## Class: 3 0.917 0.993  
## Class: 4 0.936 0.996  
## Class: 5 0.971 0.991  
## Class: 6 0.990 0.998  
## Class: 7 0.945 0.994  
## Class: 8 0.846 0.998  
## Class: 9 0.971 0.991

control <- trainControl(method="cv", number = 5, p = 0.8)  
grid <- expand.grid(minNode = c(1,5) , predFixed = c(10, 15, 25, 35, 50))  
train\_rf <- train(x[, col\_index], y,  
 method = "Rborist",  
 nTree = 50,  
 trControl = control,  
 tuneGrid = grid,  
 nSamp = 5000)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

ggplot(train\_rf)
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train\_rf$bestTune

## predFixed minNode  
## 5 50 1

fit\_rf <- Rborist(x[, col\_index], y,  
 nTree = 1000,  
 minNode = train\_rf$bestTune$minNode,  
 predFixed = train\_rf$bestTune$predFixed)  
  
y\_hat\_rf <- factor(levels(y)[predict(fit\_rf, x\_test[ ,col\_index])$yPred])  
cm <- confusionMatrix(y\_hat\_rf, y\_test)  
cm$overall["Accuracy"]

## Accuracy   
## 0.961

rafalib::mypar(3,4)  
for(i in 1:12){  
 image(matrix(x\_test[i,], 28, 28)[, 28:1],   
 main = paste("Our prediction:", y\_hat\_rf[i]),  
 xaxt="n", yaxt="n")  
}
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## Variable Importance

There is a link to the relevant sections of the textbook: [Variable importance](https://rafalab.github.io/dsbook/machine-learning-in-practice.html#variable-importance) and [Visual assessments](https://rafalab.github.io/dsbook/machine-learning-in-practice.html#visual-assessments)

**Key points**

* The **Rborist** package does not currently support variable importance calculations, but the **randomForest** package does.
* An important part of data science is visualizing results to determine why we are failing.

*Code*

x <- mnist$train$images[index,]  
y <- factor(mnist$train$labels[index])  
rf <- randomForest(x, y, ntree = 50)  
imp <- importance(rf)  
imp

## MeanDecreaseGini  
## 1 0.0000  
## 2 0.0000  
## 3 0.0000  
## 4 0.0000  
## 5 0.0000  
## 6 0.0000  
## 7 0.0000  
## 8 0.0000  
## 9 0.0000  
## 10 0.0000  
## 11 0.0000  
## 12 0.0000  
## 13 0.0000  
## 14 0.0000  
## 15 0.0000  
## 16 0.0000  
## 17 0.0000  
## 18 0.0000  
## 19 0.0000  
## 20 0.0000  
## 21 0.0000  
## 22 0.0000  
## 23 0.0000  
## 24 0.0000  
## 25 0.0000  
## 26 0.0000  
## 27 0.0000  
## 28 0.0000  
## 29 0.0000  
## 30 0.0000  
## 31 0.0000  
## 32 0.0000  
## 33 0.0000  
## 34 0.0000  
## 35 0.0000  
## 36 0.0000  
## 37 0.0000  
## 38 0.0000  
## 39 0.0000  
## 40 0.0000  
## 41 0.0000  
## 42 0.0000  
## 43 0.0000  
## 44 0.0000  
## 45 0.0000  
## 46 0.0000  
## 47 0.0000  
## 48 0.0000  
## 49 0.0000  
## 50 0.0000  
## 51 0.0000  
## 52 0.0000  
## 53 0.0000  
## 54 0.0000  
## 55 0.0000  
## 56 0.0000  
## 57 0.0000  
## 58 0.0000  
## 59 0.0000  
## 60 0.0000  
## 61 0.0000  
## 62 0.0000  
## 63 0.0000  
## 64 0.0706  
## 65 0.0000  
## 66 0.0377  
## 67 0.0000  
## 68 0.0000  
## 69 0.0393  
## 70 0.0394  
## 71 0.0000  
## 72 0.2169  
## 73 0.1709  
## 74 0.5670  
## 75 0.0000  
## 76 0.0000  
## 77 0.0000  
## 78 0.0000  
## 79 0.0000  
## 80 0.0000  
## 81 0.0000  
## 82 0.0000  
## 83 0.0000  
## 84 0.0000  
## 85 0.0000  
## 86 0.0000  
## 87 0.0000  
## 88 0.0000  
## 89 0.0000  
## 90 0.0000  
## 91 0.0385  
## 92 0.0000  
## 93 0.0000  
## 94 0.0000  
## 95 0.0359  
## 96 0.1116  
## 97 0.2595  
## 98 0.6117  
## 99 0.6587  
## 100 3.9732  
## 101 4.1862  
## 102 5.0221  
## 103 1.2938  
## 104 0.4314  
## 105 0.0200  
## 106 0.2548  
## 107 0.1954  
## 108 0.0000  
## 109 0.0000  
## 110 0.0000  
## 111 0.0000  
## 112 0.0000  
## 113 0.0000  
## 114 0.0000  
## 115 0.0000  
## 116 0.0000  
## 117 0.0000  
## 118 0.1253  
## 119 0.0000  
## 120 0.0619  
## 121 0.1890  
## 122 0.1770  
## 123 0.2935  
## 124 1.1293  
## 125 0.8177  
## 126 1.2115  
## 127 1.8677  
## 128 2.9804  
## 129 1.4290  
## 130 1.0201  
## 131 0.6934  
## 132 0.3601  
## 133 0.1194  
## 134 0.3021  
## 135 0.1918  
## 136 0.0500  
## 137 0.0320  
## 138 0.0000  
## 139 0.0000  
## 140 0.0000  
## 141 0.0000  
## 142 0.0000  
## 143 0.0000  
## 144 0.0000  
## 145 0.0720  
## 146 0.0000  
## 147 0.2886  
## 148 0.4910  
## 149 0.7962  
## 150 0.3460  
## 151 2.2029  
## 152 2.3935  
## 153 2.3225  
## 154 2.5376  
## 155 5.2905  
## 156 5.6718  
## 157 4.1778  
## 158 4.7769  
## 159 1.7702  
## 160 0.8742  
## 161 0.9364  
## 162 1.1175  
## 163 0.5595  
## 164 0.1729  
## 165 0.0480  
## 166 0.0000  
## 167 0.0000  
## 168 0.0000  
## 169 0.0000  
## 170 0.0000  
## 171 0.0000  
## 172 0.0000  
## 173 0.0000  
## 174 0.0638  
## 175 0.1700  
## 176 0.5722  
## 177 0.9132  
## 178 1.0028  
## 179 2.8637  
## 180 1.9534  
## 181 2.7582  
## 182 2.9197  
## 183 2.1500  
## 184 3.0834  
## 185 2.3497  
## 186 3.9379  
## 187 2.5616  
## 188 2.8993  
## 189 1.3796  
## 190 1.1601  
## 191 0.8342  
## 192 0.6764  
## 193 0.0987  
## 194 0.0000  
## 195 0.0362  
## 196 0.0000  
## 197 0.0000  
## 198 0.0000  
## 199 0.0000  
## 200 0.0457  
## 201 0.1377  
## 202 0.2694  
## 203 0.3603  
## 204 0.6077  
## 205 1.0016  
## 206 1.1063  
## 207 1.4120  
## 208 3.0050  
## 209 1.8936  
## 210 3.0134  
## 211 7.5640  
## 212 4.1485  
## 213 7.7306  
## 214 1.9164  
## 215 3.9069  
## 216 1.6454  
## 217 1.5229  
## 218 0.7102  
## 219 0.9307  
## 220 1.0383  
## 221 0.8251  
## 222 0.2532  
## 223 0.0000  
## 224 0.0000  
## 225 0.0000  
## 226 0.0000  
## 227 0.0000  
## 228 0.0367  
## 229 0.0751  
## 230 0.1944  
## 231 0.3200  
## 232 1.3583  
## 233 0.8179  
## 234 2.0874  
## 235 3.2214  
## 236 1.6915  
## 237 2.1332  
## 238 4.2345  
## 239 5.5078  
## 240 4.0126  
## 241 3.9197  
## 242 2.4089  
## 243 3.5635  
## 244 1.2234  
## 245 0.9726  
## 246 1.5010  
## 247 1.1611  
## 248 1.3756  
## 249 0.8636  
## 250 0.4073  
## 251 0.0708  
## 252 0.0000  
## 253 0.0000  
## 254 0.0000  
## 255 0.0000  
## 256 0.0724  
## 257 0.0930  
## 258 0.2582  
## 259 0.5664  
## 260 0.5003  
## 261 1.6035  
## 262 3.1410  
## 263 3.0235  
## 264 5.9759  
## 265 2.9299  
## 266 3.1716  
## 267 0.9449  
## 268 3.0995  
## 269 2.2731  
## 270 2.3040  
## 271 3.7738  
## 272 1.3505  
## 273 1.8729  
## 274 1.2569  
## 275 0.4400  
## 276 0.5387  
## 277 0.9892  
## 278 0.0731  
## 279 0.0000  
## 280 0.0000  
## 281 0.0000  
## 282 0.0000  
## 283 0.0000  
## 284 0.0000  
## 285 0.0000  
## 286 0.0887  
## 287 0.2345  
## 288 0.9478  
## 289 1.7813  
## 290 1.4428  
## 291 5.7338  
## 292 5.1138  
## 293 3.1863  
## 294 1.7374  
## 295 4.0456  
## 296 3.8228  
## 297 2.7387  
## 298 2.0351  
## 299 3.0740  
## 300 3.6269  
## 301 2.7671  
## 302 1.1321  
## 303 0.4926  
## 304 0.2152  
## 305 0.3081  
## 306 0.0389  
## 307 0.0000  
## 308 0.0000  
## 309 0.0000  
## 310 0.0000  
## 311 0.0000  
## 312 0.0000  
## 313 0.0514  
## 314 0.3035  
## 315 0.6467  
## 316 1.2918  
## 317 1.9145  
## 318 4.4509  
## 319 6.9017  
## 320 4.5744  
## 321 4.6775  
## 322 2.9041  
## 323 3.7757  
## 324 3.1586  
## 325 2.1676  
## 326 2.7014  
## 327 5.3628  
## 328 2.0743  
## 329 1.7461  
## 330 1.4107  
## 331 0.8360  
## 332 0.1560  
## 333 0.0000  
## 334 0.0324  
## 335 0.0000  
## 336 0.0000  
## 337 0.0000  
## 338 0.0000  
## 339 0.0000  
## 340 0.0000  
## 341 0.0000  
## 342 0.2377  
## 343 0.6680  
## 344 0.8218  
## 345 2.4225  
## 346 3.3221  
## 347 4.6441  
## 348 3.5011  
## 349 5.3525  
## 350 5.1607  
## 351 7.2442  
## 352 5.3303  
## 353 3.6901  
## 354 4.1021  
## 355 4.1709  
## 356 2.1563  
## 357 0.9472  
## 358 1.9845  
## 359 3.0860  
## 360 0.1998  
## 361 0.1592  
## 362 0.0000  
## 363 0.0000  
## 364 0.0000  
## 365 0.0000  
## 366 0.0000  
## 367 0.0000  
## 368 0.0000  
## 369 0.1289  
## 370 0.2276  
## 371 0.3783  
## 372 0.9009  
## 373 2.6296  
## 374 4.7582  
## 375 6.2590  
## 376 7.8516  
## 377 4.3986  
## 378 5.2102  
## 379 3.5209  
## 380 3.9483  
## 381 2.8564  
## 382 4.3348  
## 383 3.6333  
## 384 1.6739  
## 385 1.4557  
## 386 1.8465  
## 387 3.0349  
## 388 0.5418  
## 389 0.0000  
## 390 0.0000  
## 391 0.0400  
## 392 0.0000  
## 393 0.0000  
## 394 0.0000  
## 395 0.0000  
## 396 0.0000  
## 397 0.0000  
## 398 0.4099  
## 399 0.2527  
## 400 3.4850  
## 401 4.6706  
## 402 4.7628  
## 403 3.5741  
## 404 2.7114  
## 405 4.2228  
## 406 5.6009  
## 407 6.6389  
## 408 2.1416  
## 409 4.8031  
## 410 9.9603  
## 411 3.2976  
## 412 0.8525  
## 413 0.9307  
## 414 2.6248  
## 415 1.9250  
## 416 0.1271  
## 417 0.3229  
## 418 0.0000  
## 419 0.0000  
## 420 0.0000  
## 421 0.0000  
## 422 0.0000  
## 423 0.0000  
## 424 0.0000  
## 425 0.0200  
## 426 0.5809  
## 427 1.4745  
## 428 3.4291  
## 429 6.7381  
## 430 4.6117  
## 431 5.3005  
## 432 4.6884  
## 433 3.1663  
## 434 5.1483  
## 435 5.2710  
## 436 4.6304  
## 437 3.4919  
## 438 5.8894  
## 439 3.7301  
## 440 1.3562  
## 441 1.3480  
## 442 3.3286  
## 443 1.1946  
## 444 0.3806  
## 445 0.0200  
## 446 0.0000  
## 447 0.0000  
## 448 0.0000  
## 449 0.0000  
## 450 0.0000  
## 451 0.0000  
## 452 0.0267  
## 453 0.0988  
## 454 0.5712  
## 455 2.4488  
## 456 4.4639  
## 457 3.9016  
## 458 4.3167  
## 459 2.2268  
## 460 2.3829  
## 461 7.4603  
## 462 7.2164  
## 463 7.9206  
## 464 5.8436  
## 465 3.4010  
## 466 3.2973  
## 467 1.4646  
## 468 2.3962  
## 469 1.5781  
## 470 1.4390  
## 471 0.5723  
## 472 0.1713  
## 473 0.3956  
## 474 0.0000  
## 475 0.0000  
## 476 0.0000  
## 477 0.0000  
## 478 0.0000  
## 479 0.0000  
## 480 0.0000  
## 481 0.2158  
## 482 0.3589  
## 483 1.1145  
## 484 1.2320  
## 485 3.9647  
## 486 3.9843  
## 487 3.7532  
## 488 4.2201  
## 489 5.0166  
## 490 4.5430  
## 491 3.9290  
## 492 2.6762  
## 493 2.1143  
## 494 2.4077  
## 495 1.8500  
## 496 1.9084  
## 497 1.6928  
## 498 0.7306  
## 499 0.8666  
## 500 0.3713  
## 501 0.0000  
## 502 0.0000  
## 503 0.0000  
## 504 0.0000  
## 505 0.0000  
## 506 0.0000  
## 507 0.0000  
## 508 0.0000  
## 509 0.1718  
## 510 0.5004  
## 511 1.5748  
## 512 2.2766  
## 513 3.5368  
## 514 2.2929  
## 515 4.5978  
## 516 3.8317  
## 517 4.1376  
## 518 2.0033  
## 519 1.4716  
## 520 1.2586  
## 521 0.6988  
## 522 2.5195  
## 523 3.9102  
## 524 1.7734  
## 525 1.2179  
## 526 1.1232  
## 527 1.6793  
## 528 0.1796  
## 529 0.2444  
## 530 0.0000  
## 531 0.0000  
## 532 0.0000  
## 533 0.0000  
## 534 0.0000  
## 535 0.0000  
## 536 0.0543  
## 537 0.1879  
## 538 0.8222  
## 539 3.2063  
## 540 3.7459  
## 541 2.3647  
## 542 3.2117  
## 543 2.9345  
## 544 1.9182  
## 545 2.9899  
## 546 1.9991  
## 547 1.7426  
## 548 1.4223  
## 549 0.7344  
## 550 1.4505  
## 551 2.3270  
## 552 2.1078  
## 553 1.8374  
## 554 1.0377  
## 555 0.9254  
## 556 0.2404  
## 557 0.1981  
## 558 0.0000  
## 559 0.0000  
## 560 0.0000  
## 561 0.0000  
## 562 0.0000  
## 563 0.0690  
## 564 0.1362  
## 565 0.1853  
## 566 0.5597  
## 567 2.2449  
## 568 2.4146  
## 569 4.4023  
## 570 5.3331  
## 571 3.9500  
## 572 3.6489  
## 573 3.0218  
## 574 1.2873  
## 575 1.7251  
## 576 0.9629  
## 577 1.6687  
## 578 2.5658  
## 579 2.3505  
## 580 1.2048  
## 581 1.1220  
## 582 0.7876  
## 583 0.5582  
## 584 0.1888  
## 585 0.0871  
## 586 0.0984  
## 587 0.0000  
## 588 0.0000  
## 589 0.0000  
## 590 0.0000  
## 591 0.0000  
## 592 0.1157  
## 593 0.1422  
## 594 0.2246  
## 595 0.6554  
## 596 2.6498  
## 597 3.6019  
## 598 4.1182  
## 599 2.1225  
## 600 2.4881  
## 601 1.6972  
## 602 0.7518  
## 603 1.4712  
## 604 1.2689  
## 605 0.8626  
## 606 1.8352  
## 607 1.6697  
## 608 1.0784  
## 609 0.9531  
## 610 0.5149  
## 611 0.0600  
## 612 0.1172  
## 613 0.0000  
## 614 0.0000  
## 615 0.0000  
## 616 0.0000  
## 617 0.0000  
## 618 0.0000  
## 619 0.0000  
## 620 0.0000  
## 621 0.0725  
## 622 0.2527  
## 623 0.7727  
## 624 2.4729  
## 625 1.2012  
## 626 3.7099  
## 627 2.2903  
## 628 1.8662  
## 629 1.5683  
## 630 1.3739  
## 631 1.5170  
## 632 1.6649  
## 633 0.9631  
## 634 0.9573  
## 635 0.8968  
## 636 0.4345  
## 637 0.2621  
## 638 0.1891  
## 639 0.0726  
## 640 0.0000  
## 641 0.0000  
## 642 0.0000  
## 643 0.0000  
## 644 0.0000  
## 645 0.0000  
## 646 0.0000  
## 647 0.0000  
## 648 0.0000  
## 649 0.0000  
## 650 0.1235  
## 651 0.1191  
## 652 0.6057  
## 653 1.4916  
## 654 1.0979  
## 655 3.0853  
## 656 2.6518  
## 657 3.6205  
## 658 4.0890  
## 659 3.8391  
## 660 1.3083  
## 661 0.9406  
## 662 0.6813  
## 663 0.3347  
## 664 0.2024  
## 665 0.2220  
## 666 0.1734  
## 667 0.2062  
## 668 0.0480  
## 669 0.0000  
## 670 0.0000  
## 671 0.0000  
## 672 0.0000  
## 673 0.0000  
## 674 0.0000  
## 675 0.0000  
## 676 0.0000  
## 677 0.0343  
## 678 0.0200  
## 679 0.1986  
## 680 0.6903  
## 681 0.7507  
## 682 0.6787  
## 683 0.5332  
## 684 1.6498  
## 685 1.2989  
## 686 1.3622  
## 687 0.7470  
## 688 1.0139  
## 689 0.3749  
## 690 0.2791  
## 691 0.4900  
## 692 0.4577  
## 693 0.1269  
## 694 0.0689  
## 695 0.0000  
## 696 0.0360  
## 697 0.0000  
## 698 0.0000  
## 699 0.0000  
## 700 0.0000  
## 701 0.0000  
## 702 0.0000  
## 703 0.0000  
## 704 0.0000  
## 705 0.0000  
## 706 0.0384  
## 707 0.3958  
## 708 0.2041  
## 709 0.4451  
## 710 0.3710  
## 711 0.2627  
## 712 0.4950  
## 713 1.5810  
## 714 0.7492  
## 715 0.2991  
## 716 0.1501  
## 717 0.2097  
## 718 0.5556  
## 719 0.3688  
## 720 0.0872  
## 721 0.0000  
## 722 0.0380  
## 723 0.0383  
## 724 0.0000  
## 725 0.0000  
## 726 0.0000  
## 727 0.0000  
## 728 0.0000  
## 729 0.0000  
## 730 0.0000  
## 731 0.0000  
## 732 0.0000  
## 733 0.0000  
## 734 0.0000  
## 735 0.0000  
## 736 0.0000  
## 737 0.0200  
## 738 0.1312  
## 739 0.2917  
## 740 0.1961  
## 741 0.0000  
## 742 0.1442  
## 743 0.0517  
## 744 0.0394  
## 745 0.1114  
## 746 0.0366  
## 747 0.0000  
## 748 0.0000  
## 749 0.0000  
## 750 0.0000  
## 751 0.0000  
## 752 0.0000  
## 753 0.0000  
## 754 0.0000  
## 755 0.0000  
## 756 0.0000  
## 757 0.0000  
## 758 0.0000  
## 759 0.0000  
## 760 0.0000  
## 761 0.0000  
## 762 0.0000  
## 763 0.0000  
## 764 0.0000  
## 765 0.0000  
## 766 0.0000  
## 767 0.0000  
## 768 0.0000  
## 769 0.0379  
## 770 0.0000  
## 771 0.0000  
## 772 0.0000  
## 773 0.0000  
## 774 0.0000  
## 775 0.0000  
## 776 0.0000  
## 777 0.0000  
## 778 0.0000  
## 779 0.0000  
## 780 0.0000  
## 781 0.0000  
## 782 0.0000  
## 783 0.0000  
## 784 0.0000

image(matrix(imp, 28, 28))
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p\_max <- predict(fit\_knn, x\_test[,col\_index])  
p\_max <- apply(p\_max, 1, max)  
ind <- which(y\_hat\_knn != y\_test)  
ind <- ind[order(p\_max[ind], decreasing = TRUE)]  
rafalib::mypar(3,4)  
for(i in ind[1:12]){  
 image(matrix(x\_test[i,], 28, 28)[, 28:1],  
 main = paste0("Pr(",y\_hat\_knn[i],")=",round(p\_max[i], 2),  
 " but is a ",y\_test[i]),  
 xaxt="n", yaxt="n")  
}
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p\_max <- predict(fit\_rf, x\_test[,col\_index])$census   
p\_max <- p\_max / rowSums(p\_max)  
p\_max <- apply(p\_max, 1, max)  
ind <- which(y\_hat\_rf != y\_test)  
ind <- ind[order(p\_max[ind], decreasing = TRUE)]  
rafalib::mypar(3,4)  
for(i in ind[1:12]){  
 image(matrix(x\_test[i,], 28, 28)[, 28:1],   
 main = paste0("Pr(",y\_hat\_rf[i],")=",round(p\_max[i], 2),  
 " but is a ",y\_test[i]),  
 xaxt="n", yaxt="n")  
}

![](data:image/png;base64,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)

## Ensembles

There is a link to the relevant sections of the textbook: [Ensembles](https://rafalab.github.io/dsbook/machine-learning-in-practice.html#ensembles)

**Key points**

* **Ensembles** combine multiple machine learning algorithms into one model to improve predictions.

*Code*

p\_rf <- predict(fit\_rf, x\_test[,col\_index])$census  
p\_rf <- p\_rf / rowSums(p\_rf)  
p\_knn <- predict(fit\_knn, x\_test[,col\_index])  
p <- (p\_rf + p\_knn)/2  
y\_pred <- factor(apply(p, 1, which.max)-1)  
confusionMatrix(y\_pred, y\_test)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1 2 3 4 5 6 7 8 9  
## 0 102 0 1 0 0 0 0 0 0 1  
## 1 0 121 0 0 1 1 1 2 0 0  
## 2 0 0 103 1 0 0 0 3 0 0  
## 3 0 0 0 78 0 1 0 0 3 2  
## 4 0 0 0 0 102 0 0 1 1 0  
## 5 0 0 0 2 0 68 0 0 4 0  
## 6 0 0 1 0 1 0 101 0 0 0  
## 7 0 0 1 2 0 0 0 102 0 0  
## 8 0 0 0 1 0 0 0 0 82 0  
## 9 0 0 0 0 5 0 0 2 1 102  
##   
## Overall Statistics  
##   
## Accuracy : 0.961   
## 95% CI : (0.947, 0.972)  
## No Information Rate : 0.121   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.957   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 0 Class: 1 Class: 2 Class: 3 Class: 4 Class: 5  
## Sensitivity 1.000 1.000 0.972 0.929 0.936 0.971  
## Specificity 0.998 0.994 0.996 0.993 0.998 0.994  
## Pos Pred Value 0.981 0.960 0.963 0.929 0.981 0.919  
## Neg Pred Value 1.000 1.000 0.997 0.993 0.992 0.998  
## Prevalence 0.102 0.121 0.106 0.084 0.109 0.070  
## Detection Rate 0.102 0.121 0.103 0.078 0.102 0.068  
## Detection Prevalence 0.104 0.126 0.107 0.084 0.104 0.074  
## Balanced Accuracy 0.999 0.997 0.984 0.961 0.967 0.982  
## Class: 6 Class: 7 Class: 8 Class: 9  
## Sensitivity 0.990 0.927 0.901 0.971  
## Specificity 0.998 0.997 0.999 0.991  
## Pos Pred Value 0.981 0.971 0.988 0.927  
## Neg Pred Value 0.999 0.991 0.990 0.997  
## Prevalence 0.102 0.110 0.091 0.105  
## Detection Rate 0.101 0.102 0.082 0.102  
## Detection Prevalence 0.103 0.105 0.083 0.110  
## Balanced Accuracy 0.994 0.962 0.950 0.981

## Comprehension Check - Ensembles

1. Use the training set to build a model with several of the models available from the caret package. We will test out 10 of the most common machine learning models in this exercise:

models <- c("glm", "lda", "naive\_bayes", "svmLinear", "knn", "gamLoess", "multinom", "qda", "rf", "adaboost")

Apply all of these models using train() with all the default parameters. You may need to install some packages. Keep in mind that you will probably get some warnings. Also, it will probably take a while to train all of the models - be patient!

Run the following code to train the various models:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

data("mnist\_27")  
  
fits <- lapply(models, function(model){   
 print(model)  
 train(y ~ ., method = model, data = mnist\_27$train)  
})

## [1] "glm"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "lda"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "naive\_bayes"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "svmLinear"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "knn"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "gamLoess"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.092316

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.092316

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.092316

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10761

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.094737

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10761

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.54061

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10741

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.094737

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10741

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.092316

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.092711

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.53846

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50203

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.51111

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50203

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50203

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.53333

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50203

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.50588

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50203

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10703

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.094737

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10703

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.53846

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50797

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.51111

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50797

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50797

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.53333

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.50797

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.39024

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.40323

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.41379

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.4

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.40426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.4

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.4375

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.38426

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.53846

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.53555

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.53555

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.089286

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10741

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.094737

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## lowerlimit 0.10741

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.54071

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.41586

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.4375

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.41586

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.57895

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.54071

## Warning in gam.lo(data[["lo(x\_2, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## eval 0.46667

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## upperlimit 0.43969

## Warning in gam.lo(data[["lo(x\_1, span = 0.5, degree = 1)"]], z, w, span = 0.5, :  
## extrapolation not allowed with blending

## [1] "multinom"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 351.575122  
## final value 351.575073   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 395.601285   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 351.643077  
## final value 351.643028   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 342.812847  
## final value 342.812574   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 391.147564   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 342.889061  
## final value 342.888798   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 347.702135  
## iter 10 value 347.702135  
## iter 10 value 347.702135  
## final value 347.702135   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 395.114971   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 347.775944  
## iter 10 value 347.775944  
## iter 10 value 347.775943  
## final value 347.775943   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 365.293631  
## iter 10 value 365.293629  
## iter 10 value 365.293629  
## final value 365.293629   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 407.693529   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 365.358668  
## iter 10 value 365.358666  
## iter 10 value 365.358666  
## final value 365.358666   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 355.842347  
## final value 355.842336   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 402.039134   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 355.914924  
## final value 355.914913   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 333.331490  
## final value 333.331477   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 383.353868   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 333.411629  
## final value 333.411617   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 372.599675  
## final value 372.599670   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 409.822915   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 372.654414  
## final value 372.654409   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 332.623017   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 383.513458   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 332.704428   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 340.341625   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 386.214593   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 340.412087   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 367.660020  
## final value 367.660014   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 407.045152   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 367.718608  
## final value 367.718602   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 341.641952   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 387.436090   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 341.712067   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 369.495796  
## final value 369.495771   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 408.353349   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 369.553674  
## final value 369.553651   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 353.093947  
## final value 353.093937   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 401.360470   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 353.171148  
## final value 353.171138   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 346.582997  
## iter 10 value 346.582994  
## iter 10 value 346.582994  
## final value 346.582994   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 393.672506   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 346.657491  
## iter 10 value 346.657488  
## iter 10 value 346.657488  
## final value 346.657488   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 348.016190  
## final value 348.016141   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 397.063315   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 348.095019  
## final value 348.094970   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 346.114559  
## final value 346.114552   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 393.818028   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 346.189824  
## final value 346.189817   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 362.841832   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 402.413594   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 362.900417   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 357.234434  
## iter 10 value 357.234434  
## iter 10 value 357.234434  
## final value 357.234434   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 401.712662   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 357.304165  
## iter 10 value 357.304165  
## iter 10 value 357.304165  
## final value 357.304165   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 358.825858  
## final value 358.825848   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 404.214968   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 358.897160  
## final value 358.897151   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 331.017266  
## final value 331.017229   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 382.527538   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 331.100749  
## final value 331.100712   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 328.467486  
## final value 328.466999   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 380.094771   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 328.550064  
## final value 328.549598   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 348.182281  
## final value 348.182258   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 394.585785   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 348.255092  
## final value 348.255070   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 367.907454  
## final value 367.907437   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 405.739915   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 367.962650  
## final value 367.962630   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 341.114363  
## final value 341.114356   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 389.768907   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 341.191065  
## final value 341.191059   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 348.540156   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 392.791650   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## final value 348.608405   
## converged  
## # weights: 4 (3 variable)  
## initial value 554.517744   
## iter 10 value 358.900453  
## iter 10 value 358.900452  
## iter 10 value 358.900452  
## final value 358.900452   
## converged  
## [1] "qda"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## [1] "rf"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## note: only 1 unique complexity parameters in default grid. Truncating the grid to 1 .  
##   
## [1] "adaboost"

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

names(fits) <- models

Did you train all of the models?

* ☒ A. Yes
* ☐ B. No

1. Now that you have all the trained models in a list, use sapply() or map() to create a matrix of predictions for the test set. You should end up with a matrix with length(mnist\_27$test$y) rows and length(models) columns.

What are the dimensions of the matrix of predictions?

pred <- sapply(fits, function(object)   
 predict(object, newdata = mnist\_27$test))  
dim(pred)

## [1] 200 10

1. Now compute accuracy for each model on the test set.

Report the mean accuracy across all models.

acc <- colMeans(pred == mnist\_27$test$y)  
acc

## glm lda naive\_bayes svmLinear knn gamLoess   
## 0.750 0.750 0.795 0.755 0.840 0.845   
## multinom qda rf adaboost   
## 0.750 0.820 0.780 0.775

mean(acc)

## [1] 0.786

1. Next, build an ensemble prediction by majority vote and compute the accuracy of the ensemble. Vote 7 if more than 50% of the models are predicting a 7, and 2 otherwise.

What is the accuracy of the ensemble?

votes <- rowMeans(pred == "7")  
y\_hat <- ifelse(votes > 0.5, "7", "2")  
mean(y\_hat == mnist\_27$test$y)

## [1] 0.81

1. In Q3, we computed the accuracy of each method on the test set and noticed that the individual accuracies varied.

How many of the individual methods do better than the ensemble?

Which individual methods perform better than the ensemble?

ind <- acc > mean(y\_hat == mnist\_27$test$y)  
sum(ind)

## [1] 3

models[ind]

## [1] "knn" "gamLoess" "qda"

* ☐ A. glm
* ☐ B. lda
* ☐ C. naive\_bayes
* ☐ D. svmLinear
* ☒ E. knn
* ☒ F. gamLoess
* ☐ G. multinom
* ☒ H. qda
* ☐ I. rf
* ☐ J. adaboost

1. It is tempting to remove the methods that do not perform well and re-do the ensemble. The problem with this approach is that we are using the test data to make a decision. However, we could use the minimum accuracy estimates obtained from cross validation with the training data for each model from fit$results$Accuracy. Obtain these estimates and save them in an object. Report the mean of these training set accuracy estimates.

What is the mean of these training set accuracy estimates?

acc\_hat <- sapply(fits, function(fit) min(fit$results$Accuracy))  
mean(acc\_hat)

## [1] 0.806

1. Now let’s only consider the methods with an estimated accuracy of greater than or equal to 0.8 when constructing the ensemble. Vote 7 if 50% or more of the models are predicting a 7, and 2 otherwise.

What is the accuracy of the ensemble now?

ind <- acc\_hat >= 0.8  
votes <- rowMeans(pred[,ind] == "7")  
y\_hat <- ifelse(votes>=0.5, 7, 2)  
mean(y\_hat == mnist\_27$test$y)

## [1] 0.83

## Recommendation Systems

There is a link to the relevant section of the textbook: [Recommendation systems](https://rafalab.github.io/dsbook/large-datasets.html#recommendation-systems)

**Netflix Challenge links**

For more information about the “Netflix Challenge,” you can check out these sites:

* <https://bits.blogs.nytimes.com/2009/09/21/netflix-awards-1-million-prize-and-starts-a-new-contest/>
* <http://blog.echen.me/2011/10/24/winning-the-netflix-prize-a-summary/>
* <https://www.netflixprize.com/assets/GrandPrize2009_BPC_BellKor.pdf>

**Key points**

* **Recommendation systems** are more complicated machine learning challenges because each outcome has a different set of predictors. For example, different users rate a different number of movies and rate different movies.
* To compare different models or to see how well we’re doing compared to a baseline, we will use **root mean squared error (RMSE) as our loss function**. We can interpret RMSE similar to standard deviation.
* If is the number of user-movie combinations, is the rating for movie by user , and is our prediction, then **RMSE is defined as follows**:

*Code*

data("movielens")  
  
head(movielens)

## movieId title year  
## 1 31 Dangerous Minds 1995  
## 2 1029 Dumbo 1941  
## 3 1061 Sleepers 1996  
## 4 1129 Escape from New York 1981  
## 5 1172 Cinema Paradiso (Nuovo cinema Paradiso) 1989  
## 6 1263 Deer Hunter, The 1978  
## genres userId rating timestamp  
## 1 Drama 1 2.5 1260759144  
## 2 Animation|Children|Drama|Musical 1 3.0 1260759179  
## 3 Thriller 1 3.0 1260759182  
## 4 Action|Adventure|Sci-Fi|Thriller 1 2.0 1260759185  
## 5 Drama 1 4.0 1260759205  
## 6 Drama|War 1 2.0 1260759151

movielens %>%  
 summarize(n\_users = n\_distinct(userId),  
 n\_movies = n\_distinct(movieId))

## n\_users n\_movies  
## 1 671 9066

keep <- movielens %>%  
 dplyr::count(movieId) %>%  
 top\_n(5) %>%  
 pull(movieId)

## Selecting by n

tab <- movielens %>%  
 filter(userId %in% c(13:20)) %>%   
 filter(movieId %in% keep) %>%   
 dplyr::select(userId, title, rating) %>%   
 spread(title, rating)  
tab %>% knitr::kable()

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| userId | Forrest Gump | Pulp Fiction | Shawshank Redemption, The | Silence of the Lambs, The | Star Wars: Episode IV - A New Hope |
| 13 | 5.0 | 3.5 | 4.5 | NA | NA |
| 15 | 1.0 | 5.0 | 2.0 | 5.0 | 5.0 |
| 16 | NA | NA | 4.0 | NA | NA |
| 17 | 2.5 | 5.0 | 5.0 | 4.5 | 3.5 |
| 18 | NA | NA | NA | NA | 3.0 |
| 19 | 5.0 | 5.0 | 4.0 | 3.0 | 4.0 |
| 20 | 2.0 | 0.5 | 4.5 | 0.5 | 1.5 |

users <- sample(unique(movielens$userId), 100)  
rafalib::mypar()  
movielens %>% filter(userId %in% users) %>%   
 dplyr::select(userId, movieId, rating) %>%  
 mutate(rating = 1) %>%  
 spread(movieId, rating) %>% dplyr::select(sample(ncol(.), 100)) %>%   
 as.matrix() %>% t(.) %>%  
 image(1:100, 1:100,. , xlab="Movies", ylab="Users")  
abline(h=0:100+0.5, v=0:100+0.5, col = "grey")
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movielens %>%   
 dplyr::count(movieId) %>%   
 ggplot(aes(n)) +   
 geom\_histogram(bins = 30, color = "black") +   
 scale\_x\_log10() +   
 ggtitle("Movies")
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movielens %>%  
 dplyr::count(userId) %>%   
 ggplot(aes(n)) +   
 geom\_histogram(bins = 30, color = "black") +   
 scale\_x\_log10() +  
 ggtitle("Users")
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library(caret)  
set.seed(755)  
test\_index <- createDataPartition(y = movielens$rating, times = 1,  
 p = 0.2, list = FALSE)  
train\_set <- movielens[-test\_index,]  
test\_set <- movielens[test\_index,]  
  
test\_set <- test\_set %>%   
 semi\_join(train\_set, by = "movieId") %>%  
 semi\_join(train\_set, by = "userId")  
  
RMSE <- function(true\_ratings, predicted\_ratings){  
 sqrt(mean((true\_ratings - predicted\_ratings)^2))  
}

## Building the Recommendation System

There is a link to the relevant sections of the textbook: [A first model](https://rafalab.github.io/dsbook/large-datasets.html#a-first-model),[Modeling movie effects](https://rafalab.github.io/dsbook/large-datasets.html#modeling-movie-effects) and [User effects](https://rafalab.github.io/dsbook/large-datasets.html#user-effects)

**Key points**

* We start with a model that **assumes the same rating for all movies and all users**, with all the differences explained by random variation: If represents the true rating for all movies and users and represents independent errors sampled from the same distribution centered at zero, then:
* In this case, the **least squares estimate of**  — the estimate that minimizes the root mean squared error — is the average rating of all movies across all users.
* We can improve our model by adding a term, , that represents the **average rating for movie** :

is the average of minus the overall mean for each movie .

We can further improve our model by adding , the **user-specific effect**:

* Note that because there are thousands of ’s, the lm() function will be very slow or cause R to crash, so **we don’t recommend using linear regression to calculate these effects**.

*Code*

mu\_hat <- mean(train\_set$rating)  
mu\_hat

## [1] 3.54

naive\_rmse <- RMSE(test\_set$rating, mu\_hat)  
naive\_rmse

## [1] 1.05

predictions <- rep(2.5, nrow(test\_set))  
RMSE(test\_set$rating, predictions)

## [1] 1.49

rmse\_results <- data\_frame(method = "Just the average", RMSE = naive\_rmse)  
  
# fit <- lm(rating ~ as.factor(userId), data = movielens)  
mu <- mean(train\_set$rating)   
movie\_avgs <- train\_set %>%   
 group\_by(movieId) %>%   
 summarize(b\_i = mean(rating - mu))  
  
movie\_avgs %>% qplot(b\_i, geom ="histogram", bins = 10, data = ., color = I("black"))
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predicted\_ratings <- mu + test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 .$b\_i  
  
model\_1\_rmse <- RMSE(predicted\_ratings, test\_set$rating)  
rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Movie Effect Model",  
 RMSE = model\_1\_rmse ))  
  
rmse\_results %>% knitr::kable()

|  |  |
| --- | --- |
| method | RMSE |
| Just the average | 1.048 |
| Movie Effect Model | 0.986 |

train\_set %>%   
 group\_by(userId) %>%   
 summarize(b\_u = mean(rating)) %>%   
 filter(n()>=100) %>%  
 ggplot(aes(b\_u)) +   
 geom\_histogram(bins = 30, color = "black")
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# lm(rating ~ as.factor(movieId) + as.factor(userId))  
user\_avgs <- test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 group\_by(userId) %>%  
 summarize(b\_u = mean(rating - mu - b\_i))  
  
predicted\_ratings <- test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 left\_join(user\_avgs, by='userId') %>%  
 mutate(pred = mu + b\_i + b\_u) %>%  
 .$pred  
  
model\_2\_rmse <- RMSE(predicted\_ratings, test\_set$rating)  
rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Movie + User Effects Model",   
 RMSE = model\_2\_rmse ))  
rmse\_results %>% knitr::kable()

|  |  |
| --- | --- |
| method | RMSE |
| Just the average | 1.048 |
| Movie Effect Model | 0.986 |
| Movie + User Effects Model | 0.885 |

## Comprehension Check - Recommendation Systems

The following exercises all work with the movielens data, which can be loaded using the following code:

data("movielens")

1. Compute the number of ratings for each movie and then plot it against the year the movie came out using a boxplot for each year. Use the square root transformation on the y-axis (number of ratings) when creating your plot.

What year has the highest median number of ratings? 1995

movielens %>% group\_by(movieId) %>%  
 summarize(n = n(), year = as.character(first(year))) %>%  
 qplot(year, n, data = ., geom = "boxplot") +  
 coord\_trans(y = "sqrt") +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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1. We see that, on average, movies that came out after 1993 get more ratings. We also see that with newer movies, starting in 1993, the number of ratings decreases with year: the more recent a movie is, the less time users have had to rate it.

Among movies that came out in 1993 or later, select the top 25 movies with the highest average number of ratings per year (n/year), and caculate the average rating of each of them. To calculate number of ratings per year, use 2018 as the end year.

What is the average rating for the movie The Shawshank Redemption?

What is the average number of ratings per year for the movie Forrest Gump?

movielens %>%   
 filter(year >= 1993) %>%  
 group\_by(movieId) %>%  
 summarize(n = n(), years = 2018 - first(year),  
 title = title[1],  
 rating = mean(rating)) %>%  
 mutate(rate = n/years) %>%  
 top\_n(25, rate) %>%  
 arrange(desc(rate))

## # A tibble: 25 x 6  
## movieId n years title rating rate  
## <int> <int> <dbl> <chr> <dbl> <dbl>  
## 1 356 341 24 Forrest Gump 4.05 14.2  
## 2 79132 111 8 Inception 4.05 13.9  
## 3 2571 259 19 Matrix, The 4.18 13.6  
## 4 296 324 24 Pulp Fiction 4.26 13.5  
## 5 318 311 24 Shawshank Redemption, The 4.49 13.0  
## 6 58559 121 10 Dark Knight, The 4.24 12.1  
## 7 4993 200 17 Lord of the Rings: The Fellowship of the Ri~ 4.18 11.8  
## 8 5952 188 16 Lord of the Rings: The Two Towers, The 4.06 11.8  
## 9 7153 176 15 Lord of the Rings: The Return of the King, ~ 4.13 11.7  
## 10 2858 220 19 American Beauty 4.24 11.6  
## # ... with 15 more rows

1. From the table constructed in Q2, we can see that the most frequently rated movies tend to have above average ratings. This is not surprising: more people watch popular movies. To confirm this, stratify the post-1993 movies by ratings per year and compute their average ratings. To calculate number of ratings per year, use 2018 as the end year. Make a plot of average rating versus ratings per year and show an estimate of the trend.

What type of trend do you observe?

movielens %>%   
 filter(year >= 1993) %>%  
 group\_by(movieId) %>%  
 summarize(n = n(), years = 2018 - first(year),  
 title = title[1],  
 rating = mean(rating)) %>%  
 mutate(rate = n/years) %>%  
 ggplot(aes(rate, rating)) +  
 geom\_point() +  
 geom\_smooth()

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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* ☐ A. There is no relationship between how often a movie is rated and its average rating.
* ☐ B. Movies with very few and very many ratings have the highest average ratings.
* ☒ C. The more often a movie is rated, the higher its average rating.
* ☐ D. The more often a movie is rated, the lower its average rating.

1. Suppose you are doing a predictive analysis in which you need to fill in the missing ratings with some value.

Given your observations in the exercise in Q3, which of the following strategies would be most appropriate?

* ☐ A. Fill in the missing values with the average rating across all movies.
* ☐ B. Fill in the missing values with 0.
* ☐ C. Fill in the missing values with a lower value than the average rating across all movies.
* ☒ D. Fill in the value with a higher value than the average rating across all movies.
* ☐ E. None of the above.

1. The movielens dataset also includes a time stamp. This variable represents the time and data in which the rating was provided. The units are seconds since January 1, 1970. Create a new column date with the date.

Which code correctly creates this new column?

movielens <- mutate(movielens, date = as\_datetime(timestamp))

* ☐ A. movielens <- mutate(movielens, date = as.date(timestamp))
* ☒ B. movielens <- mutate(movielens, date = as\_datetime(timestamp))
* ☐ C. movielens <- mutate(movielens, date = as.data(timestamp))
* ☐ D. movielens <- mutate(movielens, date = timestamp)

1. Compute the average rating for each week and plot this average against date. Hint: use the round\_date() function before you group\_by().

What type of trend do you observe?

movielens %>% mutate(date = round\_date(date, unit = "week")) %>%  
 group\_by(date) %>%  
 summarize(rating = mean(rating)) %>%  
 ggplot(aes(date, rating)) +  
 geom\_point() +  
 geom\_smooth()

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'
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* ☐ A. There is very strong evidence of a time effect on average rating.
* ☒ B. There is some evidence of a time effect on average rating.
* ☐ C. There is no evidence of a time effect on average rating (straight horizontal line).

1. Consider again the plot you generated in Q6.

If we define as the day for user’s rating of movie , which of the following models is most appropriate?

* ☐ A.
* ☐ B.
* ☐ C.
* ☒ D.

1. The movielens data also has a genres column. This column includes every genre that applies to the movie. Some movies fall under several genres. Define a category as whatever combination appears in this column. Keep only categories with more than 1,000 ratings. Then compute the average and standard error for each category. Plot these as error bar plots.

Which genre has the lowest average rating?

movielens %>% group\_by(genres) %>%  
 summarize(n = n(), avg = mean(rating), se = sd(rating)/sqrt(n())) %>%  
 filter(n >= 1000) %>%   
 mutate(genres = reorder(genres, avg)) %>%  
 ggplot(aes(x = genres, y = avg, ymin = avg - 2\*se, ymax = avg + 2\*se)) +   
 geom\_point() +  
 geom\_errorbar() +   
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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1. The plot you generated in Q8 shows strong evidence of a genre effect. Consider this plot as you answer the following question.

If we define as the genre for user ’s rating of movie , which of the following models is most appropriate?

* ☐ A.
* ☐ B.
* ☒ C. , with if is genre
* ☐ D. , with a smooth function of

## Regularization

There is a link to the relevant section of the textbook: [Regularization](https://rafalab.github.io/dsbook/large-datasets.html#regularization)

**Notes**

* To improve our results, we will use **regularization**. Regularization constrains the total variability of the effect sizes by penalizing large estimates that come from small sample sizes.
* To estimate the ’s, we will now **minimize this equation**, which contains a penalty term:

The first term is the mean squared error and the second is a penalty term that gets larger when many ’s are large.

The values of that minimize this equation are given by:

where is a number of ratings for movie .

* The **larger is, the more we shrink**. is a tuning parameter, so we can use cross-validation to choose it. We should be using full cross-validation on just the training set, without using the test set until the final assessment.
* We can also use regularization to estimate the **user effect**. We will now minimize this equation:

*Code*

data("movielens")  
set.seed(755)  
test\_index <- createDataPartition(y = movielens$rating, times = 1,  
 p = 0.2, list = FALSE)  
train\_set <- movielens[-test\_index,]  
test\_set <- movielens[test\_index,]  
test\_set <- test\_set %>%   
 semi\_join(train\_set, by = "movieId") %>%  
 semi\_join(train\_set, by = "userId")  
RMSE <- function(true\_ratings, predicted\_ratings){  
 sqrt(mean((true\_ratings - predicted\_ratings)^2))  
}  
mu\_hat <- mean(train\_set$rating)  
naive\_rmse <- RMSE(test\_set$rating, mu\_hat)  
rmse\_results <- data\_frame(method = "Just the average", RMSE = naive\_rmse)  
mu <- mean(train\_set$rating)   
movie\_avgs <- train\_set %>%   
 group\_by(movieId) %>%   
 summarize(b\_i = mean(rating - mu))  
predicted\_ratings <- mu + test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 .$b\_i  
model\_1\_rmse <- RMSE(predicted\_ratings, test\_set$rating)  
rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Movie Effect Model",  
 RMSE = model\_1\_rmse ))  
user\_avgs <- test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 group\_by(userId) %>%  
 summarize(b\_u = mean(rating - mu - b\_i))  
predicted\_ratings <- test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 left\_join(user\_avgs, by='userId') %>%  
 mutate(pred = mu + b\_i + b\_u) %>%  
 .$pred  
model\_2\_rmse <- RMSE(predicted\_ratings, test\_set$rating)  
rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Movie + User Effects Model",   
 RMSE = model\_2\_rmse ))  
  
test\_set %>%   
 left\_join(movie\_avgs, by='movieId') %>%  
 mutate(residual = rating - (mu + b\_i)) %>%  
 arrange(desc(abs(residual))) %>%   
 dplyr::select(title, residual) %>% slice(1:10) %>% knitr::kable()

|  |  |
| --- | --- |
| title | residual |
| Day of the Beast, The (Día de la Bestia, El) | 4.50 |
| Horror Express | -4.00 |
| No Holds Barred | 4.00 |
| Dear Zachary: A Letter to a Son About His Father | -4.00 |
| Faust | -4.00 |
| Hear My Song | -4.00 |
| Confessions of a Shopaholic | -4.00 |
| Twilight Saga: Breaking Dawn - Part 1, The | -4.00 |
| Taxi Driver | -3.81 |
| Taxi Driver | -3.81 |

movie\_titles <- movielens %>%   
 dplyr::select(movieId, title) %>%  
 distinct()  
movie\_avgs %>% left\_join(movie\_titles, by="movieId") %>%  
 arrange(desc(b\_i)) %>%   
 dplyr::select(title, b\_i) %>%   
 slice(1:10) %>%   
 knitr::kable()

|  |  |
| --- | --- |
| title | b\_i |
| Lamerica | 1.46 |
| Love & Human Remains | 1.46 |
| Enfer, L’ | 1.46 |
| Picture Bride (Bijo photo) | 1.46 |
| Red Firecracker, Green Firecracker (Pao Da Shuang Deng) | 1.46 |
| Faces | 1.46 |
| Maya Lin: A Strong Clear Vision | 1.46 |
| Heavy | 1.46 |
| Gate of Heavenly Peace, The | 1.46 |
| Death in the Garden (Mort en ce jardin, La) | 1.46 |

movie\_avgs %>% left\_join(movie\_titles, by="movieId") %>%  
 arrange(b\_i) %>%   
 dplyr::select(title, b\_i) %>%   
 slice(1:10) %>%   
 knitr::kable()

|  |  |
| --- | --- |
| title | b\_i |
| Santa with Muscles | -3.04 |
| B*A*P\*S | -3.04 |
| 3 Ninjas: High Noon On Mega Mountain | -3.04 |
| Barney’s Great Adventure | -3.04 |
| Merry War, A | -3.04 |
| Day of the Beast, The (Día de la Bestia, El) | -3.04 |
| Children of the Corn III | -3.04 |
| Whiteboyz | -3.04 |
| Catfish in Black Bean Sauce | -3.04 |
| Watcher, The | -3.04 |

train\_set %>% dplyr::count(movieId) %>%   
 left\_join(movie\_avgs) %>%  
 left\_join(movie\_titles, by="movieId") %>%  
 arrange(desc(b\_i)) %>%   
 dplyr::select(title, b\_i, n) %>%   
 slice(1:10) %>%   
 knitr::kable()

## Joining, by = "movieId"

|  |  |  |
| --- | --- | --- |
| title | b\_i | n |
| Lamerica | 1.46 | 1 |
| Love & Human Remains | 1.46 | 3 |
| Enfer, L’ | 1.46 | 1 |
| Picture Bride (Bijo photo) | 1.46 | 1 |
| Red Firecracker, Green Firecracker (Pao Da Shuang Deng) | 1.46 | 3 |
| Faces | 1.46 | 1 |
| Maya Lin: A Strong Clear Vision | 1.46 | 2 |
| Heavy | 1.46 | 1 |
| Gate of Heavenly Peace, The | 1.46 | 1 |
| Death in the Garden (Mort en ce jardin, La) | 1.46 | 1 |

train\_set %>% dplyr::count(movieId) %>%   
 left\_join(movie\_avgs) %>%  
 left\_join(movie\_titles, by="movieId") %>%  
 arrange(b\_i) %>%   
 dplyr::select(title, b\_i, n) %>%   
 slice(1:10) %>%   
 knitr::kable()

## Joining, by = "movieId"

|  |  |  |
| --- | --- | --- |
| title | b\_i | n |
| Santa with Muscles | -3.04 | 1 |
| B*A*P\*S | -3.04 | 1 |
| 3 Ninjas: High Noon On Mega Mountain | -3.04 | 1 |
| Barney’s Great Adventure | -3.04 | 1 |
| Merry War, A | -3.04 | 1 |
| Day of the Beast, The (Día de la Bestia, El) | -3.04 | 1 |
| Children of the Corn III | -3.04 | 1 |
| Whiteboyz | -3.04 | 1 |
| Catfish in Black Bean Sauce | -3.04 | 1 |
| Watcher, The | -3.04 | 1 |

lambda <- 3  
mu <- mean(train\_set$rating)  
movie\_reg\_avgs <- train\_set %>%   
 group\_by(movieId) %>%   
 summarize(b\_i = sum(rating - mu)/(n()+lambda), n\_i = n())   
  
data\_frame(original = movie\_avgs$b\_i,   
 regularlized = movie\_reg\_avgs$b\_i,   
 n = movie\_reg\_avgs$n\_i) %>%  
 ggplot(aes(original, regularlized, size=sqrt(n))) +   
 geom\_point(shape=1, alpha=0.5)
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train\_set %>%  
 dplyr::count(movieId) %>%   
 left\_join(movie\_reg\_avgs) %>%  
 left\_join(movie\_titles, by="movieId") %>%  
 arrange(desc(b\_i)) %>%   
 dplyr::select(title, b\_i, n) %>%   
 slice(1:10) %>%   
 knitr::kable()

## Joining, by = "movieId"

|  |  |  |
| --- | --- | --- |
| title | b\_i | n |
| All About Eve | 0.927 | 26 |
| Shawshank Redemption, The | 0.921 | 240 |
| Godfather, The | 0.897 | 153 |
| Godfather: Part II, The | 0.871 | 100 |
| Maltese Falcon, The | 0.860 | 47 |
| Best Years of Our Lives, The | 0.859 | 11 |
| On the Waterfront | 0.847 | 23 |
| Face in the Crowd, A | 0.833 | 4 |
| African Queen, The | 0.832 | 36 |
| All Quiet on the Western Front | 0.824 | 11 |

train\_set %>%  
 dplyr::count(movieId) %>%   
 left\_join(movie\_reg\_avgs) %>%  
 left\_join(movie\_titles, by="movieId") %>%  
 arrange(b\_i) %>%   
 dplyr::select(title, b\_i, n) %>%   
 slice(1:10) %>%   
 knitr::kable()

## Joining, by = "movieId"

|  |  |  |
| --- | --- | --- |
| title | b\_i | n |
| Battlefield Earth | -2.06 | 14 |
| Joe’s Apartment | -1.78 | 7 |
| Speed 2: Cruise Control | -1.69 | 20 |
| Super Mario Bros. | -1.60 | 13 |
| Police Academy 6: City Under Siege | -1.57 | 10 |
| After Earth | -1.52 | 4 |
| Disaster Movie | -1.52 | 3 |
| Little Nicky | -1.51 | 17 |
| Cats & Dogs | -1.47 | 6 |
| Blade: Trinity | -1.46 | 11 |

predicted\_ratings <- test\_set %>%   
 left\_join(movie\_reg\_avgs, by='movieId') %>%  
 mutate(pred = mu + b\_i) %>%  
 .$pred  
  
model\_3\_rmse <- RMSE(predicted\_ratings, test\_set$rating)  
rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Regularized Movie Effect Model",   
 RMSE = model\_3\_rmse ))  
rmse\_results %>% knitr::kable()

|  |  |
| --- | --- |
| method | RMSE |
| Just the average | 1.048 |
| Movie Effect Model | 0.986 |
| Movie + User Effects Model | 0.885 |
| Regularized Movie Effect Model | 0.965 |

lambdas <- seq(0, 10, 0.25)  
mu <- mean(train\_set$rating)  
just\_the\_sum <- train\_set %>%   
 group\_by(movieId) %>%   
 summarize(s = sum(rating - mu), n\_i = n())  
rmses <- sapply(lambdas, function(l){  
 predicted\_ratings <- test\_set %>%   
 left\_join(just\_the\_sum, by='movieId') %>%   
 mutate(b\_i = s/(n\_i+l)) %>%  
 mutate(pred = mu + b\_i) %>%  
 .$pred  
 return(RMSE(predicted\_ratings, test\_set$rating))  
})  
qplot(lambdas, rmses)

![](data:image/png;base64,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)

lambdas[which.min(rmses)]

## [1] 3

lambdas <- seq(0, 10, 0.25)  
rmses <- sapply(lambdas, function(l){  
 mu <- mean(train\_set$rating)  
 b\_i <- train\_set %>%  
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - mu)/(n()+l))  
 b\_u <- train\_set %>%   
 left\_join(b\_i, by="movieId") %>%  
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - mu)/(n()+l))  
 predicted\_ratings <-   
 test\_set %>%   
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 mutate(pred = mu + b\_i + b\_u) %>%  
 .$pred  
 return(RMSE(predicted\_ratings, test\_set$rating))  
})  
  
qplot(lambdas, rmses)

![](data:image/png;base64,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)

lambda <- lambdas[which.min(rmses)]  
lambda

## [1] 3.75

rmse\_results <- bind\_rows(rmse\_results,  
 data\_frame(method="Regularized Movie + User Effect Model",   
 RMSE = min(rmses)))  
rmse\_results %>% knitr::kable()

|  |  |
| --- | --- |
| method | RMSE |
| Just the average | 1.048 |
| Movie Effect Model | 0.986 |
| Movie + User Effects Model | 0.885 |
| Regularized Movie Effect Model | 0.965 |
| Regularized Movie + User Effect Model | 0.881 |

## Comprehension Check - Regularization

The exercises in Q1-Q8 work with a simulated dataset for 1000 schools. This pre-exercise setup walks you through the code needed to simulate the dataset.

If you have not done so already since the Titanic Exercises, please restart R or reset the number of digits that are printed with options(digits=7).

An education expert is advocating for smaller schools. The expert bases this recommendation on the fact that among the best performing schools, many are small schools. Let’s simulate a dataset for 1000 schools. First, let’s simulate the number of students in each school, using the following code:

# set.seed(1986) # if using R 3.5 or earlier  
set.seed(1986, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1986, sample.kind = "Rounding"): non-uniform 'Rounding'  
## sampler used

n <- round(2^rnorm(1000, 8, 1))

Now let’s assign a **true** quality for each school that is completely independent from size. This is the parameter we want to estimate in our analysis. The true quality can be assigned using the following code:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

mu <- round(80 + 2\*rt(1000, 5))  
range(mu)

## [1] 67 94

schools <- data.frame(id = paste("PS",1:1000),  
 size = n,  
 quality = mu,  
 rank = rank(-mu))

We can see the top 10 schools using this code:

schools %>% top\_n(10, quality) %>% arrange(desc(quality))

## id size quality rank  
## 1 PS 191 1036 94 1.0  
## 2 PS 567 121 93 2.0  
## 3 PS 95 235 91 3.0  
## 4 PS 430 61 90 4.0  
## 5 PS 343 78 89 5.0  
## 6 PS 981 293 88 6.0  
## 7 PS 558 196 87 7.0  
## 8 PS 79 105 86 13.5  
## 9 PS 113 653 86 13.5  
## 10 PS 163 300 86 13.5  
## 11 PS 266 2369 86 13.5  
## 12 PS 400 550 86 13.5  
## 13 PS 451 217 86 13.5  
## 14 PS 477 341 86 13.5  
## 15 PS 484 967 86 13.5  
## 16 PS 561 723 86 13.5  
## 17 PS 563 828 86 13.5  
## 18 PS 865 586 86 13.5  
## 19 PS 963 208 86 13.5

Now let’s have the students in the school take a test. There is random variability in test taking, so we will simulate the test scores as normally distributed with the average determined by the school quality with a standard deviation of 30 percentage points. This code will simulate the test scores:

# set.seed(1) # if using R 3.5 or earlier  
set.seed(1, sample.kind="Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

mu <- round(80 + 2\*rt(1000, 5))  
  
scores <- sapply(1:nrow(schools), function(i){  
 scores <- rnorm(schools$size[i], schools$quality[i], 30)  
 scores  
})  
schools <- schools %>% mutate(score = sapply(scores, mean))

1. What are the top schools based on the average score? Show just the ID, size, and the average score.

Report the ID of the top school and average score of the 10th school.

What is the ID of the top school?

What is the average score of the 10th school (after sorting from highest to lowest average score)?

schools %>% top\_n(10, score) %>% arrange(desc(score)) %>% dplyr::select(id, size, score)

## id size score  
## 1 PS 567 121 95.8  
## 2 PS 191 1036 93.5  
## 3 PS 330 162 91.0  
## 4 PS 701 83 90.5  
## 5 PS 591 213 89.7  
## 6 PS 205 172 89.3  
## 7 PS 574 199 89.2  
## 8 PS 963 208 89.0  
## 9 PS 430 61 88.7  
## 10 PS 756 245 88.0

1. Compare the median school size to the median school size of the top 10 schools based on the score.

What is the median school size overall?

What is the median school size of the of the top 10 schools based on the score?

median(schools$size)

## [1] 261

schools %>% top\_n(10, score) %>% .$size %>% median()

## [1] 186

1. According to this analysis, it appears that small schools produce better test scores than large schools. Four out of the top 10 schools have 100 or fewer students. But how can this be? We constructed the simulation so that quality and size were independent. Repeat the exercise for the worst 10 schools.

What is the median school size of the bottom 10 schools based on the score?

median(schools$size)

## [1] 261

schools %>% top\_n(-10, score) %>% .$size %>% median()

## [1] 219

1. From this analysis, we see that the worst schools are also small. Plot the average score versus school size to see what’s going on. Highlight the top 10 schools based on the **true** quality.

What do you observe?

schools %>% ggplot(aes(size, score)) +  
 geom\_point(alpha = 0.5) +  
 geom\_point(data = filter(schools, rank<=10), col = 2)
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* ☐ A. There is no difference in the standard error of the score based on school size; there must be an error in how we generated our data.
* ☒ B. The standard error of the score has larger variability when the school is smaller, which is why both the best and the worst schools are more likely to be small.
* ☐ C. The standard error of the score has smaller variability when the school is smaller, which is why both the best and the worst schools are more likely to be small.
* ☐ D. The standard error of the score has larger variability when the school is very small or very large, which is why both the best and the worst schools are more likely to be small.
* ☐ E. The standard error of the score has smaller variability when the school is very small or very large, which is why both the best and the worst schools are more likely to be small.

1. Let’s use regularization to pick the best schools. Remember regularization **shrinks** deviations from the average towards 0. To apply regularization here, we first need to define the overall average for all schools, using the following code:

overall <- mean(sapply(scores, mean))

Then, we need to define, for each school, how it deviates from that average.

Write code that estimates the score above the average for each school but dividing by instead of , with the school size and a regularization parameter. Try .

What is the ID of the top school with regularization?

What is the regularized score of the 10th school?

alpha <- 25  
score\_reg <- sapply(scores, function(x) overall + sum(x-overall)/(length(x)+alpha))  
schools %>% mutate(score\_reg = score\_reg) %>%  
 top\_n(10, score\_reg) %>% arrange(desc(score\_reg))

## id size quality rank score score\_reg  
## 1 PS 191 1036 94 1.0 93.5 93.2  
## 2 PS 567 121 93 2.0 95.8 93.1  
## 3 PS 330 162 84 53.5 91.0 89.5  
## 4 PS 591 213 83 104.5 89.7 88.7  
## 5 PS 574 199 84 53.5 89.2 88.2  
## 6 PS 205 172 85 28.5 89.3 88.1  
## 7 PS 701 83 83 104.5 90.5 88.1  
## 8 PS 963 208 86 13.5 89.0 88.0  
## 9 PS 756 245 83 104.5 88.0 87.2  
## 10 PS 561 723 86 13.5 87.4 87.2

1. Notice that this improves things a bit. The number of small schools that are not highly ranked is now lower. Is there a better ? Using values of from 10 to 250, find the that minimizes the RMSE.

What value of gives the minimum RMSE?

alphas <- seq(10,250)  
rmse <- sapply(alphas, function(alpha){  
 score\_reg <- sapply(scores, function(x) overall+sum(x-overall)/(length(x)+alpha))  
 sqrt(mean((score\_reg - schools$quality)^2))  
})  
plot(alphas, rmse)
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alphas[which.min(rmse)]

## [1] 135

1. Rank the schools based on the average obtained with the best from Q6. Note that no small school is incorrectly included.

What is the ID of the top school now?

What is the regularized average score of the 10th school now?

alpha <- alphas[which.min(rmse)]   
score\_reg <- sapply(scores, function(x)  
 overall+sum(x-overall)/(length(x)+alpha))  
schools %>% mutate(score\_reg = score\_reg) %>%  
 top\_n(10, score\_reg) %>% arrange(desc(score\_reg))

## id size quality rank score score\_reg  
## 1 PS 191 1036 94 1.0 93.5 92.0  
## 2 PS 567 121 93 2.0 95.8 87.5  
## 3 PS 561 723 86 13.5 87.4 86.2  
## 4 PS 330 162 84 53.5 91.0 86.0  
## 5 PS 591 213 83 104.5 89.7 86.0  
## 6 PS 400 550 86 13.5 87.4 85.9  
## 7 PS 865 586 86 13.5 87.2 85.8  
## 8 PS 266 2369 86 13.5 86.0 85.7  
## 9 PS 563 828 86 13.5 86.5 85.5  
## 10 PS 574 199 84 53.5 89.2 85.5

1. A common mistake made when using regularization is shrinking values towards 0 that are not centered around 0. For example, if we don’t subtract the overall average before shrinking, we actually obtain a very similar result. Confirm this by re-running the code from the exercise in Q6 but without removing the overall mean.

What value of gives the minimum RMSE here?

alphas <- seq(10,250)  
rmse <- sapply(alphas, function(alpha){  
 score\_reg <- sapply(scores, function(x) sum(x)/(length(x)+alpha))  
 sqrt(mean((score\_reg - schools$quality)^2))  
})  
plot(alphas, rmse)
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alphas[which.min(rmse)]

## [1] 10

## Matrix Factorization

There is a link to the relevant section of the textbook: [Matrix factorization](https://rafalab.github.io/dsbook/large-datasets.html#matrix-factorization)

**Key points**

* Our earlier models fail to account for an important source of variation related to the fact that groups of movies and groups of users have similar rating patterns. We can observe these patterns by studying the residuals and **converting our data into a matrix where each user gets a row and each movie gets a column**:

where is the entry in row and column .

* We can **factorize the matrix of residuals**  into a vector and vector , , allowing us to explain more of the variance using a model like this:
* Because our example is more complicated, we can use **two factors to explain the structure and two sets of coefficients to describe users**:
* To estimate factors using our data instead of constructing them ourselves, we can use **principal component analysis (PCA) or singular value decomposition (SVD)**.

*Code*

train\_small <- movielens %>%   
 group\_by(movieId) %>%  
 filter(n() >= 50 | movieId == 3252) %>% ungroup() %>% #3252 is Scent of a Woman used in example  
 group\_by(userId) %>%  
 filter(n() >= 50) %>% ungroup()  
  
y <- train\_small %>%   
 dplyr::select(userId, movieId, rating) %>%  
 spread(movieId, rating) %>%  
 as.matrix()  
  
rownames(y)<- y[,1]  
y <- y[,-1]  
colnames(y) <- with(movie\_titles, title[match(colnames(y), movieId)])  
  
y <- sweep(y, 1, rowMeans(y, na.rm=TRUE))  
y <- sweep(y, 2, colMeans(y, na.rm=TRUE))  
  
m\_1 <- "Godfather, The"  
m\_2 <- "Godfather: Part II, The"  
qplot(y[ ,m\_1], y[,m\_2], xlab = m\_1, ylab = m\_2)

## Warning: Removed 199 rows containing missing values (geom\_point).
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m\_1 <- "Godfather, The"  
m\_3 <- "Goodfellas"  
qplot(y[ ,m\_1], y[,m\_3], xlab = m\_1, ylab = m\_3)

## Warning: Removed 204 rows containing missing values (geom\_point).
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m\_4 <- "You've Got Mail"   
m\_5 <- "Sleepless in Seattle"   
qplot(y[ ,m\_4], y[,m\_5], xlab = m\_4, ylab = m\_5)

## Warning: Removed 259 rows containing missing values (geom\_point).
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cor(y[, c(m\_1, m\_2, m\_3, m\_4, m\_5)], use="pairwise.complete") %>%   
 knitr::kable()

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Godfather, The | Godfather: Part II, The | Goodfellas | You’ve Got Mail | Sleepless in Seattle |
| Godfather, The | 1.000 | 0.832 | 0.454 | -0.454 | -0.354 |
| Godfather: Part II, The | 0.832 | 1.000 | 0.540 | -0.338 | -0.326 |
| Goodfellas | 0.454 | 0.540 | 1.000 | -0.489 | -0.367 |
| You’ve Got Mail | -0.454 | -0.338 | -0.489 | 1.000 | 0.542 |
| Sleepless in Seattle | -0.354 | -0.326 | -0.367 | 0.542 | 1.000 |

set.seed(1)  
options(digits = 2)  
Q <- matrix(c(1 , 1, 1, -1, -1), ncol=1)  
rownames(Q) <- c(m\_1, m\_2, m\_3, m\_4, m\_5)  
P <- matrix(rep(c(2,0,-2), c(3,5,4)), ncol=1)  
rownames(P) <- 1:nrow(P)  
  
X <- jitter(P%\*%t(Q))  
X %>% knitr::kable(align = "c")

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Godfather, The | Godfather: Part II, The | Goodfellas | You’ve Got Mail | Sleepless in Seattle |
| 1.81 | 2.15 | 1.81 | -1.76 | -1.81 |
| 1.90 | 1.91 | 1.91 | -2.31 | -1.85 |
| 2.06 | 2.22 | 1.61 | -1.82 | -2.02 |
| 0.33 | 0.00 | -0.09 | -0.07 | 0.29 |
| -0.24 | 0.17 | 0.30 | 0.26 | -0.05 |
| 0.32 | 0.39 | -0.13 | 0.12 | -0.20 |
| 0.36 | -0.10 | -0.01 | 0.23 | -0.34 |
| 0.13 | 0.22 | 0.08 | 0.04 | -0.32 |
| -1.90 | -1.65 | -2.01 | 2.02 | 1.85 |
| -2.35 | -2.23 | -2.25 | 2.23 | 2.01 |
| -2.24 | -1.88 | -1.74 | 1.62 | 2.13 |
| -2.26 | -2.30 | -1.87 | 1.98 | 1.93 |

cor(X)

## Godfather, The Godfather: Part II, The Goodfellas  
## Godfather, The 1.00 0.99 0.98  
## Godfather: Part II, The 0.99 1.00 0.99  
## Goodfellas 0.98 0.99 1.00  
## You've Got Mail -0.98 -0.98 -0.99  
## Sleepless in Seattle -0.99 -0.99 -0.99  
## You've Got Mail Sleepless in Seattle  
## Godfather, The -0.98 -0.99  
## Godfather: Part II, The -0.98 -0.99  
## Goodfellas -0.99 -0.99  
## You've Got Mail 1.00 0.98  
## Sleepless in Seattle 0.98 1.00

t(Q) %>% knitr::kable(aling="c")

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Godfather, The | Godfather: Part II, The | Goodfellas | You’ve Got Mail | Sleepless in Seattle |
| 1 | 1 | 1 | -1 | -1 |

P

## [,1]  
## 1 2  
## 2 2  
## 3 2  
## 4 0  
## 5 0  
## 6 0  
## 7 0  
## 8 0  
## 9 -2  
## 10 -2  
## 11 -2  
## 12 -2

set.seed(1)  
options(digits = 2)  
m\_6 <- "Scent of a Woman"  
Q <- cbind(c(1 , 1, 1, -1, -1, -1),   
 c(1 , 1, -1, -1, -1, 1))  
rownames(Q) <- c(m\_1, m\_2, m\_3, m\_4, m\_5, m\_6)  
P <- cbind(rep(c(2,0,-2), c(3,5,4)),   
 c(-1,1,1,0,0,1,1,1,0,-1,-1,-1))/2  
rownames(P) <- 1:nrow(X)  
  
X <- jitter(P%\*%t(Q), factor=1)  
X %>% knitr::kable(align = "c")

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Godfather, The | Godfather: Part II, The | Goodfellas | You’ve Got Mail | Sleepless in Seattle | Scent of a Woman |
| 0.45 | 0.54 | 1.45 | -0.44 | -0.45 | -1.42 |
| 1.47 | 1.48 | 0.48 | -1.58 | -1.46 | -0.54 |
| 1.51 | 1.55 | 0.40 | -1.46 | -1.50 | -0.51 |
| 0.08 | 0.00 | -0.02 | -0.02 | 0.07 | -0.03 |
| -0.06 | 0.04 | 0.07 | 0.06 | -0.01 | 0.03 |
| 0.58 | 0.60 | -0.53 | -0.47 | -0.55 | 0.45 |
| 0.59 | 0.48 | -0.50 | -0.44 | -0.59 | 0.50 |
| 0.53 | 0.56 | -0.48 | -0.49 | -0.58 | 0.55 |
| -0.97 | -0.91 | -1.00 | 1.01 | 0.96 | 0.92 |
| -1.59 | -1.56 | -0.56 | 1.56 | 1.50 | 0.58 |
| -1.56 | -1.47 | -0.43 | 1.40 | 1.53 | 0.47 |
| -1.56 | -1.57 | -0.47 | 1.50 | 1.48 | 0.57 |

cor(X)

## Godfather, The Godfather: Part II, The Goodfellas  
## Godfather, The 1.00 1.00 0.53  
## Godfather: Part II, The 1.00 1.00 0.55  
## Goodfellas 0.53 0.55 1.00  
## You've Got Mail -1.00 -1.00 -0.55  
## Sleepless in Seattle -1.00 -1.00 -0.53  
## Scent of a Woman -0.57 -0.59 -0.99  
## You've Got Mail Sleepless in Seattle Scent of a Woman  
## Godfather, The -1.00 -1.00 -0.57  
## Godfather: Part II, The -1.00 -1.00 -0.59  
## Goodfellas -0.55 -0.53 -0.99  
## You've Got Mail 1.00 1.00 0.60  
## Sleepless in Seattle 1.00 1.00 0.57  
## Scent of a Woman 0.60 0.57 1.00

t(Q) %>% knitr::kable(align="c")

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Godfather, The | Godfather: Part II, The | Goodfellas | You’ve Got Mail | Sleepless in Seattle | Scent of a Woman |
| 1 | 1 | 1 | -1 | -1 | -1 |
| 1 | 1 | -1 | -1 | -1 | 1 |

P

## [,1] [,2]  
## 1 1 -0.5  
## 2 1 0.5  
## 3 1 0.5  
## 4 0 0.0  
## 5 0 0.0  
## 6 0 0.5  
## 7 0 0.5  
## 8 0 0.5  
## 9 -1 0.0  
## 10 -1 -0.5  
## 11 -1 -0.5  
## 12 -1 -0.5

six\_movies <- c(m\_1, m\_2, m\_3, m\_4, m\_5, m\_6)  
tmp <- y[,six\_movies]  
cor(tmp, use="pairwise.complete")

## Godfather, The Godfather: Part II, The Goodfellas  
## Godfather, The 1.00 0.83 0.45  
## Godfather: Part II, The 0.83 1.00 0.54  
## Goodfellas 0.45 0.54 1.00  
## You've Got Mail -0.45 -0.34 -0.49  
## Sleepless in Seattle -0.35 -0.33 -0.37  
## Scent of a Woman 0.07 0.14 -0.17  
## You've Got Mail Sleepless in Seattle Scent of a Woman  
## Godfather, The -0.45 -0.35 0.07  
## Godfather: Part II, The -0.34 -0.33 0.14  
## Goodfellas -0.49 -0.37 -0.17  
## You've Got Mail 1.00 0.54 -0.20  
## Sleepless in Seattle 0.54 1.00 -0.18  
## Scent of a Woman -0.20 -0.18 1.00

## SVD and PCA

There is a link to the relevant section of the textbook: [Connection to SVD and PCA](https://rafalab.github.io/dsbook/large-datasets.html#connection-to-svd-and-pca)

**Key points**

* You can think of **singular value decomposition (SVD)** as an algorithm that finds the vectors and that permit us to write the matrix of residuals with rows and columns in the following way:

with the variability of these terms decreasing and the ’s uncorrelated to each other.

* **SVD also computes the variabilities** so that we can know how much of the matrix’s total variability is explained as we add new terms.
* The **vectors are called the principal components** and the **vectors are the user effects**. By using principal components analysis (PCA), matrix factorization can capture structure in the data determined by user opinions about movies.

*Code*

y[is.na(y)] <- 0  
y <- sweep(y, 1, rowMeans(y))  
pca <- prcomp(y)  
  
dim(pca$rotation)

## [1] 454 292

dim(pca$x)

## [1] 292 292

plot(pca$sdev)
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var\_explained <- cumsum(pca$sdev^2/sum(pca$sdev^2))  
plot(var\_explained)
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pcs <- data.frame(pca$rotation, name = colnames(y))  
pcs %>% ggplot(aes(PC1, PC2)) + geom\_point() +   
 geom\_text\_repel(aes(PC1, PC2, label=name),  
 data = filter(pcs,   
 PC1 < -0.1 | PC1 > 0.1 | PC2 < -0.075 | PC2 > 0.1))

## Warning: ggrepel: 3 unlabeled data points (too many overlaps). Consider  
## increasing max.overlaps
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pcs %>% dplyr::select(name, PC1) %>% arrange(PC1) %>% slice(1:10)

## name PC1  
## Pulp Fiction Pulp Fiction -0.16  
## Seven (a.k.a. Se7en) Seven (a.k.a. Se7en) -0.14  
## Fargo Fargo -0.14  
## Taxi Driver Taxi Driver -0.13  
## 2001: A Space Odyssey 2001: A Space Odyssey -0.13  
## Silence of the Lambs, The Silence of the Lambs, The -0.13  
## Clockwork Orange, A Clockwork Orange, A -0.12  
## Being John Malkovich Being John Malkovich -0.11  
## Fight Club Fight Club -0.10  
## Godfather, The Godfather, The -0.10

pcs %>% dplyr::select(name, PC1) %>% arrange(desc(PC1)) %>% slice(1:10)

## name  
## Independence Day (a.k.a. ID4) Independence Day (a.k.a. ID4)  
## Shrek Shrek  
## Twister Twister  
## Titanic Titanic  
## Armageddon Armageddon  
## Spider-Man Spider-Man  
## Harry Potter and the Sorcerer's Stone (a.k.a. Harry Potter and the Philosopher's Stone) Harry Potter and the Sorcerer's Stone (a.k.a. Harry Potter and the Philosopher's Stone)  
## Batman Forever Batman Forever  
## Forrest Gump Forrest Gump  
## Enemy of the State Enemy of the State  
## PC1  
## Independence Day (a.k.a. ID4) 0.161  
## Shrek 0.128  
## Twister 0.119  
## Titanic 0.118  
## Armageddon 0.111  
## Spider-Man 0.107  
## Harry Potter and the Sorcerer's Stone (a.k.a. Harry Potter and the Philosopher's Stone) 0.102  
## Batman Forever 0.101  
## Forrest Gump 0.100  
## Enemy of the State 0.092

pcs %>% dplyr::select(name, PC2) %>% arrange(PC2) %>% slice(1:10)

## name  
## Little Miss Sunshine Little Miss Sunshine  
## Truman Show, The Truman Show, The  
## Slumdog Millionaire Slumdog Millionaire  
## Mars Attacks! Mars Attacks!  
## American Beauty American Beauty  
## Amelie (Fabuleux destin d'Amélie Poulain, Le) Amelie (Fabuleux destin d'Amélie Poulain, Le)  
## City of God (Cidade de Deus) City of God (Cidade de Deus)  
## Monty Python's Life of Brian Monty Python's Life of Brian  
## Shawshank Redemption, The Shawshank Redemption, The  
## Beautiful Mind, A Beautiful Mind, A  
## PC2  
## Little Miss Sunshine -0.081  
## Truman Show, The -0.079  
## Slumdog Millionaire -0.076  
## Mars Attacks! -0.073  
## American Beauty -0.069  
## Amelie (Fabuleux destin d'Amélie Poulain, Le) -0.068  
## City of God (Cidade de Deus) -0.068  
## Monty Python's Life of Brian -0.068  
## Shawshank Redemption, The -0.066  
## Beautiful Mind, A -0.064

pcs %>% dplyr::select(name, PC2) %>% arrange(desc(PC2)) %>% slice(1:10)

## name  
## Lord of the Rings: The Two Towers, The Lord of the Rings: The Two Towers, The  
## Lord of the Rings: The Fellowship of the Ring, The Lord of the Rings: The Fellowship of the Ring, The  
## Lord of the Rings: The Return of the King, The Lord of the Rings: The Return of the King, The  
## Matrix, The Matrix, The  
## Star Wars: Episode IV - A New Hope Star Wars: Episode IV - A New Hope  
## Star Wars: Episode VI - Return of the Jedi Star Wars: Episode VI - Return of the Jedi  
## Star Wars: Episode V - The Empire Strikes Back Star Wars: Episode V - The Empire Strikes Back  
## Spider-Man 2 Spider-Man 2  
## Dark Knight, The Dark Knight, The  
## X2: X-Men United X2: X-Men United  
## PC2  
## Lord of the Rings: The Two Towers, The 0.336  
## Lord of the Rings: The Fellowship of the Ring, The 0.332  
## Lord of the Rings: The Return of the King, The 0.237  
## Matrix, The 0.231  
## Star Wars: Episode IV - A New Hope 0.217  
## Star Wars: Episode VI - Return of the Jedi 0.192  
## Star Wars: Episode V - The Empire Strikes Back 0.168  
## Spider-Man 2 0.114  
## Dark Knight, The 0.103  
## X2: X-Men United 0.094

## Comprehension Check - Matrix Factorization

In this exercise set, we will be covering a topic useful for understanding matrix factorization: the singular value decomposition (SVD). SVD is a mathematical result that is widely used in machine learning, both in practice and to understand the mathematical properties of some algorithms. This is a rather advanced topic and to complete this exercise set you will have to be familiar with linear algebra concepts such as matrix multiplication, orthogonal matrices, and diagonal matrices.

The SVD tells us that we can **decompose** an matrix with as

with and **orthogonal** of dimensions and respectively and a **diagonal** matrix with the values of the diagonal decreasing:

In this exercise, we will see one of the ways that this decomposition can be useful. To do this, we will construct a dataset that represents grade scores for 100 students in 24 different subjects. The overall average has been removed so this data represents the percentage point each student received above or below the average test score. So a 0 represents an average grade (C), a 25 is a high grade (A+), and a -25 represents a low grade (F). You can simulate the data like this:

set.seed(1987)  
#if using R 3.6 or later, use `set.seed(1987, sample.kind="Rounding")` instead  
n <- 100  
k <- 8  
Sigma <- 64 \* matrix(c(1, .75, .5, .75, 1, .5, .5, .5, 1), 3, 3)   
m <- MASS::mvrnorm(n, rep(0, 3), Sigma)  
m <- m[order(rowMeans(m), decreasing = TRUE),]  
y <- m %x% matrix(rep(1, k), nrow = 1) + matrix(rnorm(matrix(n\*k\*3)), n, k\*3)  
colnames(y) <- c(paste(rep("Math",k), 1:k, sep="\_"),  
 paste(rep("Science",k), 1:k, sep="\_"),  
 paste(rep("Arts",k), 1:k, sep="\_"))

Our goal is to describe the student performances as succinctly as possible. For example, we want to know if these test results are all just a random independent numbers. Are all students just about as good? Does being good in one subject imply you will be good in another? How does the SVD help with all this? We will go step by step to show that with just three relatively small pairs of vectors we can explain much of the variability in this dataset.

1. You can visualize the 24 test scores for the 100 students by plotting an image:

my\_image <- function(x, zlim = range(x), ...){  
 colors = rev(RColorBrewer::brewer.pal(9, "RdBu"))  
 cols <- 1:ncol(x)  
 rows <- 1:nrow(x)  
 image(cols, rows, t(x[rev(rows),,drop=FALSE]), xaxt = "n", yaxt = "n",  
 xlab="", ylab="", col = colors, zlim = zlim, ...)  
 abline(h=rows + 0.5, v = cols + 0.5)  
 axis(side = 1, cols, colnames(x), las = 2)  
}  
  
my\_image(y)
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How would you describe the data based on this figure?

* ☐ A. The test scores are all independent of each other.
* ☐ B. The students that are good at math are not good at science.
* ☐ C. The students that are good at math are not good at arts.
* ☒ D. The students that test well are at the top of the image and there seem to be three groupings by subject.
* ☐ E. The students that test well are at the bottom of the image and there seem to be three groupings by subject.

1. You can examine the correlation between the test scores directly like this:

my\_image(cor(y), zlim = c(-1,1))  
range(cor(y))

## [1] 0.49 1.00

axis(side = 2, 1:ncol(y), rev(colnames(y)), las = 2)
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Which of the following best describes what you see?

* ☐ A. The test scores are independent.
* ☐ B. Test scores in math and science are highly correlated but scores in arts are not.
* ☐ C. There is high correlation between tests in the same subject but no correlation across subjects.
* ☒ D. There is correlation among all tests, but higher if the tests are in science and math and even higher within each subject.

1. Remember that orthogonality means that and are equal to the identity matrix. This implies that we can also rewrite the decomposition as

We can think of and as two transformations of that preserve the total variability of since and are orthogonal.

Use the function svd() to compute the SVD of y. This function will return , , and the diagonal entries of .

s <- svd(y)  
names(s)

## [1] "d" "u" "v"

You can check that the SVD works by typing:

y\_svd <- s$u %\*% diag(s$d) %\*% t(s$v)  
max(abs(y - y\_svd))

## [1] 5.3e-14

Compute the sum of squares of the columns of and store them in ss\_y. Then compute the sum of squares of columns of the transformed and store them in ss\_yv. Confirm that sum(ss\_y) is equal to sum(ss\_yv).

What is the value of sum(ss\_y) (and also the value of sum(ss\_yv))?

ss\_y <- apply(y^2, 2, sum)  
ss\_yv <- apply((y%\*%s$v)^2, 2, sum)  
sum(ss\_y)

## [1] 175435

sum(ss\_yv)

## [1] 175435

1. We see that the total sum of squares is preserved. This is because is orthogonal. Now to start understanding how is useful, plot ss\_y against the column number and then do the same for ss\_yv.

What do you observe?

plot(ss\_y)
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plot(ss\_yv)
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* ☐ A. ss\_y and ss\_yv are decreasing and close to 0 for the 4th column and beyond.
* ☒ B. ss\_yv is decreasing and close to 0 for the 4th column and beyond.
* ☐ C. ss\_y is decreasing and close to 0 for the 4th column and beyond.
* ☐ D. There is no discernible pattern to either ss\_y or ss\_yv.

1. Now notice that we didn’t have to compute ss\_yv because we already have the answer. How? Remember that and because is orthogonal, we know that the sum of squares of the columns of are the diagonal entries of squared. Confirm this by plotting the square root of ss\_yv versus the diagonal entries of .

data.frame(x = sqrt(ss\_yv), y = s$d) %>%  
ggplot(aes(x,y)) +  
geom\_point()
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Which of these plots is correct?

* ☒ A.
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1. So from the above we know that the sum of squares of the columns of (the total sum of squares) adds up to the sum of s$d^2 and that the transformation gives us columns with sums of squares equal to s$d^2. Now compute the percent of the total variability that is explained by just the first three columns of .

What proportion of the total variability is explained by the first three columns of ?

sum(s$d[1:3]^2) / sum(s$d^2)

## [1] 0.99

1. Before we continue, let’s show a useful computational trick to avoid creating the matrix diag(s$d). To motivate this, we note that if we write out in its columns then is equal to

Use the sweep function to compute without constructing diag(s$d) or using matrix multiplication.

Which code is correct?

* ☐ A. identical(t(s$u %\*% diag(s$d)), sweep(s$u, 2, s$d, FUN = "\*"))
* ☒ B. identical(s$u %\*% diag(s$d), sweep(s$u, 2, s$d, FUN = "\*"))
* ☐ C. identical(s$u %\*% t(diag(s$d)), sweep(s$u, 2, s$d, FUN = "\*"))
* ☐ D. identical(s$u %\*% diag(s$d), sweep(s$u, 2, s, FUN = "\*"))

1. We know that , the first column of , has the most variability of all the columns of . Earlier we looked at an image of using my\_image(y), in which we saw that the student to student variability is quite large and that students that are good in one subject tend to be good in all. This implies that the average (across all subjects) for each student should explain a lot of the variability. Compute the average score for each student, plot it against , and describe what you find.

What do you observe?

plot(s$u[,1]\*s$d[1], rowMeans(y))
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* ☐ A. There is no relationship between the average score for each student and .
* ☐ B. There is an exponential relationship between the average score for each student and .
* ☒ C. There is a linear relationship between the average score for each student and .

1. We note that the signs in SVD are arbitrary because:

With this in mind we see that the first column of is almost identical to the average score for each student except for the sign.

This implies that multiplying 𝑌 by the first column of 𝑉 must be performing a similar operation to taking the average. Make an image plot of 𝑉 and describe the first column relative to others and how this relates to taking an average.

How does the first column relate to the others, and how does this relate to taking an average?

my\_image(s$v)
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* ☐ A. The first column is very variable, which implies that the first column of YV is the sum of the rows of Y multiplied by some non-constant function, and is thus not proportional to an average.
* ☐ B. The first column is very variable, which implies that the first column of YV is the sum of the rows of Y multiplied by some non-constant function, and is thus proportional to an average.
* ☒ C. The first column is very close to being a constant, which implies that the first column of YV is the sum of the rows of Y multiplied by some constant, and is thus proportional to an average.
* ☐ D. The first three columns are all very close to being a constant, which implies that these columns are the sum of the rows of Y multiplied by some constant, and are thus proportional to an average.

1. We already saw that we can rewrite as

with the j-th column of . This implies that we can rewrite the entire SVD as:

with the jth column of . Plot , then plot using the same range for the y-axis limits, then make an image of and compare it to the image of . Hint: use the my\_image() function defined above. Use the drop=FALSE argument to assure the subsets of matrices are matrices.

plot(s$u[,1], ylim = c(-0.25, 0.25))
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plot(s$v[,1], ylim = c(-0.25, 0.25))
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with(s, my\_image((u[, 1, drop=FALSE]\*d[1]) %\*% t(v[, 1, drop=FALSE])))
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1. We see that with just a vector of length 100, a scalar, and a vector of length 24, we can actually come close to reconstructing the a matrix. This is our first matrix factorization:

In the exercise in Q6, we saw how to calculate the percent of total variability explained. However, our approximation only explains the observation that good students tend to be good in all subjects. Another aspect of the original data that our approximation does not explain was the higher similarity we observed within subjects. We can see this by computing the difference between our approximation and original data and then computing the correlations. You can see this by running this code:

resid <- y - with(s,(u[, 1, drop=FALSE]\*d[1]) %\*% t(v[, 1, drop=FALSE]))  
my\_image(cor(resid), zlim = c(-1,1))  
axis(side = 2, 1:ncol(y), rev(colnames(y)), las = 2)
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Now that we have removed the overall student effect, the correlation plot reveals that we have not yet explained the within subject correlation nor the fact that math and science are closer to each other than to the arts. So let’s explore the second column of the SVD.

Repeat the previous exercise (Q10) but for the second column: Plot , then plot using the same range for the y-axis limits, then make an image of and compare it to the image of resid.

plot(s$u[,2], ylim = c(-0.5, 0.5))
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plot(s$v[,2], ylim = c(-0.5, 0.5))
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with(s, my\_image((u[, 2, drop=FALSE]\*d[2]) %\*% t(v[, 2, drop=FALSE])))
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my\_image(resid)
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1. The second column clearly relates to a student’s difference in ability in math/science versus the arts. We can see this most clearly from the plot of s$v[,2]. Adding the matrix we obtain with these two columns will help with our approximation:

We know it will explain sum(s$d[1:2]^2)/sum(s$d^2) \* 100 percent of the total variability. We can compute new residuals like this:

resid <- y - with(s,sweep(u[, 1:2], 2, d[1:2], FUN="\*") %\*% t(v[, 1:2]))  
my\_image(cor(resid), zlim = c(-1,1))  
axis(side = 2, 1:ncol(y), rev(colnames(y)), las = 2)
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and see that the structure that is left is driven by the differences between math and science. Confirm this by first plotting , then plotting using the same range for the y-axis limits, then making an image of and comparing it to the image of resid.

plot(s$u[,3], ylim = c(-0.5, 0.5))
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plot(s$v[,3], ylim = c(-0.5, 0.5))
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with(s, my\_image((u[, 3, drop=FALSE]\*d[3]) %\*% t(v[, 3, drop=FALSE])))
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my\_image(resid)
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1. The third column clearly relates to a student’s difference in ability in math and science. We can see this most clearly from the plot of s$v[,3]. Adding the matrix we obtain with these two columns will help with our approximation:

We know it will explain: sum(s$d[1:3]^2)/sum(s$d^2) \* 100 percent of the total variability. We can compute new residuals like this:

resid <- y - with(s,sweep(u[, 1:3], 2, d[1:3], FUN="\*") %\*% t(v[, 1:3]))  
my\_image(cor(resid), zlim = c(-1,1))  
axis(side = 2, 1:ncol(y), rev(colnames(y)), las = 2)

![](data:image/png;base64,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)

We no longer see structure in the residuals: they seem to be independent of each other. This implies that we can describe the data with the following model:

with a matrix of independent identically distributed errors. This model is useful because we summarize of observations with numbers.

Furthermore, the three components of the model have useful interpretations:

1 - the overall ability of a student

2 - the difference in ability between the math/sciences and arts

3 - the remaining differences between the three subjects.

The sizes and tell us the variability explained by each component. Finally, note that the components are equivalent to the jth principal component.

Finish the exercise by plotting an image of , an image of and an image of the residuals, all with the same zlim.

y\_hat <- with(s,sweep(u[, 1:3], 2, d[1:3], FUN="\*") %\*% t(v[, 1:3]))  
my\_image(y, zlim = range(y))
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## Comprehension Check - Dimension Reduction

1. We want to explore the tissue\_gene\_expression predictors by plotting them.

data("tissue\_gene\_expression")  
dim(tissue\_gene\_expression$x)

## [1] 189 500

We want to get an idea of which observations are close to each other, but, as you can see from the dimensions, the predictors are 500-dimensional, making plotting difficult. Plot the first two principal components with color representing tissue type.

Which tissue is in a cluster by itself?

pc <- prcomp(tissue\_gene\_expression$x)  
data.frame(pc\_1 = pc$x[,1], pc\_2 = pc$x[,2],   
 tissue = tissue\_gene\_expression$y) %>%  
 ggplot(aes(pc\_1, pc\_2, color = tissue)) +  
 geom\_point()
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* ☐ A. cerebellum
* ☐ B. colon
* ☐ C. endometrium
* ☐ D. hippocampus
* ☐ E. kidney
* ☒ F. liver
* ☐ G. placenta

1. The predictors for each observation are measured using the same device and experimental procedure. This introduces biases that can affect all the predictors from one observation. For each observation, compute the average across all predictors, and then plot this against the first PC with color representing tissue. Report the correlation.

What is the correlation?

avgs <- rowMeans(tissue\_gene\_expression$x)  
data.frame(pc\_1 = pc$x[,1], avg = avgs,   
 tissue = tissue\_gene\_expression$y) %>%  
ggplot(aes(avgs, pc\_1, color = tissue)) +  
 geom\_point()
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cor(avgs, pc$x[,1])

## [1] 0.6

1. We see an association with the first PC and the observation averages. Redo the PCA but only after removing the center. Part of the code is provided for you.

#BLANK  
pc <- prcomp(x)  
data.frame(pc\_1 = pc$x[,1], pc\_2 = pc$x[,2],   
 tissue = tissue\_gene\_expression$y) %>%  
 ggplot(aes(pc\_1, pc\_2, color = tissue)) +  
 geom\_point()

Which line of code should be used to replace #BLANK in the code block above?

x <- with(tissue\_gene\_expression, sweep(x, 1, rowMeans(x)))  
pc <- prcomp(x)  
data.frame(pc\_1 = pc$x[,1], pc\_2 = pc$x[,2],   
 tissue = tissue\_gene\_expression$y) %>%  
 ggplot(aes(pc\_1, pc\_2, color = tissue)) +  
 geom\_point()

![](data:image/png;base64,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)

* ☐ A. x <- with(tissue\_gene\_expression, sweep(x, 1, mean(x)))
* ☐ B. x <- sweep(x, 1, rowMeans(tissue\_gene\_expression$x))
* ☐ C. x <- tissue\_gene\_expression$x - mean(tissue\_gene\_expression$x)
* ☒ D. x <- with(tissue\_gene\_expression, sweep(x, 1, rowMeans(x)))

1. For the first 10 PCs, make a boxplot showing the values for each tissue.

For the 7th PC, which two tissues have the greatest median difference?

for(i in 1:10){  
 boxplot(pc$x[,i] ~ tissue\_gene\_expression$y, main = paste("PC", i))  
}
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Select the TWO tissues that have the greatest difference between their medians.

* ☐ A. cerebellum
* ☒ B. colon
* ☐ C. endometrium
* ☐ D. hippocampus
* ☐ E. kidney
* ☐ F. liver
* ☒ G. placenta

1. Plot the percent variance explained by PC number. Hint: use the summary function.

How many PCs are required to reach a cumulative percent variance explained greater than 50%? 3

plot(summary(pc)$importance[3,])
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## Comprehension Check - Clustering

These exercises will work with the tissue\_gene\_expression dataset, which is part of the **dslabs** package.

1. Load the tissue\_gene\_expression dataset. Remove the row means and compute the distance between each observation. Store the result in d.

Which of the following lines of code correctly does this computation?

d <- dist(tissue\_gene\_expression$x - rowMeans(tissue\_gene\_expression$x))

* ☐ A. d <- dist(tissue\_gene\_expression$x)
* ☐ B. d <- dist(rowMeans(tissue\_gene\_expression$x))
* ☐ C. d <- dist(rowMeans(tissue\_gene\_expression$y))
* ☒ D. d <- dist(tissue\_gene\_expression$x - rowMeans(tissue\_gene\_expression$x))

1. Make a hierarchical clustering plot and add the tissue types as labels.

You will observe multiple branches.

Which tissue type is in the branch farthest to the left?

h <- hclust(d)  
plot(h)
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* ☐ A. cerebellum
* ☐ B. colon
* ☐ C. endometrium
* ☐ D. hippocampus
* ☐ E. kidney
* ☒ F. liver
* ☐ G. placenta

1. Select the 50 most variable genes. Make sure the observations show up in the columns, that the predictor are centered, and add a color bar to show the different tissue types. Hint: use the ColSideColors argument to assign colors. Also, use col = RColorBrewer::brewer.pal(11, "RdBu") for a better use of colors.

Part of the code is provided for you here:

library(RColorBrewer)  
sds <- matrixStats::colSds(tissue\_gene\_expression$x)  
ind <- order(sds, decreasing = TRUE)[1:50]  
colors <- brewer.pal(7, "Dark2")[as.numeric(tissue\_gene\_expression$y)]  
#BLANK

Which line of code should replace #BLANK in the code above?

if(!require(RColorBrewer)) install.packages("RColorBrewer")

## Loading required package: RColorBrewer

library(RColorBrewer)  
sds <- matrixStats::colSds(tissue\_gene\_expression$x)  
ind <- order(sds, decreasing = TRUE)[1:50]  
colors <- brewer.pal(7, "Dark2")[as.numeric(tissue\_gene\_expression$y)]  
heatmap(t(tissue\_gene\_expression$x[,ind]), col = brewer.pal(11, "RdBu"), scale = "row", ColSideColors = colors)
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* ☒ A. heatmap(t(tissue\_gene\_expression$x[,ind]), col = brewer.pal(11, "RdBu"), scale = "row", ColSideColors = colors)
* ☐ B. heatmap(t(tissue\_gene\_expression$x[,ind]), col = brewer.pal(11, "RdBu"), scale = "row", ColSideColors = rev(colors))
* ☐ C. heatmap(t(tissue\_gene\_expression$x[,ind]), col = brewer.pal(11, "RdBu"), scale = "row", ColSideColors = sample(colors))
* ☐ D. heatmap(t(tissue\_gene\_expression$x[,ind]), col = brewer.pal(11, "RdBu"), scale = "row", ColSideColors = sample(colors))

# Section 7 - Final Assessment

## Breast Cancer Project - Part 1

The brca dataset from the **dslabs** package contains information about breast cancer diagnosis biopsy samples for tumors that were determined to be either benign (not cancer) and malignant (cancer). The brca object is a list consisting of:

* brca$y: a vector of sample classifications (“B” = benign or “M” = malignant)
* brca$x: a matrix of numeric features describing properties of the shape and size of cell nuclei extracted from biopsy microscope images

For these exercises, load the data by setting your options and loading the libraries and data as shown in the code here:

options(digits = 3)  
data(brca)

The exercises in this assessment are available to Verified Learners only and are split into four parts, all of which use the data described here.

1. Dimensions and properties

How many samples are in the dataset?

How many predictors are in the matrix?

What proportion of the samples are malignant?

Which column number has the highest mean?

Which column number has the lowest standard deviation?

dim(brca$x)[1]

## [1] 569

dim(brca$x)[2]

## [1] 30

mean(brca$y == "M")

## [1] 0.373

which.max(colMeans(brca$x))

## area\_worst   
## 24

which.min(colSds(brca$x))

## [1] 20

1. Scaling the matrix

Use sweep() two times to scale each column: subtract the column means of brca$x, then divide by the column standard deviations of brca$x.

After scaling, what is the standard deviation of the first column?

x\_centered <- sweep(brca$x, 2, colMeans(brca$x))  
x\_scaled <- sweep(x\_centered, 2, colSds(brca$x), FUN = "/")  
  
sd(x\_scaled[,1])

## [1] 1

After scaling, what is the median value of the first column?

median(x\_scaled[,1])

## [1] -0.215

1. Distance

Calculate the distance between all samples using the scaled matrix.

What is the average distance between the first sample, which is benign, and other benign samples?

d\_samples <- dist(x\_scaled)  
dist\_BtoB <- as.matrix(d\_samples)[1, brca$y == "B"]  
mean(dist\_BtoB[2:length(dist\_BtoB)])

## [1] 4.41

What is the average distance between the first sample and malignant samples?

dist\_BtoM <- as.matrix(d\_samples)[1, brca$y == "M"]  
mean(dist\_BtoM)

## [1] 7.12

1. Heatmap of features

Make a heatmap of the relationship between features using the scaled matrix.

Which of these heatmaps is correct? To remove column and row labels like the images below, use labRow = NA and labCol = NA.

d\_features <- dist(t(x\_scaled))  
heatmap(as.matrix(d\_features), labRow = NA, labCol = NA)
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* ☒ A.
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* ☐ B.
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* ☐ C.
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* ☐ E.
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1. Hierarchical clustering

Perform hierarchical clustering on the 30 features. Cut the tree into 5 groups.

All but one of the answer options are in the same group.

Which is in a different group?

h <- hclust(d\_features)  
groups <- cutree(h, k = 5)  
split(names(groups), groups)

## $`1`  
## [1] "radius\_mean" "perimeter\_mean" "area\_mean"   
## [4] "concavity\_mean" "concave\_pts\_mean" "radius\_se"   
## [7] "perimeter\_se" "area\_se" "radius\_worst"   
## [10] "perimeter\_worst" "area\_worst" "concave\_pts\_worst"  
##   
## $`2`  
## [1] "texture\_mean" "texture\_worst"  
##   
## $`3`  
## [1] "smoothness\_mean" "compactness\_mean" "symmetry\_mean"   
## [4] "fractal\_dim\_mean" "smoothness\_worst" "compactness\_worst"  
## [7] "concavity\_worst" "symmetry\_worst" "fractal\_dim\_worst"  
##   
## $`4`  
## [1] "texture\_se" "smoothness\_se" "symmetry\_se"   
##   
## $`5`  
## [1] "compactness\_se" "concavity\_se" "concave\_pts\_se" "fractal\_dim\_se"

* ☐ A. smoothness\_mean
* ☐ B. smoothness\_worst
* ☐ C. compactness\_mean
* ☐ D. compactness\_worst
* ☒ E. concavity\_mean
* ☐ F. concavity\_worst

## Breast Cancer Project - Part 2

1. PCA: proportion of variance

Perform a principal component analysis of the scaled matrix.

What proportion of variance is explained by the first principal component?

How many principal components are required to explain at least 90% of the variance?

pca <- prcomp(x\_scaled)  
summary(pca)

## Importance of components:  
## PC1 PC2 PC3 PC4 PC5 PC6 PC7 PC8  
## Standard deviation 3.644 2.386 1.6787 1.407 1.284 1.0988 0.8217 0.6904  
## Proportion of Variance 0.443 0.190 0.0939 0.066 0.055 0.0403 0.0225 0.0159  
## Cumulative Proportion 0.443 0.632 0.7264 0.792 0.847 0.8876 0.9101 0.9260  
## PC9 PC10 PC11 PC12 PC13 PC14 PC15  
## Standard deviation 0.6457 0.5922 0.5421 0.51104 0.49128 0.39624 0.30681  
## Proportion of Variance 0.0139 0.0117 0.0098 0.00871 0.00805 0.00523 0.00314  
## Cumulative Proportion 0.9399 0.9516 0.9614 0.97007 0.97812 0.98335 0.98649  
## PC16 PC17 PC18 PC19 PC20 PC21 PC22  
## Standard deviation 0.28260 0.24372 0.22939 0.22244 0.17652 0.173 0.16565  
## Proportion of Variance 0.00266 0.00198 0.00175 0.00165 0.00104 0.001 0.00091  
## Cumulative Proportion 0.98915 0.99113 0.99288 0.99453 0.99557 0.997 0.99749  
## PC23 PC24 PC25 PC26 PC27 PC28 PC29  
## Standard deviation 0.15602 0.1344 0.12442 0.09043 0.08307 0.03987 0.02736  
## Proportion of Variance 0.00081 0.0006 0.00052 0.00027 0.00023 0.00005 0.00002  
## Cumulative Proportion 0.99830 0.9989 0.99942 0.99969 0.99992 0.99997 1.00000  
## PC30  
## Standard deviation 0.0115  
## Proportion of Variance 0.0000  
## Cumulative Proportion 1.0000

1. PCA: plotting PCs

Plot the first two principal components with color representing tumor type (benign/malignant).

data.frame(pca$x[,1:2], type = brca$y) %>%  
 ggplot(aes(PC1, PC2, color = type)) +  
 geom\_point()
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Which of the following is true?

* ☐ A. Malignant tumors tend to have smaller values of PC1 than benign tumors.
* ☒ B. Malignant tumors tend to have larger values of PC1 than benign tumors.
* ☐ C. Malignant tumors tend to have smaller values of PC2 than benign tumors.
* ☐ D. Malignant tumors tend to have larger values of PC2 than benign tumors.
* ☐ E. There is no relationship between the first two principal components and tumor type.

1. PCA: PC boxplot

Make a boxplot of the first 10 PCs grouped by tumor type.

data.frame(type = brca$y, pca$x[,1:10]) %>%  
 gather(key = "PC", value = "value", -type) %>%  
 ggplot(aes(PC, value, fill = type)) +  
 geom\_boxplot()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA9lBMVEUAAAAAADoAAGYAOpAAZrYAv8QzMzM6AAA6ADo6AGY6OpA6ZpA6ZrY6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmOjpmZjpmZmZmZrZmkJBmtv9uTU1uTW5uTY5ubo5ubqtuq8huq+SOTU2OTW6OTY6Obk2ObquOyP+QOgCQOjqQOmaQZpCQkGaQtpCQ2/+rbk2rbm6rbo6rjk2ryKur5OSr5P+2ZgC2Zjq2tma225C22/+2/9u2///Ijk3I///bkDrbkGbb/7bb///kq27k///r6+vy8vL4dm3/tmb/yI7/25D/27b/5Kv//7b//8j//9v//+T///8jLrV/AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAQqUlEQVR4nO2dC3vcOBWGpxfSBkh6W24ppaQtNMDSLCwNLJsmbJMsTZhc/P//DPZMJiPJRxfLR7J8/J2nfTLxfNEn6bV0JHsuswohOmZDVwCRNgBYeACw8ABg4QHAwgOAhUcE4DMq6KPdFDwSAT4ALNwHgIX7ALBwHwAW7gPAwn0AWLgPAAv3AWDhPgAs3AeAhfsAsHAfABbuUyzgjY2NQTpEmk+pgDc2XIQFdHwuHwBOXggAUxUFYCZJqYCRg5kkxQJO0toJ+gCwcB8AFu4DwMJ9AFi4DwAL9wFg4T4ALNwHgIX7ALBwHwAW7jMwYMSYAiO4QB8AFu4DwMJ9AFi4DwAL9wFg4T4ALNwHgIX7ALBwHwAW7gPAwn0AWLgPAAv3AWDhPgAs3AeAhfsAsHCfYgHj3YU8klIB4/3BTBIATl4IAFMVBWAmCQAnLwSAqYoCMJOkVMBYRTNJigWcpLUT9CkWMEYwj6RUwMjBTBIATl4IAFMVBWAmSamAkYOZJMUCTtLaCfoAsHCfYgFjiuaRlAoYiywmCQAnLwSAqYoCMJOkVMDIwUySYgEnae0EfQBYuE+xgDFF80hKBYxFFpMEgJMXAsBURQGYSQLAyQsBYKqiAMwkKRUwVtFMklIBYwQzSQA4eSETAjx/dVRVV2+2n52WA1h6KsgJ+Hz76VF1s/++OnnuBZyr48XPFBkBf3rybT2Cr94dLUeyB3CS1rYlAMwHeDlFz1+fVldvP9a/NV3LaR8VG0XUYiQRBPj82QpwE5EnK3JwsCQ74PUILgOwdJ/sgAvLweJ9sgO+2d8NWkUnae0EfbIDDtwH18kxQWu7SgT4ZAXcDkdFAZhFAsDJCwFguqIAzCIB4OSFADBdUQBmkQBw8kIAmK4oALNIADh5IQBMVxSAWSQAnLwQAKYrCsAsEgBOXggA0xUFYBYJACcvBIDpigIwi0Q44J6vuALgwgH3fVEsAAMwAAMwAJMVBWAWyRQBr44BsEzAdwcBODNgfWQl2ybpgPHWlWyAjZGV7EKH5oN3F8oDrM0UACwQsCoB4HyAU+RgvwQ5OB9gvaK42cAikQ64XykADMAAXDhg5GDZgLGKBuAgn34SAI5uLQADMABLA6xdUMEiSxxg3C6cFGCMYNmAkYPlAcbtQumAVUlJgJNki6kDLigHpznXJg84oJD05wAAR7eWATBPx/vPEgCOaW0pgEMKQQ6OaC0ADwuYjA01+pbFU5/go44yfHqO5qYNrhG88ZN10Od03kUWGashyTeCp5ODAbhbVZwSS8f/79+jBazfSfDeTXIGH+CQBJsxB188/jBWwEbHp7ubFFxIiZcqhwG8OoPHAbijZKgrZjTfR7PZ1sHD+tHxw4vHX89mDz5X1fXebHb/MCHgu46XCHiwa950vzcj+EtN83pv5+LR/cPrvYdV8786bkiXDdifgw3Awt8DZQd8+WKnutg8vHi0s/i94b04VjpgXQLAVsD19Nz8WzyswR7PFrGVDjBPDjYkpQCOz8E9F3MOwBeb3+/trAE7Z2cWwHdNGgVgvZBkH7jWdTvWOmgHfL33m83DajlFbx5+ueddWE8KsNbxfSfgfoCd+3q635e59nj2sFlRrxZZ9RB2U5YKmITXFXDsGPcDdu8KLB1/sGS7WF/V26Rmx9Rsk9yjWGgOpul1BBw/xr05WG+PaePq/Xpi7nTNQ+gq2sKmWw5OuIrW2tPycfX+cbNkBuCBR7BXEgv44tFi3TwEYDV6dsjoc3BYVe4knUZw19AB1xtn/96KrKgDsDchna2I9QTsvd80COAIn2SADx788GJncX2zO2DrFK31qi2KBMwzRUeUkgpwvdFq9lpf3LcnuuZgFsDGvhGAxQFeHUwN2JkbteiXg52lpAJcHTdT9OUL17Xr7oBZcnAuwO7VrRaM17xbB8n4kY4ugKsvvnsTJmCuCx38gC3z/MQBBwVZUYmAy3pFhwp4A4D9gP37U3fEJtgASSrAly+W9487LLLuQgjgkO2YMca9l0SdMcAIvvzKcxmMaso4APvZBAAOW4onuB/MNkV/8VzKIjskFLBlSssEWJWMEPBGO6IA8+6DtabYFqbTBmyWYQX8XzOiAB8kHMEewNrJSSkYAYcssiIB970tmQrw7SLL9zofqrWhFzp8gB2lrDuECXDkTNF1BNuavPZhAdy8Ln42a7+ANv39YH2+cudgAF4ejAFseaVHbsCWGBHggPl3MMDXf7IDXm2Cu+2DJziCjU1ubJo+W/uEA26HMYJ/2lo+sb3ozro8CmrtiAAbM1JWwN4c3F4fp/+MjqkDDriaaSqiAC+m6L3WKksDvDwLul2q5FiUyAZsqYrqYx6MBVwdOAFf723Vp4D7zWo9AU8wB4cANhTRgInLzMYrOqqDrU6XKnnO+HEBDinEew6sohtg1yIrYB/cAD5+2OlSJc8ZLw5wiMThYwPc+2bDwYKu73WzCTtkQoBdPskA10m4Ouh0qZIbsHWz5fYh/g6ACcBhwdshRF6JAKyuO2ifgKqwtIfDRxZglQ05RWvUAdiMDoC9L5gdCLCmIMc4AAcBbt6aRCy0ywJMLsMAOAxw1byLPPMiix+wZZB7c31AKghoT6hkwBx8wLwPzg44UhJwlgS0J1QyFOAD76XoIgFrwQI4wKfXObDKJFQhyQBb5+erN9vPTiMAB3TIuABznAP+yqYCbL3NcLP/vjp5HgOYf+qM7njvBDxMKugCmDhrePbBV++Oqvmro76AY0cwx/AMARzgwyGJH8Gq+PZPeADPX59WV28/VsvvKNCf27D+Uhnf5KCFRaLWPVxR2QEz+3BIAjqFjISAz5+tADfRZQRbW9vljOeZOvl91OgyU3gVMYAvHjWfvNHeAXUcwV0B58lZTKmAgx5Lro8C/Phnn6vLX2xGAWbKwdIAx7bHO5dEAd785Yfq4ldxgG/2dyNX0d62FHuhgy4koD1+idpV5IlkBdwOBfC/dqr//DUOcPQ+WJVYbvYOM7KoUgIK0dsTICFr6+03K2DnCP7u59d//i4SsBbhFdVbe0ZKeAB3nCnIqoSOvQ6A6SarBxkBf/+XH359MX7AsR0fesNp9Vyv4TkI4MN/fr01TsAsI4vA0ROwo5BhAH+592GUgLW/yzV1lgm4HSrg5T8Ajr/LE1xIIsBM94OHBOxddQ66+AkuxC9ZtW9igB19VsLiJ7gQr+SubhIAa03JANhRSC7A7iafjQSwNlLsHbJqS0U8Z5bi6rPbH2MAbDSZH/CPeQCrYy8acGCflQRYVfAANotmDACmfaJTzq2iE2BzrTAuwGeuc/VOc+bps3IA++mFnNPqKrq1GhwXYL217YWt8ofTAayNYEmAqa3L+g9LvwCxroG7EABui5RezbY/dShYc7BDIQFwl48ytPdZAsCumrCuoh0KEYC1Dumbg/kAW841DsD+daVcwLYG+/tMLaV0wLqEqscoAKshBbC6fQkZnpYZSa0sXZExbJPagF1R2hRNVkUbWXQELRrVyjpjZBc6bD2iNqWYRZalrnkA6zOF+XejAlzsNmnIEez2AeBcOZgsAoAdHTJwDg7JFqoPbcNQiA543DlYB2wTqR0SsJuOK4R1fTSBVXTEIsuqUTskErDukwkwh2TsgENaywDYmCkAeOqAo2fXYMVU9sEhrc0DOChbqD79FNGSUgCrIQWwf5uk1ySJpBDAtz0S2pbMgEkXryTgQodekyQSAI5MsAAsBrD1MhUATxswcrB0wLpPPwUAm6WMEHDPzTQA06XEXqZi3wf3vRwGwHQpyVbRuo9/eAJwYGvZbzZwAA6gFwK4+ywOwF4FSw7moRcxyAE4EnDHHMwz/wLwuhS+KZpnkcWyRAbgdSmlLbJ6KpCDzVJGuA9OIpEHWJ86AVgaYKPj/YBtpdwpAFg4YEviY7+SlUYyMGA9PN8kEVZGE32LNApBLKOIEcwysljn30mPYL0yPKtoBgkACwccMg0gBw8EOFPHYxU9EOBcHQ/AEYCD21JAxwOwcMDIwQMBDrlGweLDKQHgyNb2vQsLwAAMwAAMwJ3bEtxa5GB5gEeyus3lIw7wWPanuXwAuJ+ieB8A7qco3kccYORg46A4wJwSAT7yAGME6welAUYONg4CcC9F8T4A3E9RvA8A91MU7wPAsYqRLOYAuHCfvhLhgNPdTQLgEgAnvB8MwMIBIwdLB8wpAeAOCv9be3l8OCUAHNlaABYIGCNYPygNcK5tEqsEgMMVY9m+5PIB4H6K4n3EAR7L/jSXjzzAnBIBPgAs3AeAhfsAsHAfABbuIw8wVtH6QWmAsQ82DgJwL0XxPgDcT1G8jzjAyMHGQXGAOSUCfABYuE9WwPNXR1V19Wb72SkA5/LJCfh8++lRdbP/vjp5DsC5fDIC/vTk23oEX707Wo5kAM7ikxHwcoqevz6trt5+rJZfjMBpj0gdQYDPn60ANxF5sgafznhNVh7An7a3n1fmCM4AGK+qzD9FZ83BAJwf8M3+br5VNABL3wcjB2cF3I7Itgjo+Fw+ACzcB4CF+wCwcB8AFu4DwMJ9AFi4DwAL9wFg4T4ALNwHgIX7ALBwHwAW7gPAwn0AWLgPAAv3AWDhPgAs3AeAhfvIA4y3j+oHpQHGG8CNgwDcS1G8DwD3UxTvIw4wcrBxUBxgTokAHwAW7gPAwn0AWLgPAAv3AWDhPgAs3AeAhfsAsHAfABbuA8DCfQBYuM/AgMnwf/5dwCfksUik+fQMAC7dp2cAcOk+PQOAS/fpGVyAEYUGAAsPABYeACw8AFh49AE8f7ldx27VfHXH9u3H0a4/Vtr6rPbRtYSsOfLe7VP/fHrkVFSLbxJxSk62vaXc7G8/+ehSNGXotSXbo9mESPiiF+AFrrcfq5Omdp+WPX9XUduz+le4tGXN4/lvP7p8mgNKEaRX3fc64Jbkk/a8TXKunIykj66g23Pikbx5b0j4ojfgmtfy0/4bcMsvaXE/q398fFt23pDTOr9dUqVOFbRi/rs/tAGrkptv1JOIlDRV9bS4Ur7rgJYsvg9BK4iWvDWrwxO9AdeDTT2F5zpg4lmjNZTMaC0paY9gTXHzzT/224BVSZ0pzFRgSuav/25M0URNtIpQPvQI1n0KBfxymYDOlSaaObj9rP4VLqSs+QoBt8/8JZEbVcXJLpmDFUmTBvRR3Ja8fL/ofFdNTDBtib7moCSLKfpJgYBvYap9YIxg4llqBOuyqzcaX7IkvWNbivqBCZgqhEgFRikeHzMDU4XUJ9L509YUrZVSI/99K2PwBAdgNSO1AZvPUjlYkzXjxuujs2kplqvb3U6FtCVXf7QAVgr5pJ+MbYkxY9mq0sr3TMEBWF1TtgGbz+pf4dKWtfi2Ja0+o7wsI1gr5OZv1MjSVtH6FN1StJZq7fZYR7C+0NZTOVuwAKb3wbZnjX2wKSO2lq2Sak178WN42QBbCyEkdVVpNGuFuTZqS879PufbRprmC1zJEh4ALDwAWHgAsPAAYOEBwMJDLODrvVkT9z40vxzfPZpcCAa81fw4vn9YP3zwuYG8M3SdhgjpgC9f7FQHDd+a8PLHxGICgBvG0w3pgA/uH148nmb2XYZgwItFVp2CLzYPh67MgCEY8NbtI4xgkbEGvMrBl19NEfQEAK+Wz82OaXoxBcDYB0sMBXC9lsaVLITQAGDhAcDCA4CFBwALDwAWHgAsPABYeACw8ABg4fF//atWFN+I3VMAAAAASUVORK5CYII=)

Which PCs are significantly different enough by tumor type that there is no overlap in the interquartile ranges (IQRs) for benign and malignant samples?

Select ALL that apply.

* ☒ A. PC1
* ☐ B. PC2
* ☐ C. PC3
* ☐ D. PC4
* ☐ E. PC5
* ☐ F. PC6
* ☐ G. PC7
* ☐ H. PC8
* ☐ I. PC9
* ☐ J. PC10

## Breast Cancer Project - Part 3

Set the seed to 1, then create a data partition splitting brca$y and the *scaled* version of the brca$x matrix into a 20% test set and 80% train using the following code:

# set.seed(1) if using R 3.5 or earlier  
set.seed(1, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <- createDataPartition(brca$y, times = 1, p = 0.2, list = FALSE)  
test\_x <- x\_scaled[test\_index,]  
test\_y <- brca$y[test\_index]  
train\_x <- x\_scaled[-test\_index,]  
train\_y <- brca$y[-test\_index]

You will be using these training and test sets throughout the exercises in Parts 3 and 4. Save your models as you go, because at the end, you’ll be asked to make an ensemble prediction and to compare the accuracy of the various models!

1. Training and test sets

Check that the training and test sets have similar proportions of benign and malignant tumors.

What proportion of the training set is benign?

mean(train\_y == "B")

## [1] 0.628

What proportion of the test set is benign?

mean(test\_y == "B")

## [1] 0.626

10a. K-means Clustering

The predict\_kmeans() function defined here takes two arguments - a matrix of observations x and a k-means object k - and assigns each row of x to a cluster from k.

predict\_kmeans <- function(x, k) {  
 centers <- k$centers # extract cluster centers  
 # calculate distance to cluster centers  
 distances <- sapply(1:nrow(x), function(i){  
 apply(centers, 1, function(y) dist(rbind(x[i,], y)))  
 })  
 max.col(-t(distances)) # select cluster with min distance to center  
}

Set the seed to 3. Perform k-means clustering on the training set with 2 centers and assign the output to k. Then use the predict\_kmeans() function to make predictions on the test set.

What is the overall accuracy?

# set.seed(3) if using R 3.5 or earlier  
set.seed(3, sample.kind = "Rounding") # if using R 3.6 or later

## Warning in set.seed(3, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

k <- kmeans(train\_x, centers = 2)  
kmeans\_preds <- ifelse(predict\_kmeans(test\_x, k) == 1, "B", "M")  
mean(kmeans\_preds == test\_y)

## [1] 0.922

10b. K-means Clustering

What proportion of benign tumors are correctly identified?

sensitivity(factor(kmeans\_preds), test\_y, positive = "B")

## [1] 0.986

What proportion of malignant tumors are correctly identified?

sensitivity(factor(kmeans\_preds), test\_y, positive = "M")

## [1] 0.814

1. Logistic regression model

Fit a logistic regression model on the training set with caret::train() using all predictors. Ignore warnings about the algorithm not converging. Make predictions on the test set.

What is the accuracy of the logistic regression model on the test set?

train\_glm <- train(train\_x, train\_y, method = "glm")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

glm\_preds <- predict(train\_glm, test\_x)  
mean(glm\_preds == test\_y)

## [1] 0.957

1. LDA and QDA models

Train an LDA model and a QDA model on the training set. Make predictions on the test set using each model.

What is the accuracy of the LDA model on the test set?

train\_lda <- train(train\_x, train\_y, method = "lda")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

lda\_preds <- predict(train\_lda, test\_x)  
mean(lda\_preds == test\_y)

## [1] 0.991

What is the accuracy of the QDA model on the test set?

train\_qda <- train(train\_x, train\_y, method = "qda")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

qda\_preds <- predict(train\_qda, test\_x)  
mean(qda\_preds == test\_y)

## [1] 0.957

1. Loess model

Set the seed to 5, then fit a loess model on the training set with the **caret** package. You will need to install the **gam** package if you have not yet done so. Use the default tuning grid. This may take several minutes; ignore warnings. Generate predictions on the test set.

What is the accuracy of the loess model on the test set?

# set.seed(5)  
set.seed(5, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(5, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

train\_loess <- train(train\_x, train\_y, method = "gamLoess")

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.3974

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.187

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.187

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.992

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.187

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3085

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3081

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.4371

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3085

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.1051

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5146

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0652

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9499

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7588

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3614

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7588

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.1724

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2373

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4953

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2373

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6585

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.694

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9476

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 10.724

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.9374

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4864

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4885

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.7152

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.1736

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.1736

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.2924

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.1736

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.1736

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6835

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6729

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3731

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.3789

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.6318

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0184

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0249

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.7092

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2993

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2993

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.3841

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2993

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2993

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.2911

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.591

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.6004

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.5888

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.5327

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5002

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5002

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 3.8507

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5002

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5002

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5097

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8554

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1763

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8797

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1581

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8797

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5989

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3085

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3081

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.4371

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3085

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9499

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7598

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7598

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5997

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4098

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.9374

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5238

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.5791

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.6693

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8392

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2442

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.5474

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9476

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1893

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1763

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8797

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1581

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8797

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5959

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5138

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8541

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.743

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.743

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.9823

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6905

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.1043

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6905

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6442

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6905

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6997

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5965

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6578

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4063

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5622

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5622

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5238

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4692

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4122

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4739

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4122

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9472

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.0576

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.6109

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.6109

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.6109

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8404

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7369

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7369

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.3225

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3219

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.341

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3219

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2155

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.199

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.199

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1821

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5094

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.852

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.7152

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.318

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.318

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.318

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5959

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5138

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -2.2803

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.1766

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3078

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.1766

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.4371

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3078

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5965

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6578

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8363

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.7092

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4101

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4101

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4101

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4029

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.5327

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8768

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8768

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8768

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 3.9302

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.8337

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.5187

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.8337

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.053

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.8337

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.8337

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.694

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 4.2352

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.0118

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.0118

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 3.5032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.0118

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 4.0395

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.0118

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.0118

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 6.8933

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 6.8933

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4692

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3972

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4739

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3972

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1803

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1599

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1599

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 3.9804

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5019

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5019

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.5019

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9056

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.596

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.596

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5146

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.7152

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.319

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.319

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.319

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6585

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.5187

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0795

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0795

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.7092

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.411

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.411

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.411

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.5327

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8772

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8772

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.8772

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 6.8536

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 3.4712

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 5.3381

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0229

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.376

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0909

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0909

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.3179

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0909

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0652

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3731

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2348

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0649

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2399

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0649

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2377

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4953

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2377

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.5791

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.6693

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.5179

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 3.7665

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4613

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.5658

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4613

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9056

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4613

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4613

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.5187

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9561

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.053

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9561

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9561

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0228

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.801

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0587

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3731

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.2911

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9362

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 7.8509

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 7.7674

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2523

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0743

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.797

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.848

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.724

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.713

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.7313

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1763

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1581

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7122

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0204

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.2911

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3238

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9919

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3238

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.438

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2523

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0743

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.797

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4864

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4885

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.3815

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4657

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3089

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.3789

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.6318

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.2009

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5238

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6928

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 3.7395

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6928

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 4.7168

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6928

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.4749

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.262

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.4749

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 10.724

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.438

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5097

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0229

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3155

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8554

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5959

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5138

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2377

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4953

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.2377

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5965

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6578

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.2911

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4098

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8243

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.0392

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6186

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2348

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6186

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2399

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6186

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.694

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9056

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.596

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.596

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 6.8536

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3702

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3702

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3702

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 10.724

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1803

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1599

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1599

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4864

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0197

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.3561

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0197

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4885

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0197

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0197

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.404

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.2105

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6441

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.1227

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6441

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6441

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4953

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6441

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.1081

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.9855

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.3789

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.9855

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.1765

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.9855

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.6318

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.9855

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.9855

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 10.724

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.341

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3295

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3733

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.1018

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.9996

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.9996

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.1335

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.9996

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.9996

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8541

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.743

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.743

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5959

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5117

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0229

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.9413

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.9692

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.9529

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.9483

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.8623

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0715

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7756

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.7836

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8404

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7369

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7369

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5482

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4874

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5041

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4874

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5495

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4874

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.1456

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9125

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9125

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5952

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.6318

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4036

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4036

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.5658

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9056

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4692

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4154

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4739

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4154

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4063

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5622

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5622

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 3.9804

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.2192

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.2192

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 3.4792

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.2192

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 3.2192

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6033

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.6693

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6033

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1821

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5094

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 4.2352

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.5243

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.5243

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 4.0395

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.5243

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 3.5243

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.801

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7678

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 4.7168

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7678

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0587

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.3311

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3118

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9499

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7586

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3118

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7586

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9362

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 7.8507

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 7.7674

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5482

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.5136

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5495

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.5136

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2463

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## -1.096

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.0755

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9476

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.438

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4252

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.992

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4252

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -2.2803

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.2105

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.2105

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6899

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0533

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.1043

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6899

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6442

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6899

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.404

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6997

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9499

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.2482

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.7285

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.2482

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3588

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.2482

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.3233

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.2482

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 3.5797

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 4.9307

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4175

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2155

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.1971

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.1971

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9476

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8554

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5989

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.1356

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6442

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.1356

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6997

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5997

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5238

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8417

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 3.5797

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 4.9307

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.383

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4098

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3238

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9919

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.3238

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3735

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1893

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0753

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.5989

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4253

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.992

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.4253

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8554

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3155

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4052

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.2911

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9499

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7598

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.0657

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.7598

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5997

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.5644

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9476

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.694

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.5476

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.4098

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.5658

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.9056

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.7926

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8392

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1893

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0453

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9841

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9841

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.801

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.0972

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.376

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0901

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0901

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.3179

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.0901

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -2.2803

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.184

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.184

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0184

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0249

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9613

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.7836

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.3311

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.2514

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.2514

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.2817

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.2514

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.2596

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.2514

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.591

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.6004

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.5888

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.1738

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5235

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 7.7674

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9362

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 7.8509

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 6.8536

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.341

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3333

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4692

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4154

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.4739

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4154

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0753

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.542

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.5706

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.542

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8445

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6775

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0582

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9859

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0715

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9859

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.3311

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3235

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3235

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6995

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8108

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8417

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.1757

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5351

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.5705

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5351

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.7847

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9919

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.7847

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.3007

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.7847

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.0256

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.7847

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.7847

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 4.9307

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6056

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6056

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.341

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.324

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.34

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 4.3451

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.34

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.3858

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.438

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2523

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 6.8536

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 3.4712

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 5.3381

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4409

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4187

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.7679

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4187

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.744

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.744

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5146

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.1051

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.1456

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9125

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9125

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7377

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7377

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.6585

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 5.1084

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3402

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval 4.3451

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.3402

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0831

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5626

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5626

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval -0.72782

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : lowerlimit -0.71423

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval -0.72724

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : lowerlimit -0.71423

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval -0.72566

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : lowerlimit -0.71423

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.2598

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.2598

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5097

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval 6.8408

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.9633

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8357

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.485

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.4498

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.5139

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.4881

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.5706

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4459

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.404

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4601

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.4636

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4601

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.5062

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4601

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.4907

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4601

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.5705

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.4601

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8417

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.3796

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2348

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0649

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.2399

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0649

## Warning in gam.lo(data[["lo(concavity\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9245

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.694

## Warning in gam.lo(data[["lo(concave\_pts\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2523

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## -1.096

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.0629

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## -1.0751

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.0629

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1099

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.1249

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1099

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.111

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1099

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.1539

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1099

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 5.4251

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.9374

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -1.848

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7623

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1763

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7623

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.1581

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.7623

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.7254

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.542

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -1.5706

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.542

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0279

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.8445

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0652

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 3.7395

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 4.7168

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 3.665

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 3.499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3731

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.6919

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5351

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## -1.5705

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5351

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.9828

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8417

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 9.058

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.5187

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0793

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.2545

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2419

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0793

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.4532

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.3858

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.2213

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.1602

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 6.8536

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 7.2051

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 5.3703

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.9519

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7972

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.7667

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4698

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6993

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.7824

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6835

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6729

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.3311

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3235

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3235

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6775

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0582

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5482

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.5337

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## -1.5495

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## lowerlimit -1.5337

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 4.5187

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0795

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0795

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4339

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0753

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.801

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2273

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.0023

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.0715

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.0023

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.812

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.1456

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9105

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## -2.222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.9105

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5222

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.9362

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.054

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 7.7674

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 7.8509

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.5476

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0816

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.0753

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.4808

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0229

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 4.0906

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.5125

## Warning in gam.lo(data[["lo(radius\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.9678

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.744

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.772

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.744

## Warning in gam.lo(data[["lo(radius\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## 4.9066

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 4.6995

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.8183

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.8108

## Warning in gam.lo(data[["lo(fractal\_dim\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.376

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 2.6576

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.0645

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 4.6478

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 3.3179

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, : eval  
## 2.7506

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.5068

## Warning in gam.lo(data[["lo(texture\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], : eval  
## -3.1093

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.3155

## Warning in gam.lo(data[["lo(smoothness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6835

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## eval 2.6729

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 2.6399

## Warning in gam.lo(data[["lo(concave\_pts\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0184

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9543

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## 6.0407

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.677

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1591

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9543

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.0249

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.9543

## Warning in gam.lo(data[["lo(symmetry\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], : eval  
## 6.6438

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.7499

## Warning in gam.lo(data[["lo(concave\_pts\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.3311

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3012

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.5315

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.3012

## Warning in gam.lo(data[["lo(symmetry\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.2105

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6556

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.1227

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6556

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.8825

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6556

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, : eval  
## 3.4953

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## upperlimit 2.6556

## Warning in gam.lo(data[["lo(texture\_worst, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.0077

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.721

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 12.062

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.721

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, : eval  
## 4.0286

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 3.721

## Warning in gam.lo(data[["lo(concavity\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 3.6318

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4042

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.2836

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 3.4042

## Warning in gam.lo(data[["lo(perimeter\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], : eval  
## 4.6965

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## upperlimit 4.0184

## Warning in gam.lo(data[["lo(concavity\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.591

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.6004

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.5888

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5364

## Warning in gam.lo(data[["lo(fractal\_dim\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9726

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7377

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], : eval  
## 3.9068

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## upperlimit 3.7377

## Warning in gam.lo(data[["lo(perimeter\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 8.8991

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 7.7235

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.0056

## Warning in gam.lo(data[["lo(radius\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.0431

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.0254

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.036

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.0254

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 9.4537

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0829

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, : eval  
## 7.8067

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 4.0829

## Warning in gam.lo(data[["lo(perimeter\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 10.667

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : eval 11.032

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : upperlimit 4.26

## Warning in gam.lo(data[["lo(area\_se, span = 0.5, degree = 1)"]], z, w, span =  
## 0.5, : extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2402

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5626

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.2459

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.5626

## Warning in gam.lo(data[["lo(area\_mean, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## 6.1381

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 4.5476

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.4568

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.438

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], : eval  
## 9.8429

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## upperlimit 7.2466

## Warning in gam.lo(data[["lo(fractal\_dim\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.4812

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1285

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.1335

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1285

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, : eval  
## 5.925

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.1285

## Warning in gam.lo(data[["lo(area\_worst, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations  
  
## Warning in lo.wam(x, z, wz, fit$smooth, which, fit$smooth.frame, bf.maxit, :  
## lo.wam convergence not obtained in 30 iterations

loess\_preds <- predict(train\_loess, test\_x)

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.2389

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.1118

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.6803

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.1118

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], : eval  
## -2.1145

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -2.1118

## Warning in gam.lo(data[["lo(smoothness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.3514

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.2096

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.2201

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.2096

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, : eval  
## -2.7417

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -2.2096

## Warning in gam.lo(data[["lo(symmetry\_mean, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 6.6494

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.435

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, : eval  
## 4.8566

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## upperlimit 4.435

## Warning in gam.lo(data[["lo(texture\_se, span = 0.5, degree = 1)"]], z, w, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.3979

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3733

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## eval -1.4426

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.3733

## Warning in gam.lo(data[["lo(compactness\_worst, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.6087

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5041

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], : eval  
## -1.5318

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.5041

## Warning in gam.lo(data[["lo(compactness\_mean, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], : eval  
## -1.297

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## lowerlimit -1.2915

## Warning in gam.lo(data[["lo(compactness\_se, span = 0.5, degree = 1)"]], :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## -1.7745

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## lowerlimit -1.4912

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, : eval  
## 8.0229

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## upperlimit 5.4595

## Warning in gam.lo(data[["lo(smoothness\_se, span = 0.5, degree = 1)"]], z, :  
## extrapolation not allowed with blending

mean(loess\_preds == test\_y)

## [1] 0.983

## Breast Cancer Project - Part 4

1. K-nearest neighbors model

Set the seed to 7, then train a k-nearest neighbors model on the training set using the **caret** package. Try odd values of from 3 to 21. Use the final model to generate predictions on the test set.

What is the final value of used in the model?

# set.seed(7)  
set.seed(7, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(7, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

tuning <- data.frame(k = seq(3, 21, 2))  
train\_knn <- train(train\_x, train\_y,  
 method = "knn",   
 tuneGrid = tuning)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_knn$bestTune

## k  
## 8 17

What is the accuracy of the kNN model on the test set?

knn\_preds <- predict(train\_knn, test\_x)  
mean(knn\_preds == test\_y)

## [1] 0.957

15a. Random forest model

Set the seed to 9, then train a random forest model on the training set using the **caret** package. Test mtry values of c(3, 5, 7, 9). Use the argument importance = TRUE so that feature importance can be extracted. Generate predictions on the test set.

Note: please use c(3, 5, 7, 9) instead of seq(3, 9, 2) in tuneGrid.

What value of mtry gives the highest accuracy?

# set.seed(9)  
set.seed(9, sample.kind = "Rounding") # simulate R 3.5

## Warning in set.seed(9, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

tuning <- data.frame(mtry = c(3, 5, 7, 9))  
train\_rf <- train(train\_x, train\_y,  
 method = "rf",  
 tuneGrid = tuning,  
 importance = TRUE)

## Warning in (function (kind = NULL, normal.kind = NULL, sample.kind = NULL) :  
## non-uniform 'Rounding' sampler used

train\_rf$bestTune

## mtry  
## 1 3

What is the accuracy of the random forest model on the test set?

rf\_preds <- predict(train\_rf, test\_x)  
mean(rf\_preds == test\_y)

## [1] 0.974

What is the most important variable in the random forest model? Be sure to enter the variable name exactly as it appears in the dataset.

varImp(train\_rf)

## rf variable importance  
##   
## only 20 most important variables shown (out of 30)  
##   
## Importance  
## area\_worst 100.0  
## radius\_worst 87.7  
## concave\_pts\_worst 85.7  
## perimeter\_worst 85.5  
## concave\_pts\_mean 72.1  
## area\_se 67.3  
## concavity\_worst 63.5  
## area\_mean 61.4  
## texture\_worst 59.9  
## perimeter\_mean 55.2  
## concavity\_mean 55.2  
## texture\_mean 55.0  
## radius\_se 49.8  
## smoothness\_worst 49.1  
## radius\_mean 49.0  
## perimeter\_se 45.0  
## compactness\_worst 39.3  
## symmetry\_worst 35.3  
## smoothness\_mean 30.6  
## fractal\_dim\_worst 27.8

15b. Random forest model

Consider the top 10 most important variables in the random forest model.

Which set of features is most important for determining tumor type?

* ☐ A. mean values
* ☐ B. standard errors
* ☒ C. worst values

16a. Creating an ensemble

Create an ensemble using the predictions from the 7 models created in the previous exercises: k-means, logistic regression, LDA, QDA, loess, k-nearest neighbors, and random forest. Use the ensemble to generate a majority prediction of the tumor type (if most models suggest the tumor is malignant, predict malignant).

What is the accuracy of the ensemble prediction?

ensemble <- cbind(glm = glm\_preds == "B", lda = lda\_preds == "B", qda = qda\_preds == "B", loess = loess\_preds == "B", rf = rf\_preds == "B", knn = knn\_preds == "B", kmeans = kmeans\_preds == "B")  
  
ensemble\_preds <- ifelse(rowMeans(ensemble) > 0.5, "B", "M")  
mean(ensemble\_preds == test\_y)

## [1] 0.983

16b. Creating an ensemble

Make a table of the accuracies of the 7 models and the accuracy of the ensemble model.

Which of these models has the highest accuracy?

models <- c("K means", "Logistic regression", "LDA", "QDA", "Loess", "K nearest neighbors", "Random forest", "Ensemble")  
accuracy <- c(mean(kmeans\_preds == test\_y),  
 mean(glm\_preds == test\_y),  
 mean(lda\_preds == test\_y),  
 mean(qda\_preds == test\_y),  
 mean(loess\_preds == test\_y),  
 mean(knn\_preds == test\_y),  
 mean(rf\_preds == test\_y),  
 mean(ensemble\_preds == test\_y))  
data.frame(Model = models, Accuracy = accuracy)

## Model Accuracy  
## 1 K means 0.922  
## 2 Logistic regression 0.957  
## 3 LDA 0.991  
## 4 QDA 0.957  
## 5 Loess 0.983  
## 6 K nearest neighbors 0.957  
## 7 Random forest 0.974  
## 8 Ensemble 0.983

* ☐ A. Logistic regression
* ☒ B. LDA
* ☐ C. Loess
* ☐ D. Random forest
* ☐ E. Ensemble